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人们常说，Java 是一种跨平台的语言，这意味着 Java 开发出来的程序经过编译后，可以在 

Linux 上运行，也可以在 Windows 上运行；可以在 PC、服务器上运行，也可以在手机上

运行；可以在 X86 的 CPU 上运行，也可以在 ARM 的 CPU 上运行。

因为不同操作系统，特别是不同 CPU 架构，是不可能执行相同的指令的。而 Java 之所以

有这种神奇的特性，就是因为 Java 编译的字节码文件不是直接在底层的系统平台上运行

的，而是在 Java 虚拟机 JVM 上运行，JVM 屏蔽了底层系统的不同，为 Java 字节码文件

构造了一个统一的运行环境。JVM 本质上也是一个应用程序，启动以后加载执行 Java 字节

码文件。JVM 的全称是 Java Virtual Machine，你有没有想过，这样一个程序为什么被称

为机器（Machine）呢？
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其实，如果回答了这个问题，也就了解了 JVM 的底层构造了。这样在进行 Java 开发的时

候，如果遇到各种问题，都可以思考一下在 JVM 层面是如何的？然后进一步查找资料、分

析问题，直至真正地解决问题。

JVM 的组成构造

要想知道这个问题的答案，我们首先需要了解 JVM 的构造。JVM 主要由类加载器、运行时

数据区、执行引擎三个部分组成。

运行时数据区主要包括方法区、堆、Java 栈、程序计数寄存器。

方法区主要存放从磁盘加载进来的类字节码，而在程序运行过程中创建的类实例则存放在堆

里。程序运行的时候，实际上是以线程为单位运行的，当 JVM 进入启动类的 main 方法的

时候，就会为应用程序创建一个主线程，main 方法里的代码就会被这个主线程执行，每个



线程有自己的 Java 栈，栈里存放着方法运行期的局部变量。而当前线程执行到哪一行字节

码指令，这个信息则被存放在程序计数寄存器。

一个典型的 Java 程序运行过程是下面这样的。

通过 Java 命令启动 JVM，JVM 的类加载器根据 Java 命令的参数到指定的路径加载.class 

类文件，类文件被加载到内存后，存放在专门的方法区。然后 JVM 创建一个主线程执行这

个类文件的 main 方法，mian 方法的输入参数和方法内定义的变量被压入 Java 栈。如果

在方法内创建了一个对象实例，这个对象实例信息将会被存放到堆里，而对象实例的引用，

也就是对象实例在堆中的地址信息则会被记录在栈里。堆中记录的对象实例信息主要是成员

变量信息，因为类方法内的可执行代码存放在方法区，而方法内的局部变量存放在线程的栈

里。

程序计数寄存器一开始存放的是 main 方法的第一行代码位置，JVM 的执行引擎根据这个

位置去方法区的对应位置加载这行代码指令，将其解释为自身所在平台的 CPU 指令后交给 

CPU 执行。如果在 main 方法里调用了其他方法，那么在进入其他方法的时候，会在 Java 

栈中为这个方法创建一个新的栈帧，当线程在这个方法内执行的时候，方法内的局部变量都

存放在这个栈帧里。当这个方法执行完毕退出的时候，就把这个栈帧从 Java 栈中出栈，这

样当前栈帧，也就是堆栈的栈顶就又回到了 main 方法的栈帧，使用这个栈帧里的变量，继

续执行 main 方法。这样，即使 main 方法和 f 方法都定义相同的变量，JVM 也不会弄

错。这部分内容我们在第一篇已经讨论过，JVM 作为一个 machine，和操作系统的处理线

程栈的的方法是一样的。

Java 的线程安全常常让人困惑，你可以试着从 Java 栈的角度去理解，所有在方法内定义的

基本类型变量，都会被每个运行这个方法的线程放入自己的栈中，线程的栈彼此隔离，所以

这些变量一定是线程安全的。如果在方法里创建了一个对象实例，这个对象实例如果没有被
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方法返回或者放入某些外部的对象容器中的话，也就是说这个对象的引用没有离开这个方

法，虽然这个对象被放置在堆中，但是这个对象不会被其他线程访问到，也是线程安全的。

相反，像 Servlet 这样的类，在 Web 容器中创建以后，会被传递给每个访问 Web 应用的

用户线程执行，这个类就不是线程安全的。但这并不意味着一定会引发线程安全问题，如果 

Servlet 类里没有成员变量，即使多线程同时执行这个 Servlet 实例的方法，也不会造成成

员变量冲突。这种对象被称作无状态对象，也就是说对象不记录状态，执行这个对象的任何

方法都不会改变对象的状态，也就不会有线程安全问题了。事实上，Web 开发实践中，常

见的 Service 类、DAO 类，都被设计成无状态对象，所以虽然我们开发的 Web 应用都是

多线程的应用，因为 Web 容器一定会创建多线程来执行我们的代码，但是我们开发中却可

以很少考虑线程安全的问题。

我们再回过头看 JVM，它封装了一组自定义的字节码指令集，有自己的程序计数器和执行

引擎，像 CPU 一样，可以执行运算指令。它还像操作系统一样有自己的程序装载与运行机

制，内存管理机制，线程及栈管理机制，看起来就像是一台完整的计算机，这就是 JVM 被

称作 machine（机器）的原因。

JVM 的垃圾回收

事实上，JVM 比操作系统更进一步，它不但可以管理内存，还可以对内存进行自动垃圾回

收。所谓自动垃圾回收就是将 JVM 堆中的已经不再被使用的对象清理掉，释放宝贵的内存

资源。那么要想进行垃圾回收，首先一个问题就是如何知道哪些对象是不再被使用的，可以

清理的呢？

JVM 通过一种可达性分析算法进行垃圾对象的识别，具体过程是：从线程栈帧中的局部变

量，或者是方法区的静态变量出发，将这些变量引用的对象进行标记，然后看这些被标记的

对象是否引用了其他对象，继续进行标记，所有被标记过的对象都是被使用的对象，而那些

没有被标记的对象就是可回收的垃圾对象了。所以你可以看出来，可达性分析算法其实是一

个引用标记算法。

进行完标记以后，JVM 就会对垃圾对象占用的内存进行回收，回收主要有三种方法。

第一种方式是清理：将垃圾对象占据的内存清理掉，其实 JVM 并不会真的将这些垃圾内存

进行清理，而是将这些垃圾对象占用的内存空间标记为空闲，记录在一个空闲列表里，当应

用程序需要创建新对象的时候，就从空闲列表中找一段空闲内存分配给这个新对象。



但这样做有一个很明显的缺陷，由于垃圾对象是散落在内存空间各处的，所以标记出来的空

闲空间也是不连续的，当应用程序创建一个数组需要申请一段连续的大内存空间时，即使堆

空间中有足够的空闲空间，也无法为应用程序分配内存。

第二种方式是压缩：从堆空间的头部开始，将存活的对象拷贝放在一段连续的内存空间中，

那么其余的空间就是连续的空闲空间。

第三种方法是复制：将堆空间分成两部分，只在其中一部分创建对象，当这个部分空间用完

的时候，将标记过的可用对象复制到另一个空间中。JVM 将这两个空间分别命名为 from 

区域和 to 区域。当对象从 from 区域复制到 to 区域后，两个区域交换名称引用，继续在 

from 区域创建对象，直到 from 区域满。

下面这系列图可以让你直观地了解 JVM 三种不同的垃圾回收机制。

回收前：

清理：

压缩：

复制：
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JVM 在具体进行垃圾回收的时候，会进行分代回收。绝大多数的 Java 对象存活时间都非常

短，很多时候就是在一个方法内创建对象，对象引用放在栈中，当方法调用结束，栈帧出栈

的时候，这个对象就失去引用了，成为垃圾。针对这种情况，JVM 将堆空间分成新生代

（young）和老年代（old）两个区域，创建对象的时候，只在新生代创建，当新生代空间

不足的时候，只对新生代进行垃圾回收，这样需要处理的内存空间就比较小，垃圾回收速度

就比较快。

新生代又分为 Eden 区、From 区和 To 区三个区域，每次垃圾回收都是扫描 Eden 区和 

From 区，将存活对象复制到 To 区，然后交换 From 区和 To 区的名称引用，下次垃圾回

收的时候继续将存活对象从 From 区复制到 To 区。当一个对象经过几次新生代垃圾回收，

也就是几次从 From 区复制到 To 区以后，依然存活，那么这个对象就会被复制到老年代区

域。

当老年代空间已满，也就是无法将新生代中多次复制后依然存活的对象复制进去的时候，就

会对新生代和老年代的内存空间进行一次全量垃圾回收，即 Full GC。所以根据应用程序的

对象存活时间，合理设置老年代和新生代的空间比例对 JVM 垃圾回收的性能有很大影响，

JVM 设置老年代新生代比例的参数是 -XX:NewRatio。



JVM 中，具体执行垃圾回收的垃圾回收器有四种。

第一种是 Serial 串行垃圾回收器，这是 JVM 早期的垃圾回收器，只有一个线程执行垃圾

回收。

第二种是 Parallel 并行垃圾回收器，它启动多线程执行垃圾回收。如果 JVM 运行在多核 

CPU 上，那么显然并行垃圾回收要比串行垃圾回收效率高。

在串行和并行垃圾回收过程中，当垃圾回收线程工作的时候，必须要停止用户线程的工作，

否则可能会导致对象的引用标记错乱，因此垃圾回收过程也被称为 stop the world，在用

户视角看来，所有的程序都不再执行，整个世界都停止了。

第三种 CMS 并发垃圾回收器，在垃圾回收的某些阶段，垃圾回收线程和用户线程可以并发

运行，因此对用户线程的影响较小。Web 应用这类对用户响应时间比较敏感的场景，适用 

CMS 垃圾回收器。

最后一种是 G1 垃圾回收器，它将整个堆空间分成多个子区域，然后在这些子区域上各自独

立进行垃圾回收，在回收过程中垃圾回收线程和用户线程也是并发运行。G1 综合了以前几

种垃圾回收器的优势，适用于各种场景，是未来主要的垃圾回收器。



小结

我们为什么需要了解 JVM 呢？JVM 有很多配置参数，Java 开发过程中也可能会遇到各种

问题，了解了 JVM 的基本构造，就可以帮助我们从原理上去解决问题。

比如遇到 OutOfMemoryError，我们就知道是堆空间不足了，可能是 JVM 分配的内存空

间不足以让程序正常运行，这时候我们需要通过调整 -Xmx 参数增加内存空间。也可能是

程序存在内存泄漏，比如一些对象被放入 List 或者 Map 等容器对象中，虽然这些对象程序

已经不再使用了，但是这些对象依然被容器对象引用，无法进行垃圾回收，导致内存溢出，

这时候可以通过 jmap 命令查看堆中的对象情况，分析是否有内存泄漏。

如果遇到 StackOverflowError，我们就知道是线程栈空间不足，栈空间不足通常是因为方

法调用的层次太多，导致栈帧太多。我们可以先通过栈异常信息观察是否存在错误的递归调

用，因为每次递归都会使嵌套方法调用更深入一层。如果调用是正常的，可以尝试调整 -

Xss 参数增加栈空间大小。

如果程序运行卡顿，部分请求响应延迟比较厉害，那么可以通过 jstat 命令查看垃圾回收器

的运行状况，是否存在较长时间的 FullGC，然后调整垃圾回收器的相关参数，使垃圾回收

对程序运行的影响尽可能小。
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执行引擎在执行字节码指令的时候，是解释执行的，也就是每个字节码指令都会被解释成一

个底层的 CPU 指令，但是这样的解释执行效率比较差，JVM 对此进行了优化，将频繁执行

的代码编译为底层 CPU 指令存储起来，后面再执行的时候，直接执行编译好的指令，不再

解释执行，这就是 JVM 的即时编译 JIT。Web 应用程序通常是长时间运行的，使用 JIT 会

有很好的优化效果，可以通过 -server 参数打开 JIT 的 C2 编译器进行优化。

总之，如果你理解了 JVM 的构造，在进行 Java 开发的时候，遇到各种问题，都可以思考

一下，这在 JVM 层面是如何的？然后进一步查找资料、分析问题，这样就会真正解决问

题，而且经过这样不断地思考分析，你对 Java，对 JVM，甚至对整个计算机的原理体系以

及设计理念都会有更多认识和领悟。

思考题

你在 Java 开发过程中遇到过什么样的问题？这些问题和 JVM 底层原理是怎样的关系？

你有想过这些问题吗？你可以把你的疑惑或者想法写在评论区里，集思广益。也欢迎你把这

篇文章分享给你的朋友或者同事，一起交流一下。

上 篇
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幸福来敲门
2019-11-22

老师，内存溢出和内存泄漏有什么区别，以java为例？？

作者回复: 内存溢出是说程序需要申请的内存超过了JVM当前可以分配的最大内存，溢出。 

 

内存泄漏是说期望被回收的内存对象没有被回收，泄漏。 

 

内存泄漏持续发生，很可能引起内存溢出。

  10

[耶]友超�
2019-11-22

老师，好强大的内功

展开

 1  3

Solomon
2019-11-23

老师你好 
1.为什么新生代要设置3个区域呢？只有from和to不行吗？ 
2.多线程执行的时候，栈帧在栈上如何分配空间的，是分多个java栈吗？

展开

  2

y欧尼酱
2019-11-22

老师能多讲讲类加载吗，这儿只知道jvm加载class字节码，在深入就不懂了，谢谢老师。

  1

乘坐Tornado的线程魔...
2019-11-22

存活对象从From区复制到To区之后，在交换名称之前，是不是要把From区的那些不存活

精选留言 (12)  写留言



对象全部回收？（保证交换名字之后，To区永远是空白的）

展开

  1

乘坐Tornado的线程魔...
2019-11-22

老师好，有关JVM运行前的编译过程，请问HotSpot编译器和IDEA编译器的区别是什么？

  1

KL3
2019-11-22

请问老师，关于类加载，对象方法和类方法都是放在方法区吗？

 1  1

老男孩
2019-11-22

虽然之前学习过相关的知识，老师讲的不敢说是最全面的，但是非常易于理解，我对jvm相
关知识又有了新的认识！受益匪浅！ 
1）如果能把类加载机制说的更详细一点就更好了。因为以前我遇到过一个问题，就是tom
cat启动后无法访问，一看日志报了一个PermGen空间不足的error，后来重新设置了一下
就好了。原因可能是加了很多依赖jar包导致PermGen空间不足了。当时没有再多想。加…
展开

  1

我爱布丁
2019-11-22

老师，第一讲中谈到当操作系统载入编译后程序时，会在内存中建立进程，划分代码段，
堆，栈等。那么当操作系统运行JAVA虚拟机加载类文件时，在虚拟机中的Java堆，栈是否
会直接map到JAVA虚拟机进程的堆，栈呢？从操作系统看一个JAVA虚拟机进程，和一个
普通的编译后程序进程结构上有区别吗？

展开

作者回复: 虚拟机内部的堆和栈不会map到操作系统的堆和栈，这样才能跨平台。 

 

操作系统看JVM就是一个普通进程。

 2  1

miracle
2019-11-23



虽然这个对象被放置在堆中，但是这个对象不会被其他线程访问到，也是线程安全的。 
 
请问下，多个线程都可以访问这个方法，进而可以操作堆中的对象，为什么是线程安全的

展开

 2 

乘坐Tornado的线程魔...
2019-11-22

操作系统处理线程栈这个场景是不是可以想象成，高并发场景下，每一个请求都要压入操
作系统的线程栈，请求返回后，执行这个请求的线程才能从操作系统的线程栈中出栈？

 

尹宗昌
2019-11-22

老师，之前看到，MySQL connector-j 驱动在特定模式下（useCompression=true）的
内存泄漏问题。能简单提个思路，这样也能循序渐进

展开

 




