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在前面《07 | 变量提升：JavaScript 代码是按顺序执行的吗？》这篇文章中，我们已经讲

解了 JavaScript 中变量提升的相关内容，正是由于 JavaScript 存在变量提升这种特性，

从而导致了很多与直觉不符的代码，这也是 JavaScript 的一个重要设计缺陷。

虽然 ECMAScript6（以下简称 ES6）已经通过引入块级作用域并配合 let、const 关键字，

来避开了这种设计缺陷，但是由于 JavaScript 需要保持向下兼容，所以变量提升在相当长

一段时间内还会继续存在。这也加大了你理解概念的难度，因为既要理解新的机制，又要理

解变量提升这套机制，关键这两套机制还是同时运行在“一套”系统中的。

但如果抛开 JavaScript 的底层去理解这些，那么你大概率会很难深入理解其概念。俗话

说，“断病要断因，治病要治根”，所以为了便于你更好地理解和学习，今天我们这篇文章

会先“探病因”——分析为什么在 JavaScript 中会存在变量提升，以及变量提升所带来的
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问题；然后再来“开药方”——介绍如何通过块级作用域并配合 let 和 const 关键字来修

复这种缺陷。

作用域（scope）

为什么 JavaScript 中会存在变量提升这个特性，而其他语言似乎都没有这个特性呢？要讲

清楚这个问题，我们就得先从作用域讲起。

作用域是指在程序中定义变量的区域，该位置决定了变量的生命周期。通俗地理解，作用域

就是变量与函数的可访问范围，即作用域控制着变量和函数的可见性和生命周期。

在 ES6 之前，ES 的作用域只有两种：全局作用域和函数作用域。

在 ES6 之前，JavaScript 只支持这两种作用域，相较而言，其他语言则都普遍支持块级作

用域。块级作用域就是使用一对大括号包裹的一段代码，比如函数、判断语句、循环语句，

甚至单独的一个{}都可以被看作是一个块级作用域。

为了更好地理解块级作用域，你可以参考下面的一些示例代码：

全局作用域中的对象在代码中的任何地方都能访问，其生命周期伴随着页面的生命周期。

函数作用域就是在函数内部定义的变量或者函数，并且定义的变量或者函数只能在函数内

部被访问。函数执行结束之后，函数内部定义的变量会被销毁。
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//if 块
if(1){}
 
//while 块
while(1){}
 
// 函数块

function foo(){
 
//for 循环块

for(let i = 0; i<100; i++){}
 
// 单独一个块

{}
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简单来讲，如果一种语言支持块级作用域，那么其代码块内部定义的变量在代码块外部是访

问不到的，并且等该代码块中的代码执行完成之后，代码块中定义的变量会被销毁。你可以

看下面这段 C 代码：

上面这段 C 代码执行后，最终打印出来的是上面全局变量 myname 的值，之所以这样，是

因为 C 语言是支持块级作用域的，所以 if 块里面定义的变量是不能被 if 块外面的语句访问

到的。

和 Java、C/C++ 不同，ES6 之前是不支持块级作用域的，因为当初设计这门语言的时候，

并没有想到 JavaScript 会火起来，所以只是按照最简单的方式来设计。没有了块级作用

域，再把作用域内部的变量统一提升无疑是最快速、最简单的设计，不过这也直接导致了函

数中的变量无论是在哪里声明的，在编译阶段都会被提取到执行上下文的变量环境中，所以

这些变量在整个函数体内部的任何地方都是能被访问的，这也就是 JavaScript 中的变量提

升。

变量提升所带来的问题

由于变量提升作用，使用 JavaScript 来编写和其他语言相同逻辑的代码，都有可能会导致

不一样的执行结果。那为什么会出现这种情况呢？主要有以下两种原因。

1. 变量容易在不被察觉的情况下被覆盖掉

比如我们重新使用 JavaScript 来实现上面那段 C 代码，实现后的 JavaScript 代码如下：
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char* myname = " 极客时间 ";
void showName() {
  printf("%s \n",myname);
  if(0){
    char* myname = " 极客邦 ";
   }
}
 
int main(){
   showName();
   return 0;
}
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执行上面这段代码，打印出来的是 undefined，而并没有像前面 C 代码那样打印出来“极

客时间”的字符串。为什么输出的内容是 undefined 呢？我们再来分析一下。

首先当刚执行到 showName 函数调用时，执行上下文和调用栈的状态是怎样的？具体分析

过程你可以回顾《08 | 调用栈：为什么 JavaScript 代码会出现栈溢出？》这篇文章的分析

过程，这里我就直接展示出来了，最终的调用栈状态如下图所示：

开始执行 showName 函数时的调用栈
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var myname = " 极客时间 "
function showName(){
  console.log(myname);
  if(0){
   var myname = " 极客邦 "
  }
  console.log(myname);
}
showName()
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showName 函数的执行上下文创建后，JavaScript 引擎便开始执行 showName 函数内部

的代码了。首先执行的是：

执行这段代码需要使用变量 myname，结合上面的调用栈状态图，你可以看到这里有两个

myname 变量：一个在全局执行上下文中，其值是“极客时间”；另外一个在

showName 函数的执行上下文中，其值是 undefined。那么到底该使用哪个呢？

相信做过 JavaScript 开发的同学都能轻松回答出来答案：“当然是先使用函数执行上下文

里面的变量啦！”的确是这样，这是因为在函数执行过程中，JavaScript 会优先从当前的

执行上下文中查找变量，由于变量提升，当前的执行上下文中就包含了变量 myname，而

值是 undefined，所以获取到的 myname 的值就是 undefined。

这输出的结果和其他大部分支持块级作用域的语言都不一样，比如上面 C 语言输出的就是

全局变量，所以这会很容易造成误解，特别是在你会一些其他语言的基础之上，再来学习

JavaScript，你会觉得这种结果很不自然。

2. 本应销毁的变量没有被销毁

接下来我们再来看下面这段让人误解更大的代码：

如果你使用 C 语言或者其他的大部分语言实现类似代码，在 for 循环结束之后，i 就已经被

销毁了，但是在 JavaScript 代码中，i 的值并未被销毁，所以最后打印出来的是 7。

1 console.log(myname);

复制代码
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function foo(){
  for (var i = 0; i < 7; i++) {
  }
  console.log(i); 
}
foo()
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这同样也是由变量提升而导致的，在创建执行上下文阶段，变量 i 就已经被提升了，所以当

for 循环结束之后，变量 i 并没有被销毁。

这依旧和其他支持块级作用域的语言表现是不一致的，所以必然会给一些人造成误解。

ES6 是如何解决变量提升带来的缺陷

上面我们介绍了变量提升而带来的一系列问题，为了解决这些问题，ES6 引入了 let 和

const 关键字，从而使 JavaScript 也能像其他语言一样拥有了块级作用域。

关于 let 和 const 的用法，你可以参考下面代码：

从这段代码你可以看出来，两者之间的区别是，使用 let 关键字声明的变量是可以被改变

的，而使用 const 声明的变量其值是不可以被改变的。但不管怎样，两者都可以生成块级

作用域，为了简单起见，在下面的代码中，我统一使用 let 关键字来演示。

那么接下来，我们就通过实际的例子来分析下，ES6 是如何通过块级作用域来解决上面的

问题的？

你可以先参考下面这段存在变量提升的代码：
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let x = 5
const y = 6
x = 7
y = 9 // 报错，const 声明的变量不可以修改
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1

2

3

4

5

6

7

8

function varTest() {
  var x = 1;
  if (true) {
    var x = 2;  // 同样的变量!
    console.log(x);  // 2
  }
  console.log(x);  // 2
}

复制代码



在这段代码中，有两个地方都定义了变量 x，第一个地方在函数块的顶部，第二个地方在 if

块的内部，由于 var 的作用范围是整个函数，所以在编译阶段，会生成如下的执行上下

文：

varTest 函数的执行上下文

从执行上下文的变量环境中可以看出，最终只生成了一个变量 x，函数体内所有对 x 的赋值

操作都会直接改变变量环境中的 x 值。

所以上述代码最后通过 console.log(x) 输出的是 2，而对于相同逻辑的代码，其他语言最

后一步输出的值应该是 1，因为在 if 块里面的声明不应该影响到块外面的变量。

既然支持块级作用域和不支持块级作用域的代码执行逻辑是不一样的，那么接下来我们就来

改造上面的代码，让其支持块级作用域。

这个改造过程其实很简单，只需要把 var 关键字替换为 let 关键字，改造后的代码如下：
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function letTest() {
  let x = 1;
  if (true) {
    let x = 2;  // 不同的变量

    console.log(x);  // 2
  }
  console.log(x);  // 1
}

复制代码



执行这段代码，其输出结果就和我们的预期是一致的。这是因为 let 关键字是支持块级作用

域的，所以在编译阶段，JavaScript 引擎并不会把 if 块中通过 let 声明的变量存放到变量

环境中，这也就意味着在 if 块通过 let 声明的关键字，并不会提升到全函数可见。所以在 if

块之内打印出来的值是 2，跳出语块之后，打印出来的值就是 1 了。这种就非常符合我们

的编程习惯了：作用块内声明的变量不影响块外面的变量。

JavaScript 是如何支持块级作用域的

现在你知道了 ES 可以通过使用 let 或者 const 关键字来实现块级作用域，不过你是否有过

这样的疑问：“在同一段代码中，ES6 是如何做到既要支持变量提升的特性，又要支持块

级作用域的呢？”

那么接下来，我们就要站在执行上下文的角度来揭开答案。

你已经知道 JavaScript 引擎是通过变量环境实现函数级作用域的，那么 ES6 又是如何在函

数级作用域的基础之上，实现对块级作用域的支持呢？你可以先看下面这段代码：

当执行上面这段代码的时候，JavaScript 引擎会先对其进行编译并创建执行上下文，然后

再按照顺序执行代码，关于如何创建执行上下文我们在前面的文章中已经分析过了，但是现
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function foo(){
    var a = 1
    let b = 2
    {
      let b = 3
      var c = 4
      let d = 5
      console.log(a)
      console.log(b)
    }
    console.log(b) 
    console.log(c)
    console.log(d)
}   
foo()
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在的情况有点不一样，我们引入了 let 关键字，let 关键字会创建块级作用域，那么 let 关

键字是如何影响执行上下文的呢？

接下来我们就来一步步分析上面这段代码的执行流程。

第一步是编译并创建执行上下文，下面是我画出来的执行上下文示意图，你可以参考下：

刚执行时 foo 函数的执行上下文

通过上图，我们可以得出以下结论：

接下来，第二步继续执行代码，当执行到代码块里面时，变量环境中 a 的值已经被设置成

了 1，词法环境中 b 的值已经被设置成了 2，这时候函数的执行上下文就如下图所示：

函数内部通过 var 声明的变量，在编译阶段全都被存放到变量环境里面了。

通过 let 声明的变量，在编译阶段会被存放到词法环境（Lexical Environment）中。

在函数的作用域内部，通过 let 声明的变量并没有被存放到词法环境中。



执行 foo 函数内部作用域块时的执行上下文

从图中可以看出，当进入函数的作用域块时，作用域块中通过 let 声明的变量，会被存放在

词法环境的一个单独的区域中，这个区域中的变量并不影响作用域块外面的变量，比如在作

用域外面声明了变量 b，在该作用域块内部也声明了变量 b，当执行到作用域内部时，它们

都是独立的存在。

其实，在词法环境内部，维护了一个小型栈结构，栈底是函数最外层的变量，进入一个作用

域块后，就会把该作用域块内部的变量压到栈顶；当作用域执行完成之后，该作用域的信息

就会从栈顶弹出，这就是词法环境的结构。需要注意下，我这里所讲的变量是指通过 let 或

者 const 声明的变量。

再接下来，当执行到作用域块中的console.log(a)这行代码时，就需要在词法环境和变

量环境中查找变量 a 的值了，具体查找方式是：沿着词法环境的栈顶向下查询，如果在词

法环境中的某个块中查找到了，就直接返回给 JavaScript 引擎，如果没有查找到，那么继

续在变量环境中查找。

这样一个变量查找过程就完成了，你可以参考下图：



变量查找过程

从上图你可以清晰地看出变量查找流程，不过要完整理解查找变量或者查找函数的流程，就

涉及到作用域链了，这个我们会在下篇文章中做详细介绍。

当作用域块执行结束之后，其内部定义的变量就会从词法环境的栈顶弹出，最终执行上下文

如下图所示：



作用域执行完成示意图

通过上面的分析，想必你已经理解了词法环境的结构和工作机制，块级作用域就是通过词法

环境的栈结构来实现的，而变量提升是通过变量环境来实现，通过这两者的结合，

JavaScript 引擎也就同时支持了变量提升和块级作用域了。

总结

好了，今天的内容就讲到这里，下面我来简单总结下今天的内容。

由于 JavaScript 的变量提升存在着变量覆盖、变量污染等设计缺陷，所以 ES6 引入了块级

作用域关键字来解决这些问题。

之后我们还通过对变量环境和词法环境的介绍，分析了 JavaScript 引擎是如何同时支持变

量提升和块级作用域的。

既然聊到了作用域，那最后我们再简单聊下编程语言吧。经常有人争论什么编程语言是世界

上最好的语言，但如果站在语言本身来说，我觉得这种争论没有意义，因为语言是工具，而

工具是用来创造价值的，至于能否创造价值或创造多大价值不完全由语言本身的特性决定。

这么说吧，即便一门设计不那么好的语言，它也可能拥有非常好的生态，比如有完善的框

架、非常多的落地应用，又或者能够给开发者带来更多的回报，这些都是评判因素。

如果站在语言层面来谈，每种语言其实都是在相互借鉴对方的优势，协同进化，比如

JavaScript 引进了作用域、迭代器和协程，其底层虚拟机的实现和 Java、Python 又是非

常相似，也就是说如果你理解了 JavaScript 协程和 JavaScript 中的虚拟机，其实你也就理

解了 Java、Python 中的协程和虚拟机的实现机制。

所以说，语言本身好坏不重要，重要的是能为开发者创造价值。

思考时间

下面给你留个思考题，看下面这样一段代码：
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let myname= '极客时间'
{
  console.log(myname) 
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你能通过分析词法环境，得出来最终的打印结果吗？

欢迎在留言区与我分享你的想法，也欢迎你在留言区记录你的思考过程。感谢阅读，如果你

觉得这篇文章对你有帮助的话，也欢迎把它分享给更多的朋友。

© 版权归极客邦科技所有，未经许可不得传播售卖。 页面已增加防盗追踪，如有侵权极客邦将依法追究其法律责任。
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  let myname= '极客邦'
}

上一篇 08 | 调用栈：为什么JavaScript代码会出现栈溢出？

山里娃
2019-08-24

【最终打印结果】：VM6277:3 Uncaught ReferenceError: Cannot access 'myname' b
efore initialization 
【分析原因】：在块作用域内，let声明的变量被提升，但变量只是创建被提升，初始化并

精选留言 (23)  写留言



没有被提升，在初始化之前使用变量，就会形成一个暂时性死区。 
【拓展】 …
展开

作者回复: 很好，这个答案大家可以参考下

  7

朙
2019-08-24

这篇真的是神作啊。 有一个疑问，在abcd那个例子里，第一步<编译并创建执行上下文>
的图里并没有块级作用域的b=undefined; d=undefined。而在第二步里<继续执行代码>
的图中才出现b=undefined; d=undefined。想问下这个块级作用域的b=undefined; d=
undefined是不是应该在第一步的编译阶段里就有。还是说在执行阶段像函数那样，块级
作用域会有一个自己的编译阶段 …
展开

作者回复: 执行函数时才有进行编译，抽象语法树(AST）在进入函数阶段就生成了，并且函数内部

作用域是已经明确了，所以进入块级作用域不会有编译过程，只不过通过let或者const声明的变量

会在进入块级作用域的时被创建，但是在该变量没有赋值之前，引用该变量JavaScript引擎会抛出

错误---这就是“暂时性死区”

 1  4

YBB
2019-08-26

有个问题，在一个块级作用域中，let和const声明的变量是在编译阶段被压入栈中还是执行
阶段被压入栈中？在文中的表述来看，第一个let声明的变量是在编译阶段就压入栈中的，
但是后面的变量又感觉是在执行是压入栈中，有点混乱。

展开

作者回复: 对的，你的理解没错 

 

函数只会在第一次执行的时候被编译，所以编译时变量环境和词法环境最顶层数据已经确定了。 

 

当执行到块级作用域的时候，块级作用域中通过let和const申明的变量会被追加到词法环境中，当

这个块执行结束之后，追加到词法作用域的内容又会销毁掉。 

 



 
1

Y ｓ.
2019-08-26

老师您好，ES5标准文档中规定，执行环境包括：词法环境、变量环境、this绑定。并且解
释道：其中执行环境的词法环境和变量环境组件始终为词法环境对象。当创建一个执行环
境时，其词法环境组件和变量环境组件最初是同一个值。在该执行环境相关联的代码的执
行过程中，变量环境组件永远不变，而词法环境组件有可能改变。 
 …
展开

作者回复: 变量环境和词法环境结构一样的，都是从词法环境结构来的，所以叫两个词法环境对象 

 

词法环境中，进入或者退出一个块级作用域，里面的数据都会改变

 3  1

William
2019-08-24

第二步，继续执行代码。 这张图我觉得有错误，当进入foo函数内部的代码块之后，并没
有了编译阶段，此时，新创建的栈顶块级作用域的内容为空，而并没有 b = undefined 和
d = undefined 两项内容。 执行完 let b = 3 之后，分配内存，块级作用域出现 b = 3 一
项。 执行 let d = 5 之后，为d分配内存，栈顶块级作用域增加一项 d = 5。

展开

作者回复: 使用let/const声明的变量，伴随着词法环境被创建，但只有在变量的词法绑定(LexicalB

inding)已经被求值运算后，才能够被访问。 

 

你也可以在let b声明之前断点下，看看scope中的值有没有，你会看scope中的值已经存在了。

 4  1

朙
2019-08-24

if(0){ var myname = " 极客邦 "} 这段代码里的if条件是false很有意思。是说编译阶段不管
if会不会执行。里面的代码都会编译，因此这里的myname变量提升，从而导致上面的con
sole.log(myname)输出undefined吗？  
另外let 声明的变量会提升吗？

展开



作者回复: 对的，第一个分析的没问题 

第二个let不会产生变量提升

  1

李懂
2019-08-24

执行上下文是在编译时创建的，在执行代码的时候已经有词法环境了，而且变量已经默认
初始化了undefiend，为什么还会存在暂时性死区，老师解答一下！

展开

作者回复: 暂时性死去是语法规定的，也就是说虽然通过let声明的变量已经在词法环境中了，但是

在没有赋值之前，访问该变量JavaScript引擎就会抛出一个错误。

 2  1

蓝配鸡
2019-08-24

let myname= '极客时间' 
{ 
  console.log(myname)  
  let myname= '极客邦' 
} …
展开

作者回复: 还要考虑暂时性死区的问题，这个我在文中没介绍，可以自行搜索下。可以参考下其它

评论。

 2  1

木棉
2019-08-26

ES6 明确规定，如果区块中存在let和const命令，这个区块对这些命令声明的变量，从一开
始就形成了封闭作用域。凡是在声明之前就使用这些变量，就会报错。

展开

作者回复: 理解的没问题



 

hzj.
2019-08-25

这就是 let 的暂时死区~

展开

 

晓小东
2019-08-25

在ES3开始，try /catch 分句结构中也具有块作用域。补充……

作者回复: 赞

 

Angus
2019-08-25

具体什么是词法环境

展开

 

tokey
2019-08-25

老师，那什么是“运行时”啊？

展开

 

徐承银
2019-08-25

老师问个问题，循环内let声明的变量，词法作用域结构是怎样的？如果是在一个栈里面，
为什么循环内异步打印变量，打印的是不同的值？谢谢

展开

 

小锅锅
2019-08-25

老师，听你对比了c语言，既然let const存在暂时性死区，那么c语言的变量也存在同样的
暂时性死区报错吗？



展开

作者回复: c语言都没这概念，因为你在定义之前使用一个变量，首先过不了c语言的编译

 

😁陈哲奇
2019-08-24

我想问问老师，这类知识大部分书籍都不会提及，ECMA Script的规范文档应该有描述这
些内容，建不建议通过阅读这个文档来学习呢？

展开

作者回复: 看个人情况，如果是放学不久不建议去看，如果是老鸟了，有些搜索不到的内容倒是可

以去ecmascript去查查的。

 

Hurry
2019-08-24

简单画个图 
 
-------- 代码执行上下文 ---------- 
 
---- 变量环境 --- ---- 词法环境 ---- …
展开

作者回复: 嗯 变量环境和词法环境的分析没有问题了，还有个暂时性死区的特性还要了解了，你可

以参考下其它评论。

 

许童童
2019-08-24

思考题： 
当运行到块级作用域时，先预编译，词法环境中会生成 myname = undefined，然后con
sole.log会先在词法环境中找，当遇到undefined时，报错：不能使用未初始化前使用‘m
yname’。

展开



作者回复: 分析的没问题

 1 

😊
2019-08-24

js的新标准哪些是浏览器原生支持，哪些需要编译后支持的呢？

作者回复: 原生支持的在执行的过程中也需要编译啊，我没有太搞清楚你的问题。

 2 

ytd
2019-08-24

```js 
let myname= '极客时间' 
{ 
  console.log(myname) // 报错，在chrome下会报Uncaught ReferenceError: Cannot
access 'myname' before initialization …
展开

作者回复: Cannot access 'myname' before initialization 

意思是虽然该变量已经在词法环境中了，但是还没有被赋值，所以不能使用！ 这也是JavaScript

语法层面的标准，JavaScript引擎是按照标准来实现的。

 2 


