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你好，我是李兵。

作为一名前端工程师，除了需要编写功能性的代码以外，我们还需要关注 Web 应用的性能

问题，我们应该有能力让我们的 Web 应用占用最小的资源，并以最高性能运行，这也是前

端工程师进阶的必要能力。既然性能这么重要，那么我们今天要来聊聊 Web 性能问题。

到底什么是 Web 性能?

我们看下 wiki 对 Web 性能的定义：

Web 性能描述了 Web 应用在浏览器上的加载和显示的速度。



 下载APP 



因此，当我们讨论 Web 性能时，其实就是讨论 Web 应用速度，关于 Web 应用的速度，

我们需要从两个阶段来考虑：

在本文中，我们会将焦点放到第一个阶段：页面加载阶段的性能，在下篇文章中，我们会来

重点分析页面交互阶段的性能。

性能检测工具：Performance vs Audits

要想优化 Web 的性能，我们就需要有监控 Web 应用的性能数据，那怎么监控呢？

如果没有工具来模拟各种不同的场景并统计各种性能指标，那么定位 Web 应用的性能瓶颈

将是一件非常困难的任务。幸好，Chrome 为我们提供了非常完善的性能检测工具：

Performance 和 Audits，它们能够准确统计页面在加载阶段和运行阶段的一些核心数

据，诸如任务执行记录、首屏展示花费的时长等，有了这些数据我们就能很容易定位到 

Web 应用的性能瓶颈 。

首先 Performance 非常强大，因为它为我们提供了非常多的运行时数据，利用这些数据我

们就可以分析出来 Web 应用的瓶颈。但是要完全学会其使用方式却是非常有难度的，其难

点在于这些数据涉及到了特别多的概念，而这些概念又和浏览器的系统架构、消息循环机

制、渲染流水线等知识紧密联系在了一起。

相反，Audtis 就简单了许多，它将检测到的细节数据隐藏在背后，只提供给我们一些直观

的性能数据，同时，还会给我们提供一些优化建议。

Perfomance 能让我们看到更多细节数据，但是更加复杂，Audits 就比较智能，但是隐藏

了更多细节。为了能够让你循序渐进地理解内容，所以本节我们先从简单的 Audits 入手，

看看如何利用它来检测和优化页面在加载阶段的性能，然后在下一节我们再来分析 

Perfomance。

检测之前准备工作

页面加载阶段；

页面交互阶段。



不过在检测 Web 的性能指标之前，我们还要配置好工作环境，具体地讲，你需要准备以下

内容：

利用 Audits 生成 Web 性能报告

环境准备好了之后，我们就可以生成站点在加载阶段的性能报告了，这里我们可以拿B 站

作为分析的列子。

最终打开的页面如下图所示：

首先准备 Chrome Canary 版的浏览器，Chrome Canary 是采用最新技术构建的，它的

开发者工具和浏览器特性都是最新的，所以我推荐你使用 Chrome Canary 来做性能分

析。当然你也可以使用稳定版的 Chrome。

然后我们需要在 Chrome 的隐身模式下工作，这样可以确保我们安装的扩展、浏览器缓

存、Cookie 等数据不会影响到检测结果。

首先我们打开浏览器的隐身窗口，Windows 系统下面的快捷键是 Control+Shift+N，

Mac 系统下面的快捷键是 Command+Shift+N。

然后在隐身窗口中输入 B 站的网站。

打开 Chrome 的开发者工具，选择 Audits 标签。



Audits 界面

观察上图中的 Audits 界面，我们可以看到，在生成报告之前，我们需要先配置 Audits，

配置模块主要有两部分组成，一个是监测类型 (Categories)，另外一个是设备类型 

(Device)。

监控类型 (Categories) 是指需要监控哪些内容，这里有五个对应的选项，它们的功能分别

是：

监测并分析 Web 性能 (Performance)；

监测并分析 PWA(Progressive Web App) 程序的性能；

监测并分析 Web 应用是否采用了最佳实践策略 (Best practices)；



本文我们只需要关注 Web 应用的加载性能，所以勾选第一个 Performance 选项就可以

了。

再看看设备 (Device) 部分，它给了我们两个选项，Moblie 选项是用来模拟移动设备环境

的，另外一个 Desktop 选项是用来模拟桌面环境的。这里我们选择移动设备选项，因为目

前大多数流量都是由移动设备产生的，所以移动设备上的 Web 性能显得更加重要。

配置好选项之后，我们就可以点击最上面的生成报告 (Generate report) 按钮来生成报告

了。

解读性能报告

点击生成报告的按钮之后，我们大约需要等待一分钟左右，Audits 就可以生成最终的分析

报告了，如下图所示：

监测并分析是否实施了无障碍功能 (Accessibility)，无障碍功能让一些身体有障碍的

人可以方便地浏览你的 Web 应用。

监测并分析 Web 应用是否采实施了 SEO 搜素引擎优化 (SEO)。



生成的报告图

观察上图的分析报告，中间圆圈中的数字表示该站点在加载过程中的总体 Web 性能得分，

总分是 100 分。我们目前的得分为 46 分，这表示该站点加载阶段的性能还有很大的提升

空间。

Audits 除了生成性能指标以外，还会分析该站点并提供了很多优化建议，我们可以根据这

些建议来改进 Web 应用以获得更高的得分，进而获得更好的用户体验效果。

既能分析 Web 性能得分又能给出优化建议，所以 Audits 的分析报告还是非常有价值的，

那么接下来，我们就来解读下 Audits 生成的性能报告。

报告的第一个部分是性能指标 (Metrics)，如下图所示：



性能指标

观察上图，我们可以发现性能指标下面一共有六项内容，这六项内容分别对应了从 Web 应

用的加载到页面展示完成的这段时间中，各个阶段所消耗的时长。在中间还有一个 View 

Trace 按钮，点击该按钮可以跳转到 Performance 标签，并且查看这些阶段在 

Performance 中所对应的位置。最下方是加载过程中各个时间段的屏幕截图。

报告的第二个部分是可优化项 (Opportunities)，如下图所示：

可优化项 (Opportunities)

这些可优化项是 Audits 发现页面中的一些可以直接优化的部分，你可以对照 Audits 给的

这些提示来优化你的 Web 应用。



报告的第三部分是手动诊断 (Diagnostics)，如下图所示：

手动诊断 (Diagnostics)

在手动诊断部分，采集了一些可能存在性能问题的指标，这些指标可能会影响到页面的加载

性能，Audits 把详情列出来，并让你依据实际情况，来手动排查每一项。

报告的最后一部分是运行时设置 (Runtime Settings)，如下图所示：

运行时设置 (Runtime Settings)



观察上图，这是运行时的一些基本数据，如果选择移动设备模式，你可以看到发送网络请求

时的 User Agent 会变成设备相关信息，还有会模拟设备的网速，这个体现在网络限速上。

根据性能报告优化 Web 性能

现在有了性能报告，接下来我们就可以依据报告来分析如何优化 Web 应用了。最直接的方

式是想办法提高性能指标的分数，而性能指标的分数是由六项指标决定的，它们分别是：

那么接下来我会逐一分析六项指标的含义，并讨论如何提升这六项指标的数值。这六项都是

页面在加载过程中的性能指标，所以要弄明白这六项指标的具体含义，我们还得结合页面的

加载过程来分析。一图胜过千言，我们还是先看下面这张页面从加载到展示的过程图：

页面加载过程

观察上图的页面加载过程，我们发现，在渲染进程确认要渲染当前的请求后，渲染进程会创

建一个空白页面，我们把创建空白页面的这个时间点称为 First Paint，简称 FP。

首次绘制 (First Paint)；1.

首次有效绘制 (First Meaningfull Paint)；2.

首屏时间 (Speed Index)；3.

首次 CPU 空闲时间 (First CPU Idle)；4.

完全可交互时间 (Time to Interactive)；5.

最大估计输入延时 (Max Potential First Input Delay)。6.



然后渲染进程继续请求关键资源，我们在《25｜页面性能：如何系统地优化页面？》这

节中介绍过了关键资源，并且知道了关键资源包括了 JavaScript 文件和 CSS 文件，因为关

键资源会阻塞页面的渲染，所以我们需要等待关键资源加载完成后，才能执行进一步的页面

绘制。

上图中，bundle.js 是关键资源，因此需要完成加载之后，渲染进程才能执行该脚本，然后

脚本会修改 DOM，引发重绘和重排等一系列操作，当页面中绘制了第一个像素时，我们把

这个时间点称为 First Content Paint，简称 FCP。

接下来继续执行 JavaScript 脚本，当首屏内容完全绘制完成时，我们把这个时间点称为 

Largest Content Paint，简称 LCP。

在 FCP 和 LCP 中间，还有一个 FMP，这个是首次有效绘制，由于 FMP 计算复杂，而且容

易出错，现在不推荐使用该指标，所以这里我们也不做过多介绍了。

接下来 JavaScript 脚本执行结束，渲染进程判断该页面的 DOM 生成完毕，于是触发 

DOMContentLoad 事件。等所有资源都加载结束之后，再触发 onload 事件。

好了，以上就是页面在加载过程中各个重要的时间节点，了解了这些时间节点，我们就可以

来聊聊性能报告的六项指标的含义并讨论如何优化这些指标。

我们先来分析下第一项指标 FP，如果 FP 时间过久，那么直接说明了一个问题，那就是页

面的 HTML 文件可能由于网络原因导致加载时间过久，这块具体的分析过程你可以参考

《21｜Chrome 开发者工具：利用网络面板做性能分析》这节内容。

第二项是 FMP，上面也提到过由于 FMP 计算复杂，所以现在不建议使用该指标了，另外

由于 LCP 的计算规则简单，所以推荐使用 LCP 指标，具体文章你可以参考这里。不过是 

FMP 还是 LCP，优化它们的方式都是类似的，你可以结合上图，如果 FMP 和 LCP 消耗时

间过久，那么有可能是加载关键资源花的时间过久，也有可能是 JavaScript 执行过程中所

花的时间过久，所以我们可以针对具体的情况来具体分析。

第三项是首屏时间 (Speed Index)，这就是我们上面提到的 LCP，它表示填满首屏页面所

消耗的时间，首屏时间的值越大，那么加载速度越慢，具体的优化方式同优化第二项 FMP 

是一样。



第四项是首次 CPU 空闲时间 (First CPU Idle)，也称为 First Interactive，它表示页面达

到最小化可交互的时间，也就是说并不需要等到页面上的所有元素都可交互，只要可以对大

部分用户输入做出响应即可。要缩短首次 CPU 空闲时长，我们就需要尽可能快地加载完关

键资源，尽可能快地渲染出来首屏内容，因此优化方式和第二项 FMP 和第三项 LCP 是一

样的。

第五项是完全可交互时间 (Time to Interactive)，简称 TTI，它表示页面中所有元素都达

到了可交互的时长。简单理解就这时候页面的内容已经完全显示出来了，所有的 

JavaScript 事件已经注册完成，页面能够对用户的交互做出快速响应，通常满足响应速度

在 50 毫秒以内。如果要解决 TTI 时间过久的问题，我们可以推迟执行一些和生成页面无关

的 JavaScript 工作。

第六项是最大估计输入延时 (Max Potential First Input Delay），这个指标是估计你的 

Web 页面在加载最繁忙的阶段， 窗口中响应用户输入所需的时间，为了改善该指标，我们

可以使用 WebWorker 来执行一些计算，从而释放主线程。另一个有用的措施是重构 CSS 

选择器，以确保它们执行较少的计算。

总结

好了，今天的内容就介绍到这里，下面我来总结下本文的主要内容：

本文我们主要讨论如何优化加载阶段的 Web 应用的性能。

要想优化 Web 性能，首先得需要有 Web 应用的性能数据。所以接下来，我们介绍了 

Chrome 采集 Web 性能数据的两个工具：Performance 和 Audits，Performance 可以

采集非常多的性能，但是其使用难度大，相反，Audtis 就简单了许多，它会分析检测到的

性能数据并给出站点的性能得分，同时，还会给我们提供一些优化建议。

我们先从简单的工具上手，所以本文我们主要分析了 Audits 的使用方式，先介绍了如何使

用 Audits 生成性能报告，然后我们解读了性能报告中的每一项内容。

大致了解 Audits 生成的性能报告之后，我们又分析 Web 应用在加载阶段的几个关键时间

点，最后我们分析性能指标的具体含义以及如何提高性能指标的分数，从而达到优化 Web 

应用的目的。
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通过介绍，我们知道了 Audits 非常适合用来分析加载阶段的 Web 性能，除此之外，

Audits 还有其他非常实用的功能，比如可以检测我们的代码是否符合一些最佳实践，并给

出提示，这样我们就可以根据 Audits 的提示来决定是否需要优化我们的代码，这个功能非

常不错，具体使用方式留给你自己去摸索了。

课后思考

在文中我们又分析 Web 应用在加载阶段的几个关键时间点，在 Audits 中，通过对这些时

间点的分析，输出了文中介绍的六项性能指标，其实这些时间点也可以通过 Performance 

的时间线 (Timelines) 来查看，那么今天留给你的任务是：提前熟悉下 Performance 工

具，并对照这文中加载阶段的几个时间点来熟悉下 Performance 的时间线 (Timelines)，

欢迎在留言区分享你的想法。

感谢阅读，如果你觉得这篇文章对你有帮助的话，也欢迎把它分享给更多的朋友。

上一篇 加餐二｜任务调度：有了setTimeOut，为什么还要使用rAF？



许童童
2019-12-04

老师真的是太良心了，又回来给我们加餐了，感谢老师。

  6

江南逰子
2019-12-05

工作中碰到了一个疑惑，看了专栏前面的内容，还是不太明白。下面是我的代码，虽然问
题好解决，但是不太明白： 
import { message } from 'antd' 
export const generateRemark = (skus, message) => { 
  let remark = '' …
展开

  1

ytd
2019-12-04

赞~

展开

  1

logic
2019-12-06

期待老师的下一篇 performance 的讲解。

展开

 

Mr. Cheng
2019-12-05

终于等到这部分内容了，感谢老师

展开

作者回复: 这只是开胃菜，后面还有关于performance的硬菜

 

精选留言 (5)  写留言




