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你好，我是周爱民，接下来我们继续讲述 JavaScript 中的那些奇幻代码。

今天要说的内容，打根儿里起还是得从 JavaScript 的 1.0 谈起。在此前我已经讲过了，

JavaScript 1.0 连继承都没有，但是它实现了以“类抄写”为基础的、基本的面向对象模

型。而在此之后，才在 JavaScript 1.1 开始提出，并在后来逐渐完善了原型继承。

这样一来，在 JavaScript 中，从概念上来讲，所谓对象就是一个从原型对象衍生过来的实

例，因此这个子级的对象也就具有原型对象的全部特征。
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然而，既然是子级的对象，必然与它原型的对象有所不同。这一点很好理解，如果没有不

同，那就没有必要派生出一级关系，直接使用原型的那一个抽象层级就可以了。

所以，有了原型继承带来的子级对象（这样的抽象层级），在这个子级对象上，就还需要有

让它们跟原型表现得有所不同的方法。这时，JavaScript 1.0 里面的那个“类抄写”的特性

就跳出来了，它正好可以通过“抄写”往对象（也就是构造出来的那个 this）上面添加些

东西，来制造这种不同。

也就是说，JavaScript 1.1 的面向对象系统的设计原则就是：用原型来实现继承，并在类

（也就是构造器）中处理子一级的抽象差异。所以，从 JavaScript 1.1 开始，JavaScript 

有了自己的面向对象系统的完整方案，这个示例代码大概如下：

你看，一个对象系统既能处理继承关系中那些“相同的东西”，又能处理“不同的东西”，

所以显而易见：这个系统能处理基于对象的“全部的东西”。正是因为这种概念上的完整

性，所以从 JavaScript 1.1 开始，一直到 ECMAScript 5 都在对象系统的设计上没能再有

什么突破。

为什么要有 super？

但是有一个东西很奇怪，这也是对象继承的典型需求，就是说：子级的对象除了要继承父级

的“全部的东西”之外，它还要继承“全部的能力”。

为什么只继承“全部的东西”还不够呢？如果只有全部的东西，那子级相对于父级，不过是

一个系统的静态变化而已。就好像一棵枯死了的树，往上面添加些人造的塑料的叶子、假的
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// 这里用于处理“不同的东西”
function CarEx(color) {
  this.color = color;
  ...
}

// 这里用于从父类继承“相同的东西”
CarEx.prototype = new Car("Eagle", "Talon TSi", 1993);

// 创建对象
myCar = new CarEx("red")



果子，看起来还是树，可能还很好看，但根底里就是没有生命力的。而这样的一棵树，只有

继承了原有的树的生命力，才可能是一棵活着的树。

如果继承来的树是活着的，那么装不装那些人造的叶子、果子，其实就不要紧了。

然而，传统的 JavaScript 却做不到“继承全部的能力”。那个时候的 JavaScript 其实是能

够在一定程度上继承来自原型的“部分能力”的，譬如说原型有一个方法，那么子级的实例

就可以使用这个方法，这时候子级也就继承了原型的能力。

然而这还不够。譬如说，如果子级的对象重写了这个方法，那么会怎么样呢？

在 ECMAScript 6 之前，如果发生这样的事，那么对不起：原型中的这个方法相对于子级

对象来说，就失效了。

原则上来讲，在子级对象中就再也找不到这个原型的方法了。这个问题非常地致命：这意味

着子级对象必须重新实现原型中的能力，才能安全地覆盖原型中的方法。如果是这样，子级

对象就等于要重新实现一遍原型，那继承性就毫无意义了。

这个问题追根溯源，还是要怪到 JavaScript 1.0~1.1 的时候，设计面向对象模型时偷了的

那一次懒。也就是直接将“类抄写”用于实现子级差异的这个原始设计，太过于简陋。“类

抄写”只能处理那些显而易见的属性、属性名、属性性质，等等，却无法处理那些“方法 / 

行为”背后的逻辑的继承。

由于这个缘故，JavaScript 1.1 之后的各种大规模系统中，都有人不断地在跳坑和补坑，致

力于解决这么一个简单的问题：在“类抄写”导致的子类覆盖中，父类的能力丢失了。

为了解决这种继承问题，ECMAScript 6 就提出了一个标准解决方案，这就是今天我们讲述

的这一行代码中“super”这个关键字的由来。ECMAScript 6 约定，如果父类中的名字被

覆盖了，那么你可以在子类中用 super 来找到它们。

super 指向什么？

既然我们知道 super 出现的目的，就是解决父类的能力丢失这一问题，那么我们也就很容

易理解一个特殊的语言设计了：在 JavaScript 中，super 只能在方法中使用。所谓方法，



其实就是“类的，或者对象的能力”，super 正是用来弥补覆盖父类同名方法所导致的缺

陷，因此只能出现在方法之中，这也就是很显而易见的事情了。

当然，从语言内核的角度上来说，这里还存在着一个严重的设计限制，这个问题是：怎么找

到父类？

在传统的 JavaScript 中，所谓方法，就是函数类型的属性，也就是说它与一般属性并没有

什么不同（可以被不同的对象抄写来抄写去）。其实，方法与普通属性没有区别，也是“类

抄写”机制得以实现的核心依赖条件之一。然而，这也就意味着所谓“传统的方法”没有特

殊性，也就没有“归属于哪个类或哪个对象”这样的性质。因此，这样的方法根本上也就找

不到它自己所谓的类，进而也就找不到它的父类。

所以，实现 super 这个关键字的核心，在于为每一个方法添加一个“它所属的类”这样的

性质，这个性质被称为“主对象（HomeObject）”。

所有在 ECMAScript 6 之后，通过方法声明语法得到的“方法”，虽然仍然是函数类型，

但是与传统的“函数类型的属性（即传统的对象方法）”存在着一个根本上的不同：这些新

的方法增加了一个内部槽，用来存放这个主对象，也就是 ECMAScript 规范中名为 

[[HomeObject]] 的那个内部槽。这个主对象就用来对在类声明，或者字面量风格的对象声

明中，（使用方法声明语法）所声明的那些方法的主对象做个登记。这有三种情况：

但这里就存在一个问题了：super 指向的是父类，但是对象字面量并不是基于类继承的，那

么为什么字面量中声明的方法又能使用super.xxx呢？既然对象本身不是类，那么 

super“指向父类”，或者“用于解决覆盖父类能力”的含义岂不是就没了？

这其实又回到了 JavaScript 1.1 的那项基础设计中，也就是“用原型来实现继承”。

在类声明中，如果是类静态声明，也就是使用 static 声明的方法，那么主对象就是这个

类，例如 AClass。

1.

就是一般声明，那么该方法的主对象就是该类所使用的原型，也就是 

AClass.prototype。

2.

第三种情况，如果是对象声明，那么方法的主对象就是对象本身。3.



原型就是一个对象，也就是说本质上子类或父类都是对象；而所谓的类声明只是这种继承关

系的一个载体，真正继承的还是那个原型对象本身。既然子类和父类都可能是，或者说必须

是对象，那么对象上的方法访问“父一级的原型上的方法”就是必然存在的逻辑了。

出于这个缘故，在 JavaScript 中，只要是方法——并且这个方法可以在声明时明确它

的“主对象（HomeObject）”，那么它就可以使用 super。这样一来，对象方法也就可

以引用到它父级原型中的方法了。这一点，其实也是“利用原型继承和类抄写”来实现面向

对象系统时，在概念设计上的一个额外的负担。

但接下来所谓“怎么找到父类”的问题就变得简单了：当每一个方法都在其内部登记了它的

主对象之后，ECMAScript 约定，只需要在方法中取出这个主对象 HomeObject，那么它

的原型就一定是所谓的父类。这很明显，因为方法登记的是它声明时所在的代码块的 

HomeObject，也就是声明时它所在的类或对象，所以这个 HomeObject 的原型就一定是

父类。也就是把“通过原型继承得到子类”的概念反过来用一下，就得到了父类的概念。

super.xxx()

我们今天讲的内容到现在为止，只说明了两件事。第一件，是为什么要有 super；第二件，

就是 super 指向什么。

接下来我们要讲 super.xxx。简单地说，这就是个属性存取。这从语法上一看就明白了，似

乎是没有什么特殊的，对吧？未必如此！

回顾一下我们在第 7 讲中讲述到的内容：super.xxx 在语法上只是属性存取，但 

super.xxx() 却是方法调用；而且，super.xxx() 是表达式计算中罕见的、在双表达式连用中

传递引用的一个语法。

所以，关键不是在于 super.xxx 如何存取属性，而在于 super.xxx 存取到的属性在 

JavaScript 内核中是一个“引用”。按照语法设计，这个引用包括了左侧的对象，并且在

它连用“函数调用（）”语法的时候，将这个左侧的对象作为 this 引用传入给后者。

更确切地说，假如我们要问“在 super.xxx()调用时，函数xxx()中得到的 this 是什

么”，那么按照传统的属性存取语法可以推论出来的答案是：这个 this 值应该是 super！

但是很不幸，这不是真的。



super.xxx() 中的 this 值

在 super.xxx() 这个语法中，xxx() 函数中得到的 this 值与 super——没有“一点”关系！

不过，还是有“半点”关系的。不过在具体讲这“半点”关系之前呢，我需要先讲讲它会得

到一个怎样的 this，以及如何能得到这个 this。

super 总是在一个方法（如下例中的 obj.foo 函数）中才能引用。这个是我们今天这一讲前

半段中所讨论的。这个方法自己被调用的时候，理论上来说应该是类似下面这样的方式：

调用这个 foo() 方法时，它总是会将 obj 传入作为 this，所以 foo() 函数内的 this 就该是 

obj。而我们看看其中的 super.xxx()，我们期望它调用父类的 xxx() 方法时，传入的当前实

例（也就是 obj）正好在是在 foo() 函数内的那个 this。继承来的行为，应该是施加给现实

中的当前对象的，施加给原型（也就是这里的 super）是没什么用的。所以，在这几个操作

符的连续运算中，只需要把当前函数中的那个 this 传给父类 xxx() 方法就行了。

然而怎么传呢？

我们说过，super.xxx 在语言内核上是一个“引用”，ECMAScript 约定将这个语法标记

成“Super 引用（SuperReference）”，并且为这个引用专门添加了一个 thisValue 域。

这个域，其实在函数的上下文中也有一个（相同名字的，也是相同的含义）。然后，

ECMAScript 约定了优先取 Super 引用中的 thisValue 值，然后再取函数上下文中的。

如此一来，在函数（也就是我们这里的方法）中取 super 的 this 值时，就得到了为 super 

专门设置的这个 this 对象。而且，事实上这个 thisValue 是在执行引擎发现 super 这个标

识符（GetIdentifierReference）的时候，就从当前环境中取出来并绑定给 super 引用

的。
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obj = {
  foo() {
    super.xxx();
  }
}

// 调用 foo 方法
obj.foo();



回顾上述过程，super.xxx() 这个调用中有两个细节需要你多加注意：

为什么要关注上面这两个特别特别小的细节呢？

我们知道，在构造方法中，this 引用（也就是将要构造出来的对象实例）事实上是由祖先

类创建的。关于这一点如果你印象不深了，请回顾一下上一讲（也就是第 13 讲 “new 

X”）的内容。那么，既然 this 是祖先类创建的，也就意味着在刚刚进入构造方法时，this 

引用其实是没有值的，必须采用我们这里讲到的“继承父类的行为”的技术，让父类以及祖

先类先把 this 构造出来才行。

所以这里就存在了一个矛盾，这是一个“先有鸡，还是先有蛋”的问题：一方面构造方法中

要调用父类构造方法，来得到 this；另一方面调用父类方法的 super.xxx() 需要先从环境中

找到并绑定一个 this。

概念上这是无解的。

ECMAScript 为此约定：只能在调用了父类构造方法之后，才能使用 super.xxx 的方式来引

用父类的属性，或者调用父类的方法，也就是访问 SuperReference 之前必须先调用父类

构造方法（这称为 SuperCall，在代码上就是直接的super()调用这一语法）。这其中也

隐含了一个限制：在调用父类构造方法时，也就是super()这样的代码中，super 是不绑

定 this 值的，也不在调用中传入 this 值的。因为这个阶段根本还没有 this。

super() 中的父类构造方法

事实上不仅仅如此。因为如果你打算调用父类构造方法（注意之前讲的是父类方法，这里是

父类构造方法，也就是构造器），那么很不幸，事实上你也找不到 super。

以 new MyClass() 为例，类 MyClass 的 constructor() 方法声明时，它的主对象其实是 

MyClass.prototype，而不是 MyClass。因为，后者是静态类方法的主对象，而显然 

constructor() 方法只是一般方法，而不是静态类方法（例如没有 static 关键字）。所以，

super 关键字所代表的父类对象，是通过当前方法的 [[HomeObject]] 的原型链来查找

的；

1.

this 引用是从当前环境所绑定的 this 中抄写过来，并绑定给 super 的。2.



在 MyClass 的构造方法中访问 super 时，通过 HomeObject 找到的将是原型的父级对

象。而这并不是父类构造器，例如：

我们知道，super() 的语义是“调用父类构造方法”，也就应当是extends所指定的 

Object()。而上面讲述的意思是说，在当前构造方法中，无法通过 [[HomeObject]] 来找到

父类构造方法。

那么 JavaScript 又是怎么做的呢？其实很简单，在这种情况下 JavaScript 会从当前调用栈

上找到当前函数——也就是 new MyClass() 中的当前构造器，并且返回该构造器的原型作

为 super。

也就是说，类的原型就是它的父类。这又是我们在上面讨论过的：把“通过原型继承得到子

类”的概念反过来用一下，就得到了父类的概念。

为什么构造方法不是静态的？

也许你会提一个问题：为什么不直接将 constructor() 声明为类静态方法呢？事实上我在分

析清楚这个super()逻辑的时候，第一反应也是如此。类静态方法中的 [[HomeObject]] 

就是 MyClass 自己啊，如果这样的话，就不必换个法子来找到 super 了。

是的，这个逻辑没错。但是我们记得，在构造方法 consturctor() 中，也是可以使用 

super.xxx() 的，与调用父类一般方法（即 MyClass.prototype 上的原型方法）的方式是类

似的。

因此，根本问题在于：一方面 super() 需要将父类构造器作为 super，另一方面 super.xxx 

需要引用父类的原型上的属性。

这两个需求是无法通过同一个 [[HomeObject]] 来实现的。这个问题只会出现在构造方法

中，并且也只与 super() 冲突。所以 super() 中的 super 采用了别的方法（这里是指在调
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class MyClass extends Object {
  constructor() { ... }  // <- [[HomeObject]] 指向 MyClass.prototype
}



用栈上查找当前函数的方式）来查找当前类以及父类，而且它也是作为特殊的语法来处理

的。

现在，JavaScript 通过当前方法的 [[HomeObject]] 找到了 super，也找到了它的属性 

super.xxx，这个称为 Super 引用（SuperReference）；并且在背地里，为这个 

SuperReference 绑定了一个 thisValue。于是，接下来它只需要做一件事就可以了，调用 

super.xxx()。

知识回顾

下面我来为第 13 讲做个总结，这一讲有 4 个要点：

注：第 4 个要点涉及到两个问题：其一是它显然（显式的）没有所谓super，其二是没

有声明 extends 的类其实是采用传统方式创建的构造器。但后者不是在本讲中讨论的内

容。

思考题

希望你能将自己的答案分享出来，让我也有机会听听你的收获。

只能在方法中使用 super，因为只有方法有 [[HomeObject]]。1.

super.xxx() 是对 super.xxx 这个引用（SuperReference）作函数调用操作，调用中传

入的 this 引用是在当前环境的上下文中查找的。

2.

super 实际上是在通过原型链查找父一级的对象，而与它是不是类继承无关。3.

如果在类的声明头部没有声明 extends，那么在构造方法中也就不能调用父类构造方

法。

4.

请问x = super.xxx.bind(...)会发生什么？这个过程中的 thisValue 会如何处理？1.

super 引用是动态查找的，但类声明是静态声明，请问二者会有什么矛盾？（简单地

说，super 引用的并不一定是你所预期的（静态声明的）值，请尝试写一个这种示例）

2.

super.xxx 如果是属性（而不是函数 / 方法），那么绑定 this 有什么用呢？3.
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行问
2019-12-16

实话实说，对 Class 和 super 的知识概念还不熟悉，有几个问题请教下老师 
 
1、在“继承”上，xxx.apply() 和 xxx.call() 算是继承吗？与 super.xxx() 又有什么区别？ 
 
2、super.xxx() 的 this 引用是在当前环境的上下文中查找的。那么，x = super.xxx.bind…
展开

作者回复: 第一个问题，它们与super.xxx没什么关系，它们自己也不算继承。xxx.apply/xxx.call

就是普通的函数调用，而super.xxx是先查找super，然后使用当前环境中的this来调用super.xxx

()。 

 

第二个问题，super()与super.xxx()其实很不相同，它们是分别独立实现的。super()相当于get_su

per(current_constructor).call()；而如果是在一般的、非静态声明的方法中，super.xxx()倒是与g

精选留言 (3)  写留言



et_super(current_constructor).prototype.xxx.bind(current_this, ...)有些类似。——注意这两

种情况下的current_constructor，是等同于当前正在声明的类的。 

 

关于图片和思维导图这类，这次极客时间的课程里面，真的没做什么。不过仅是说今天这一讲的

话，可以看看之前我讲过的《无类继承》，今天的许多内容都可以看到更详细的介绍。在这里：h

ttps://v.qq.com/x/page/d0719xls8eb.html 

 

或者看搜狐的，还有PPT： 

http://www.sohu.com/a/258358348_609503

  2

ttttt
2019-12-18

老师能不能详细贴一下每讲对应的 ecma 规范地址呢？对照着看会更好

作者回复: 这个倒是挺难的，因为每一节讲的内容都会涉及很多个ECMAScript的点，要是指着

看，反倒不见得清楚，没有上下文还可能会更乱。而且主要是多，整理起来着实不易。

 

许童童
2019-12-16

老师讲得很好，我要再消化消化

展开

 


