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Array



Remove Element

Given an array and a value, remove all instances of that > value in place and
return the new length.

The order of elements can be changed. It doesn't matter what you leave
beyond the new length.
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class Solution {
public:
int removeElement(int A[], int n, int elem) {
int i = 0;

int j = 0;
for(i = 0; i < n; i++) {
if(A[1] == elem) {
continue;
}
A[J] = A[1];
J++;
}
return j;
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Remove Duplicates from Sorted Array

Given a sorted array, remove the duplicates in place such that > each element
appear only once and return the new length.

Do not allocate extra space for another array, you must do this in place with
constant memory.

For example, Given input array A =[1,1,2],
Your function should return length = 2, and Ais now [1,2].
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class Solution {

public:
int removeDuplicates(int int {
if(n == 0) {
return 0;
b
int j = 0;
for(int 1 = 1; 1 < n; i++) {
if(A[3] '= A[1]) {
A[++]] = A[1];
}
¥
return j + 1;
}
i
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Remove Duplicates from Sorted Array li

Follow up for "Remove Duplicates": What if duplicates are allowed at most
twice?

For example, Given sorted array A = [1,1,1,2,2,3],
Your function should return length = 5, and Ais now [1,1,2,2,3].
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class Solution {
public:
int removeDuplicates(int A[], int n) {
if(n == 0) {
return 0;

int j = 0;
int num = 0;
for(int 1 = 1; 1 < n; i++) {
if(A[J] == A[1]) {
num++;
if(num < 2) {
A[++3] = A[1i];
}
} else {
A[++]] = A[1];
num = 0;

}

return j + 1;
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Plus One

Given a non-negative number represented as an array of digits, plus one to
the number.

The digits are stored such that the most significant digit is at the head of the
list.
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class Solution {
public:
vector<int> plusOne(vector<int> &digits) {
vector<int> res(digits.size(), 0);
int sum = 0;
int one = 1;

for(int 1 = digits.size() - 1; 1 >= 0; 1i--) {
sum = one + digits[i];
one = sum / 10;

res[i] = sum % 10;

if(one > 0) {
res.insert(res.begin(), one);

}

return res;
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Pascal's Triangle

Given numRows, generate the first numRows of Pascal's triangle.

For example, given numRows = 5, Return

[1],
[1,1],
[1,2,1],

[1,3,3,1],
[1,4,6,4,1]

ZRE— AR A BNRFZRINAART o

o FKEAKMNLE

o HRH—ANVURFBE—NAEMEH

o T Hk (k>2) B%n (n>18&&n<k) MTLEALK]IN] * AKIIN] = Alk-1][n-1]
+ Alk-1][n]

i 7 EmagIAE > sRARFT 0 BAVERA A HARGHRENZA > R de
T



class Solution {

public:
< <int> > generate(int numRows) {
< <int> > vals;
vals.resize(numRows);
for(int 1 = 0; 1 < numRows; i++) {
vals[i].resize(i + 1);
vals[i][0] = 1;
vals[i][vals[i].size() - 1] = 1;
for(int j = 1; j < vals[i].size() - 1; j++) {
vals[i][j] = vals[i - 1][]J - 1] + vals[i
- 110315
}
¥
return vals;
}
I¥

Pascal's Triangle Il

Given an index K, return the kth row of the Pascal's triangle.
For example, given k = 3, Return [1,3,3,1].
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class Solution {

public:

+i

<int> getRow(int rowIndex) {
<int> vals;

vals.resize(rowIndex + 1, 1);
for(int 1 = 0; 1 < rowIndex + 1; ++1i) {

for(int j =1 - 1; j >=1; --3) {
vals[j] = vals[j] + vals[]j - 1];

return vals;



Merge Sorted Array

Given two sorted integer arrays A and B, merge B into A as one sorted array.

Note: You may assume that A has enough space (size that is greater or equal
to m + n) to hold additional elements from B. The number of elements
initialized in A and B are m and n respectively.
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class Solution {

public:
void merge(int int int
int i =m+n - 1;
int j =m - 1;
int k =n - 1;

iy

while(i >= 0) {
if(j >= 0 && k >= 0) {
if(A[J] > B[K]) {

A[i] = A[3];
J--;

} else {
A[i] = B[K];
K--;

}

} else if(j >= 0) {
A[i] = A[3];
J--;

} else if(k >= 0) {
A[i] = B[Kk];
k--;

int



2Sum

Given an array of intergers, find two numbers such that they add up to a
specific target number. The function twoSum should return indices of the two
numbers such that they add up to the target, where index1 must be less than
index2 Please note that your returned answers (both index1 and index2) are
not zero-based.

You may assume that each input would have exactly one solution.
Input: numbers={2, 7, 11, 15}, target=9 Output: index1=1, index2=2
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class Solution {
public:
<int> twoSum( <int> &numbers, int target)
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<int> ret;

if(numbers.size() <= 1)

return ret;
//#FHZE—"map<key,value> Xk FEnumbers L@y L&

Frindex °
//& Z8junordered_map#a % Fhash_map
<int,int> myMap;

for(int 1 = 0; 1 < numbers.size(); ++1i)
myMap[numbers[i]] = 1i;

for(int 1 = 0; 1 < numbers.size(); ++1i)

{

int rest_val = target - numbers[i];
if(myMap.find(rest_val)!=myMap.end())

{
int index = myMap[rest_val];
if(index == 1)
continue; [/ RER — AN F o &ATE

pass * &R 2R A hY

if(index < 1)



ret.push_back(index+1); //& Z+120
A B A E T Enon-zero based index

ret.push_back(i+1);

return ret;

}

else

{
ret.push_back(i+1);
ret.push_back(index+1);
return ret;

¥
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3Sum

Given an array S of n integers, are there elements a, b, cin S such thata + b
+ ¢ = 07 Find all unique triplets in the array which gives the sum of zero.

Note: Elements in a triplet (a,b,c) must be in non-descending order. (ie,a<b
< c¢) The solution set must not contain duplicate triplets.
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class Solution {

public:
//constant space version
< <int> > threeSum( <int> &num) {
< <int>> ret;

//corner case invalid check
if(num.size() <= 2)
return ret;

//first we need to sort the array because we need
the non-descending order

sort(num.begin(), num.end());

for(int 1 = 0; 1 < num.size()-2; ++1i)



int j = i+1;

int k = num.size()-1;
while(j < k)

{

vector<int> curr; //create a tmp vector
to store each triplet which satisfy the solution.
if(num[i]+num[j]+num[k] == 0)
{
curr.push_back(num[i]);
curr.push_back(num[j]);
curr.push_back(num[k]);
ret.push_back(curr);
++3;
--k;
//this two while loop is used to skip
the duplication solution
while(j < k& &num[j-1] == num[j])
++3;
while(j < k&&num[k] == num[k+1])
--k;
}
else if(num[i]+num[j]+num[k] < ©) //if
the sum is less than the target value, we need to move j
to forward
++];
else
--k;
}
//this while loop also is used to skip the
duplication solution
while(i < num.size()-1&&num[i] == num[i+1])

++1;

}

return ret;
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3Sum Closest

Given an array S of n integers, find three integers in S such that the sum is
closest to a given number, target. Return the sum of the three integers. You
man assume that each input would have exactly one solution.
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class Solution {
public:

int threeSumClosest(vector<int> &num, int target) {
//invalid corner case check
if(num.size() <= 2)
return -1,

int ret = 0,

//first we suspect the distance between the sum
and the target is the largest number in int

int distance = INT_MAX;

sort(num.begin(),num.end()); //sort 1is needed

for(int 1 = 0; 1 < num.size()-2; ++1i)

{
int j = i+1;
int kK = num.size()-1;
while(j < k)
{

int tmp_val = num[i]+num[j]+num[Kk];
int tmp_distance;
if(tmp_val < target)

{
tmp_distance = target - tmp_val;
if(tmp_distance < distance)
{
distance = tmp_distance;
ret = num[i]+num[j]+num[Kk];
}
++];
}

else if(tmp_val > target)
{



Sum

tmp_distance = tmp_val-target;
if(tmp_distance < distance)

{

distance = tmp_distance;
ret= num[i]+num[j]+num[k];

__k;
}

else //note: in this case, the sum is 0,
O means the shortest distance from the sum to the target

{
ret = num[i]+num[j]+num[k];
return ret;

}

return ret;
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4Sum

Given an array S of n integers, are there elements a, b, cand d in S such that
a+b+c+d = target? Find all unique quadruplets in the array which gives the
sume of target.

Note:

1. Elements in quadruplets (a, b, ¢, d) must be in non-descending order. (ie,
a<=b<=c<=d)

2. The solution must not contain duplicates quadruplets.

25
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class Solution {
public:
< <int> > fourSum( <int> &num, int
target) {
< <int>> ret;
if(num.size() <= 3) //invalid corner case check
return ret;
sort(num.begin(), num.end()); //cause we need the
result in quadruplets should be non-descending
for(int 1 = 0; 1 < num.size()-3; ++1)
{
if(1 > && num[i] == num[i-1])
continue;



for(int j = 1i+1; j < num.size()-2; ++j)
{

if(j > i+l && num[j] == num[j-1])

continue;

int k = j+1;

int 1 num.size()-1;

while(k < 1)

{

int sum =
num[i]+num[j]+num[Kk]+num[1];
if(sum == target)
{
vector<int> curr; //create a
temporary vector to store the each quadruplets
curr.push_back(num[i]);
curr.push_back(num[j]);
curr.push_back(num[k]);
curr.push_back(num[1]);
ret.push_back(curr);
//the two while loops are used to
skip the duplication solutions
do{++k;}
while(k<l && num[k] == num[k-1]);
do{--1;}
while(k<l && num[l] == num[l+1]);
}
else if(sum < target)
++k; //we can do this operation
because of we sort the array at the beginning
else
--1;

}

return ret;
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void twoSum int int int
int int int {
if(begin >= numbers.size()-1)
return;
int b = begin;
int e = numbers.size()-1;
while(b < e)
{
int rest = numbers[b]+numbers[e];
if(rest == target)
{
<int> tmp_ret;
tmp_ret.push_back(first);
tmp_ret.push_back(second);
tmp_ret.push_back(numbers[b]);
tmp_ret.push_back(numbers[e]);
ret.push_back(tmp_ret);
do{b++;}
while(b<e && numbers[b] == numbers[b-1]);
do{e--;}
while(b<e && numbers[e] == numbers[e+1]);
}
else if(rest < target)
++b;
else
--e;

45415 F o 2 F4Sum 0 & AT A A 3X AMfunction 0 XA e T

class Solution {
public:

void twoSum int int int



int int int

{
if(begin >= numbers.size()-1)
return;
int b = begin;
int e = numbers.size()-1;
while(b < e)
{
int rest = numbers[b]+numbers[e];
if(rest == target)
{
<int> tmp_ret;
tmp_ret.push_back(first);
tmp_ret.push_back(second);
tmp_ret.push_back(numbers[b]);
tmp_ret.push_back(numbers[e]);
ret.push_back(tmp_ret);
do{b++;}
while(b<e && numbers[b] == numbers[b-1]);
do{e--;}
while(b<e && numbers[e] == numbers[e+1]);
}
else if(rest < target)
++b;
else
--e;
by
b
< <int> > fourSum( <int> &num, int
target) {
< <int>> ret;

if(num.size() <= 3) //invalid corner case check
return ret;
sort(num.begin(), num.end()); //cause we need the
result in quadruplets should be non-descending
for(int 1 = 0; 1 < num.size()-3; ++1i)



if(i > && num[i] == num[i-1])
continue;
for(int j = 1i+1; j < num.size()-2; ++J)
{
if(j > i+1 && num[j] == num[j-1])
continue;
twoSum(num, j+1, num[i], num[j], target-
(num[i]+num[j]), ret);
}
b

return ret,

iy
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Find Minimum in Rotated Sorted Array

Suppose a sorted array is rotated at some pivot unknown to you beforehand.
(i,e., 012456 7 might become 456701 2).
Find the minimum element.
You may assume no duplicate exists in the array.
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class Solution {
public:
int int {
int size = num.size();

if(size == 0) {
return 0;
} else if(size == 1) {
return num[0];
} else if(size == 2) {
return min(num[0], num[1]);

int start = 0;
int stop = size - 1;

while(start < stop - 1) {
if(num[start] < num[stop]) {
return num[start];

int mid = start + (stop - start) / 2;
if(num[mid] > num[start]) {
start = mid;
} else if(num[mid] < num[start]) {
stop = mid;

return min(num[start], num[stop]);

Iy
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Suppose a sorted array is rotated at some pivot unknown to you beforehand.
(i,e.,012456 7 might become 456701 2).

Find the minimum element.

The array may contain duplicates.
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class Solution {
public:
int findMin int {

int size = num.size();

if(size == 0) {
return 0;
} else if(size == 1) {
return num[0];
} else if(size == 2) {
return min(num[©], num[1]);

int start = 0;
int stop = size - 1;

while(start < stop - 1) {
if(num[start] < num[stop]) {
return num[start];

int mid = start + (stop - start) / 2;
if(num[mid] > num[start]) {
start = mid;
} else if(num[mid] < num[start]) {
stop = mid;
} else {
start++;

return min(num[start], num[stop]);

Iy



BAERLEZE » WwREZALZRS » MLARL LB R EAN A AL
ERT -



Largest Rectangle in Histogram

Given n non-negative integers representing the histogram's bar height where
the width of each bar is 1, find the area of largest rectangle in the histogram.

6

Above is a histogram where width of each bar is 1, given height =
[2,1,5,6,2,3].

",
S
™,

The largest rectangle is shown in the shaded area, which has area = 10 unit.
For example, Given height = [2,1,5,6,2,3], return 10.
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class Solution {

public:
int largestRectangleArea int {
<int> s;
//EAN T A0 Dbar
height.push_back(©);
int sum = 0,
int i = 0,
while(i < height.size()) {
if(s.empty() || height[i] > height[s.back()])
{
s.push_back(1);
i++;
} else {

int t = s.back();
S.pop_back();
[/ ExFEE Estack A = I
sum = max(sum, height[t] * (s.empty() ? 1
: 1 - s.back() - 1));
}

return sum;

+



Maximal Rectangle

Given a 2D binary matrix filled with O's and 1's, find the largest rectangle
containing all ones and return its area.
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class Solution {

public:
int maximalRectangle char
if(matrix.empty() || matrix[0].empty()) {
return 0;
b
int m = matrix.size();
int n = matrix[0].size();
< <int> > height(m, <int>(n,
)7
for(int 1 = 0; 1 < m; i++) {
for(int j = 0; j < n; j++) {
if(matrix[1][j] == '0") {
height[i][]j] = ©;
} else {
height[i][]j] = (1 == 0) ?
height[i - 1][j] + 1;
¥
}
by
int maxArea = 0;
for(int 1 = 0; 1 < m; i++) {

maxArea = max(maxArea,
largestRectangleArea(height[i]));
b

return maxArea;

int largestRectangleArea int {
<int> s;
height.push_back(©);



int sum = 0,
int i = 0,
while(i < height.size()) {
if(s.empty() || height[i] > height[s.back()])

s.push_back(1);
i++;
} else {
int t = s.back();
S.pop_back();

sum = max(sum, height[t] * (s.empty() ? 1

: 1 - s.back() - 1));

Iy

}

return sum;



Palindrome Number

Determine whether an integer is a palindrome. Do this without extra space.
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Palindrome Number

class Solution {

public:
bool isP
if(x
else
else
{
}
}
15

alindrome(int x) {
< 0)
return false;
if(x == 0)
return true,

int tmp = Xx;

int y = 0;
while(x !'= 0)
{
y = y*10 + x%10;
X = X/10;
}
if(y == tmp)
return true;
else

return false;

44



Search a 2D Matrix

Write an efficient algorithm that searches for a value in an m x n matrix. This

matrix has the following properties:

Integers in each row are sorted from left to right. The first integer of each row
is greater than the last integer of the previous row. For example,

Consider the following matrix:

[
[11 3[ 5/ 7]/
[10, 11, 16, 20],
[23, 30, 34, 50]
1
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class Solution {
public:
bool searchMatrix(vector<vector<int> > &matrix, int
target) {
/* we set the corner case as below:
1, if the row number of input matrix is 0, we
set it false
2, if the colomun number of input matrix is 0,
we set it false*/
if(matrix.size() == 0)
return false;
if(matrix[0].size() == 0)
return false;
9
matrix[0].size()-1;
while(rowNumber < matrix.size() && colNumber >=

int rowNumber

int colNumber

0)

if(target < matrix[rowNumber][colNumber])
--colNumber;
else if(target > matrix[rowNumber]
[colNumber])
++rowNumber ;
else
return true;

}

return false;
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Search for a Range

Given a sorted array of integers, find the starting and ending position of a
given target value.

Your algorithm's runtime complexity must be in the order of O(log n).
If the target is not found in the array, return [-1, -1].

For example,

Given [5,7, 7, 8, 8, 10] and target value 8,

return [3, 4].

BARZRE—ANPFFTRAZEAZORALORINOEXMAGRECHE - &
KA A O(log n)tgat ] » BTARANIRA AR=9EK - =9 KA F—DZEE
MEGILE » Bdem o REE[M N)REAASE = R=45KI TG — N RMEEAGILE -
R AL 4 T

class Solution {
public:
vector<int> searchRange(int A[], int n, int target) {
if(n == 0) {
return vector<int>({-1, -1});

vector<int> v;
int low = 0;
int high = n - 1;
[/ F—R=GERFE— ML E
while(low <= high) {
int mid = low + (high - low) / 2;
if(A[mid] >= target) {
high = mid - 1;
} else {
low = mid + 1;



iy

if(low < n & A[low] == target) {
v.push_back(low);

} else {
return <int>({-1, 1),

low = low;
high = n - 1;
[/KG =AML BEABRATE =R R — ML E
while(low <= high) {
int mid = low + (high - low) / 2;
if(A[mid] <= target) {
low = mid + 1;
} else {
high = mid - 1;

v.push_back(high);
return v;



Search Insert Position

Given a sorted array and a target value, return the index if the target is found.
If not, return the index where it would be if it were inserted in order.

You may assume no duplicates in the array.
Here are few examples.

[1,3,5,6],5— 2

[1,3,5,6],2 —> 1

[1,3,5,6], 7 — 4

[1,3,5,6],0 -0
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class Solution {

public:
int searchInsert(int int int
int low = 0;
int high = n - 1;
while(low <= high) {
int mid = low + (high - low) /
if(A[mid] == target) {
return mid,;
} else if(A[mid] < target) {
low = mid + 1;
} else {
high = mid - 1;
b
¥
return low;
}

+i
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Find Peak Element

A peak element is an element that is greater than its neighbors.

Given an input array where num[i] # num[i+1], find a peak element and return
its index.

The array may contain multiple peaks, in that case return the index to any one
of the peaks is fine.

You may imagine that num[-1] = num[n] = -eo.

For example, in array [1, 2, 3, 1], 3 is a peak element and your function
should return the index number 2.
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class Solution {

public:
int findPeakElement(const int {
int n = num.size();
if(n == 1) {
return 0,
b
int start = 0;
int end = n - 1;
int mid = 0;
while(start <= end) {
mid = start + (end - start) / 2;
if((mid == || num[mid] >= num[mid - 1]) &&
(mid == n - | | num[mid] >= num[mid +
) o
return mid;
telse if(mid > 0 & & num[mid-1] > num[mid]) {
end = mid - 1;
} else {
start = mid + 1;
}
by
return mid;
}

iy
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Missing Number

Given an array containing n distinct numbers taken from 0, 1, 2, ..., n, find the
one that is missing from the array.

For example, Givennums = [0, 1, 3] return 2 .

Note: Your algorithm should run in linear runtime complexity. Could you
implement it using only constant extra space complexity?
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Missing Number

class Solution {
public:
int missingNumber (vector<int>& nums) {
int x = 0,
for (int 1 = 0; 1 <= nums.size(); it++) X A= 1,
for (auto n : nums) x A= n;
return x;

1s
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Power of Two

Given an integer, write a function to determine if it is a power of two.
AR EE SRR FIHTE AT R209F o
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class Solution {
public:
bool isPowerOfTwo(int {
if (n < 0) return ;
bool hasOne = ;
while (n > 0) {
if (n & 1) {
if (hasOne) {
return ;
}
else {
hasOne = ;

}

n >>=

}

return hasOne;
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Number of 1 Bits

Write a function that takes an unsigned integer and returns the number of ’1'

bits it has (also known as the Hamming weight). For example, the 32-bit

integer 11 has binary representation
00000000AENNAENNENNAENNAENAA1011 , so the function should return 3.

B FF A —ANEH REeas A 189424 o Blde » 3242 % 11 9= 4]
X XA 00000000000000000000000000001011 * AP A R F N %K E3 o

),

A B S A E AN fenG 1 =2 4] 69 5 (AND)E J » Bp 7T | BT © 69 A& AL
ALGA e WwR AT TR T Ew— c Refena s —1z » T8 ElH4E o
BN AOnt o Kb F ik B4

\=

A 2 E 1 O(n) FR A & 1 O(1)

AX AL 4o T

class Solution {
public:
int hammingWeight(uint32_t n) {
int count = 0;
while (n > 0) {
count +=n & 1;
n >>= 1;
}

return count;
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Maximum Depth of Binary Tree

Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the

root node down to the farthest leaf node.
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class Solution {

public:
int num;
int {
if(!root) {
return 0;
b
num = numeric_limits<int>::min();
travel(root, 1);
return num;
b
void int
if(!'node->left && !'node->right) {
num = max(num, level);
return,
b
if(node->left) {
travel(node->left, level + 1);
by
if(node->right) {
travel(node->right, level + 1);
b
}
i¥

Minimum Depth of Binary Tree



Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the
root node down to the nearest leaf node.
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class Solution {
public:
int n;
int minDepth(TreeNode *root) {
if('root) {
return 0;

/ /¥ A iR K AR
n = numeric_limits<int>::max();
int d = 1;

depth(root, d);
return n;

void depth(TreeNode* node, int& d) {
/T R iR
if(!'node->left && !'node->right) {
n = min(n, d);
return;

if(node->left) {
d++;

depth(node->left, d);
d--;
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if(node->right) {
(0RFF

depth(node->right, d);
d--;



Construct Binary Tree from Inorder and
Postorder Traversal

Given inorder and postorder traversal of a tree, construct the binary tree.
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class Solution {
public:
<int, int> m;
TreeNode *buildTree int int
{
if(postorder.empty()) {
return ;

for(int 1 = 0; 1 < inorder.size(); i++) {
m[inorder[1]] = 1;

return build(inorder, ©, inorder.size() - 1,
postorder, ©, postorder.size() - 1);

TreeNode* build int int int
int int int {
1if(s@ > e0 || s1 > el) {
return ;

TreeNode* root = new TreeNode(postorder[el]);

int mid m[postorder[el]];

mid - sO;

int num

root->left = build(inorder, s0, mid - 1,
postorder, s1, s1 + num - 1);

root->right = build(inorder, mid + 1, e0,
postorder, s1 + num, el - 1);

return root;
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Construct Binary Tree from Preorder and
Inorder Traversal

Given preorder and inorder traversal of a tree, construct the binary tree.
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class Solution {
public:
<int, int> m;
TreeNode * int
int {
if(preorder.empty()) {
return ;

for(int 1 = 0; 1 < inorder.size(); i++) {
m[inorder[i]] = 1i;

return build(preorder, 0, preorder.size() - 1,
inorder, 0, inorder.size() - 1);

}



TreeNode* int int int

int int int {
if(sO® > ed || s1 > el) {
return ;

int mid = m[preorder[s0]];

TreeNode* root = new TreeNode(preorder[s0O]);

int num = mid - si;

root->left = build(preorder, sO0 + 1, sO + num,
inorder, si1, mid - 1);

root->right = build(preorder, s@ + num + 1, €0,
inorder, mid + 1, el);

return root;

+i
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Binary Tree Level Order Traversal

Given a binary tree, return the level order traversal of its nodes' values. (ie,

from left to right, level by level).

For example: Given binary tree {3,9,20,#,#,15,7},

/ \

/ N\

return its level order traversal as:

[31,
[9,20],
[15,7]

A EEE R MM BE AN AR AN E—ANTEN
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Binary Tree Level Order Traversal

F—RBF o BHTETER LA
%9

B A B B oA - TRIRDFSAE A7 8 » FHEAHRE  FTARNG R E L EH

O(n).
R 4
/**

* Definition for binary tree
* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

* TreeNode(int x) : val(x), left(NULL), right(NULL)
{}

*

*/
class Solution {
public:

/* for this question, we need to construct the ret vector
first
thus, we need to know the depth of this tree, we write
a simple
function to calculate the height of this tree */
vector<vector<int> > levelOrder(TreeNode *root) {
int depth = getHeight(root);
vector<vector<int>> ret(depth);
if(depth == 0) //invalid check
return ret;
getSolution(ret,root,0);
return ret;

volid getSolution(vector<vector<int>>& ret, TreeNode*
root, int level)

{
if(root == NULL)

69



return;
ret[level].push_back(root->val);
getSolution(ret,root->left, level+1);
getSolution(ret,root->right, level+1);

}
int getHeight
{
if(root == )
return 0,
int left = getHeight(root->left);
int right = getHeight(root->right);
int height = (left > right?left:right)+1;
return height;
b

iy

Binary Tree Level Order Traversal Il

Given a binary tree, return the bottom-up level order traversal of its nodes'
values. (from left to right, level by level from leaf to root)

For example: Given binary tree {3,9,20,#,#,15,7},

/ \

/\
15 7

return its level order traversal as:



[15,7],
[9,20],
[3]

MBAE#EF AT —F I > RE— A INGRBEHRE XN
SR ANE N RARTRXT AMYRTE—E » LG EE - BRIEL
LB F s B R 54 o

A B A && MR B ¥ X 18 A fBinary Tree Level Order Traversal JL-F & —#—
AEEY > E— R M E A Y R 8 B R R 0 F AT ARAD

B Ia] B 7% & O(n)-#t 69dfs39 % O(n)

AX AL 4o

/**
* Definition for binary tree
* struct TreeNode {

* int val;
* TreeNode *left;
* TreeNode *right;
* TreeNode(int x) : val(x), left(NULL), right(NULL)
{}
3
*/
class Solution {
public:
< <int> > levelOrderBottom(TreeNode *root)
{
int depth = height(root);
< <int>> ret(depth);
if(depth == 0)

return ret;



DFS(ret,ret.size()-1, root);
return ret,

}
void int int
{
if(root == )
return;
ret[level].push_back(root->val);
DFS(ret,level-1,root->left);
DFS(ret,level-1,root->right);
b
int
{
if(root == )
return 0;

int left_side = height(root->left);

int right_side = height(root->right);

int height = (left_side > right_side?
left_side:right_side)+1;

return height;

iy

Binary Tree Zigzag Level Order Traversal



Binary Tree Level Order Traversal

Given a binary tree, return the zigzag level order traversal of its nodes'
values. (ie, from left to right, then right to left for the next level and alternate
between).

For example: Given binary tree {3,9,20,#,#,15,7},

/ \

/ N\
15 7

return its zigzag level order traversal as:

[3],
[20, 97},
[15,7]

o R T T L AR o XA AR R A 0 RATR F BT B 69 $3E 4% R zigzag
By N#sE—T » KT :

class Solution {
public:
vector<vector<int> > vals;
vector<vector<int> > zigzaglLevelOrder(TreeNode *root)

build(root, 1);
//#¥%%

for(int 1 = 1; i < vals.size(); i+=2) {
reverse(vals[i].begin(), vals[i].end());
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void

return vals;

int {
if(!node) {
return;

if(vals.size() <= level - 1) {
vals.push_back( <int>());

vals[level - 1].push_back(node->val);
if(node->left) {

build(node->left, level + 1);

if(node->right) {
build(node->right, level + 1);



Symmetric Tree

Given a binary tree, check whether it is a mirror of itself(ie, symmetric around

its center)

For example, this tree is symmetric:

/ \

/ N\ / \
3 44 3

But the following tree is not.
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B B 2 B 3 AR L Lk ADFS, M A £ & E AO(n), E A & & EO(1) a8 A
8.2 0(n),E 1A & 4 E0(n)

% )2 KAG 4 T
/**

* Definition for binary tree
* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

* TreeNode(int x) : val(x), left(NULL), right(NULL)
{3

*

*/
class Solution {
public:

bool isSymmetric(TreeNode *root) {
if(root == NULL)
return true;
return Helper(root->left, root->right);

}
bool Helper(TreeNode* left, TreeNode* right)
{
if(left == NULL&&right == NULL)
return true;
else if(left == NULL]||right == NULL)
return false;
bool condl = left->val == right->val;
bool cond2 = Helper(left->left,right->right);
bool cond3 = Helper(left->right, right->left);
return condil&&cond2&&cond3;
}

iy



PRk BN EZEEN B —TRXEMOEIREEL > TR RNFBHAAATH
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/**
* Definition for binary tree
* struct TreeNode {

* int val;
* TreeNode *left;
* TreeNode *right;
* TreeNode(int x) : val(x), left(NULL), right(NULL)
{}
3
*/
class Solution {
public:
bool isSymmetric {
if(root == )
return ;

TreeNode* nil root->left;
TreeNode* n2 = root->right;

if(!'nl&&!'n2)

return ;
if((!'n1&&n2) || (n1&&!n2))
return ;

<TreeNode*> Q1;
<TreeNode*> Q2;
Q1.push(nl);
Q2.push(n2);
while('!'Ql.empty() && 'Q2.empty())
{



TreeNode* tmpl = Q1.front();

TreeNode* tmp2 = Q2.front();

Q1.pop();

Q2.pop();

if((!'tmpl&&tmp2) || (tmpl&&!'tmp2))
return ;

1if(tmpl&&tmp2)

{
if(tmpl->val != tmp2->val)

return ;
Ql.push(tmpl->left);
Ql1l.push(tmpl->right); //note: this line
we should put the mirror sequence in two queues

Q2.push(tmp2->right);
Q2.push(tmp2->left);

}

return ;

+i



Same Tree

Given two binary trees, write a function to check if they are equal or not. Two
binary trees are considered equal if they are structurally identical and the

nodes have the same values.

A B EE S ARK 0 B A HECRAIWT L ARM L EAR L RATH K —RH LA
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Same Tree

/**
* Definition for binary tree
* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

* TreeNode(int x) : val(x), left(NULL), right(NULL)
{3

* 3

*/

class Solution {
public:
bool isSameTree(TreeNode *p, TreeNode *q) {
if(p == NULL && g == NULL)
return true;
else if(p == NULL || g == NULL)
return false;
if(p->val == g->val)

{
bool left = isSameTree(p->left, qg->left);
bool right = isSameTree(p->right,g->right);
return left&&right;

}

return false;

i
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Balanced Binary Tree

Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as a binary tree in
which the depth of the two subtrees of every node never differ by more than
1.

MA R SR B — /AR ECRA M EARR AT R R U, TR A
A, — TR R SR L PR R AL TR &K ERKT.

AL RS A ARG FIDFS » 3 F — M= Uit 1 S 69 5 B # 7H O £
> Hat it B RO E— A A HEHEETHOGEL L REBRT X
HEE > W RFATFT  NTFEERRRN.

W R A T2 FIDFS o BF oL AL 4 A 0(n).

AX AL 4o T

/**
* Definition for binary tree
* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

* TreeNode(int x) : val(x), left(NULL), right(NULL)
{;

1

*/
class Solution {
public:

bool isBalanced(TreeNode *root) {
//corner case check
if(root == NULL)
return true;



int

int isBalanced = getHeight(root);

if(isBalanced != )
return ;
else
return ;
if(root == )
return 0;
int leftHeight = getHeight(root->left);
if(leftHeight == )

return ;
int rightHeight = getHeight(root->right);
if(rightHeight == )

return ;
int diffHeight

rightHeight > leftHeight?

rightHeight-leftHeight:leftHeight-rightHeight;

if(diffHeight > 1)
return ;
else
return diffHeight = (rightHeight>leftHeight?

rightHeight:leftHeight)+1;

}
iy



Path Sum

Path Sum

Given a binary tree and a sum, determine if the tree has a root-to-leaf path
such that adding up all the values along the path equals the given sum.

For example: Given the below binary tree and sum = 22,

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

B #E AT I fe— MR B AF AR EIRMEST A AR

— Ak &A4F 0 4E4F rootF| T —AetF ¥ R 098842 8950 F T4 F 69sumii.
AR B s X HE AR F N 0 B4 ADFSHHT A KA,
ot 19 £ % & O(n)
ARAL 4 T
/* *

* Definition for binary tree
* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

* TreeNode(int x) : val(x), left(NULL), right(NULL)
{3

* 3

*/

#
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class Solution {
public:
bool hasPathSum(TreeNode *root, int sum) {
if(root == NULL)
return false;
return DFS(sum, 0O, root);

bool DFS(int target, int sum, TreeNode* root)

{
if(root == NULL)
return false;
sum += root->val;
if(root->left == NULL && root->right == NULL)

{
if(sum == target)
return true,
else
return false;
}

bool leftPart = DFS(target, sum, root->left);
bool rightPart = DFS(target, sum, root->right);
return leftPart||rightPart;

iy



Binary Tree Depth Order Traversal

@& A1AR R T treeflevel orderia 7 PR 0 X B RATF & k4 FEireefydepth
order > Wk AR T » T FHFeE T o

Binary Tree Preorder Traversal

Given a binary tree, return the preorder traversal of its nodes' values.

For example: Given binary tree {1,#,2,3},

return [1,2,3].

Note: Recursive solution is trivial, could you do it iteratively?
%X — B = H s 4 R ARG RBATAT PRI o
AT ER# ) > BTARAT R G4 Al stack R RG%EARRE o

SRR AR A ARG 0 RERLETH » BB AL TH o %515
W B EAE » BA1E BA A TR AR R ETHZE 4 i EHEE
B 85 FH o
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class Solution {

public:
<int> preorderTraversal(TreeNode *root)
<int> vals;

if(root == ) {
return vals;

}

<TreeNode*> nodes;

nodes.push_back(root);

while(!nodes.empty()) {
TreeNode* n = nodes.back();
vals.push_back(n->val);
nodes.pop_back();
if(n->right) {

nodes.push_back(n->right);
}
if(n->left) {
nodes.push_back(n->left);

}

¥

return vals;

}

iy



Binary Tree Inorder Traversal
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class Solution {
public:
<int> inorderTraversal(TreeNode *root)
<int> vals;
if(root == ) {
return vals;

<TreeNode*> nodes;
TreeNode* p = root;
while(p || !'nodes.empty()) {

while(p) {

nodes.push_back(p);
p = p—>left;

if(!nodes.empty()) {
p = nodes.back();
vals.push_back(p->val);

nodes.pop_back();
p = p->right;

return vals;

+i

Binary Tree Postorder Traversal
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TG RRA » FRBELETH  REALTH  REA AR & o BB E—
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class Solution {
public:
<int> postorderTraversal(TreeNode *root) {
<int> vals;
if(root == ) {
return vals;

<TreeNode*> nodes;
TreeNode* pre = ;

nodes.push_back(root);

while(!nodes.empty()) {
TreeNode* p = nodes.back();

if((p->left == && p->right == ) ||
(pre != && (pre == p->left || pre ==
p->right))) {
vals.push_back(p->val);
nodes.pop_back();

pre = p;
} else {
if(p->right != ) {

nodes.push_back(p->right);



if(p->left != ) {
nodes.push_back(p->left);

}
}
}
return vals;
}
i
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Populating Next Right Pointers in Each
Node



Populating Next Right Pointers in Each Node

Given a binary tree

struct TreeLinkNode {
TreeLinkNode *left;
TreeLinkNode *right;
TreeLinkNode *next;

Populate each next pointer to point to its next right node. If there is no next
right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.
Note:

You may only use constant extra space. You may assume that it is a perfect
binary tree (ie, all leaves are at the same level, and every parent has two
children). For example, Given the following perfect binary tree,

1
/ \
2 3
/' N/ \
4 5 6 7

After calling your function, the tree should look like:

1 -> NULL
/ \
2 -> 3 -> NULL
/' \ / \
4->5->6->7 -> NULL

RBEEE—RAAEIH TR Fnextid s EHF R T & > RATARIL— LN

o

o WR—ATFF RAMRT ROLFH » R CHnextL X HZRT R85 TH » £
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4o b @) F P a4 0 € dnextsh L2809 & FH5 o
o WR—-ANFFELRT LGETH » AL Chinextib L %R T Snextd &894
Fat o o F@Eg5 5 ¥ nextih A269next (L AEI) 9L FH o

BT VARG 4 T ¢

class Solution {
public:
void connect {
if('root) {
return;

TreeLinkNode* p = root;
TreeLinkNode* first = ;
while(p) {
//RET B H—AETH
if(!first) {
first = p->left;
}
/ /4o A TR AR Znext A LT A
if(p->left) {
p->left->next = p->right;

} else {
[/ TFRRT cwmh s
break;

b

//te FE A next o AR L& B & T next
if(p->next) {
p->right->next = p->next->left;
p = p->next;
continue;
} else {
[/ BT — &
p = first;



first

4

¥

Populating Next Right Pointers in Each
Node i

What if the given tree could be any binary tree? Would your previous solution
still work?

Note:

You may only use constant extra space. For example, Given the following
binary tree,

After calling your function, the tree should look like:

1 -> NULL
/\
2 -> 3 -> NULL
/ \ \
4-> 5 -> 7 -> NULL

TRETE—A » I IMHTE L= IH » KA1 E LR oirstds 41 A %
EAT—EBEWHE— /N E o RANLERER S —Mstis4t A T2 LE— k& m 6L
o MRAKMN A F B4 B 4F4ofT% B lasttinexti& 4L T T o



KA 4w T

class Solution {
public:
void connect {
if(!root) {
return;

TreeLinkNode* p = root;
TreeLinkNode* first = ;
TreeLinkNode* last = ;

while(p) {
[/EETRE—MNLE
if(!first) {
if(p->left) {
first = p->left;
} else if(p->right) {
first = p->right;

if(p->left) {
//% R A last » M]% & lasté9next
if(last) {
last->next = p->left;
}
//last A left
last = p->left;

if(p->right) {
//% %A last » M% & lastfnext
if(last) {
last->next = p->right;



3
//last Aright

last = p->right;

/ /= F A next » M4 next
if(p->next) {
p = p->next,;

} else {
//3% BT — &
p = first;
last = ;
first = :
}

+i

AR EMNTAEE > H—AAES A FTH A MRk R AR A T 5

o

!

=

—_—



Convert Sorted List to Binary Search Tree

Given a singly linked list where elements are sorted in ascending order,

convert it to a height balanced BST.

AR F B — NPT 7 09 R A — A= i R o T A Uk
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class Solution {
public:

TreeNode *sortedListToBST {
return build(head, );

TreeNode* build {
if(start == end) {
return ;

ListNode* fast
ListNode* slow

start;

start;

while(fast != end && fast->next !'= end) {
slow
fast

slow->next;

fast->next->next;

TreeNode* node = new TreeNode(slow->val);
node->left = build(start, slow);
node->right = build(slow->next, end);

return node;

iy

Convert Sorted Array to Binary Search
Tree

Given an array where elements are sorted in ascending order, convert it to a
height balanced BST.



ZAARME@ARR > R T X > TRARW > REFTROFE T HF A
AXAG 4 T

class Solution {

public:
TreeNode *sortedArrayToBST int {
return build(num, ©, num.size());
}
TreeNode* build int int int
{
if(start >= end) {
return ;
¥
int mid = start + (end - start) / 2;
TreeNode* node = new TreeNode(num[mid]);
node->left = build(num, start, mid);
node->right = build(num, mid + 1, end);
return node;
}

iy



Path Sum li

Given a binary tree and a sum, find all root-to-leaf paths where each path's
sum equals the given sum.

For example: Given the below binary tree and sum = 22.

5
/ \
4 8
/ / \
11 13 4
/ N\ \
7 2 1

return
[

[5,4,11,2],

[5,8,4,5]
]

MEAIE: AT —AN=IH > FRLT—AME > WEPTAMBYT B3 HTF afE
FRAL TG L @egE F T VARG R 2 MBI A A G E Y,

fif R B3 X AR B AePath Sum &g #f ik JUF = — R —#F > AR E MAdfsk AT KA > R
HRAAFLFOIEALERRT » BAME R RLLF.

it 1 8 4 : O(n)

RAG 4o T

/**
* Definition for binary tree



* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

* TreeNode(int x) : val(x), left(NULL), right(NULL)
{3

)

*/

class Solution {
public:
vector<vector<int> > pathSum(TreeNode *root, int sum)

vector<vector<int>> ret;
if(root == NULL)

return ret;
vector<int> curr;
DFS(ret,curr,sum, 0, root);
return ret;

void DFS(vector<vector<int>>& ret, vector<int> curr,
int sum, int tmpsum, TreeNode* root)
{
if(root == NULL)
return;
tmpsum+=root->val;
curr.push_back(root->val);

if(tmpsum == sum)
{
if(root->left == NULL&&root->right == NULL)
{
ret.push_back(curr);
return;
}

}

DFS(ret, curr, sum, tmpsum, root->left);



I

DFS(ret, curr,sum, tmpsum, root->right);



Flatten Binary Tree to Linked List

Given a binary tree, flatten it to a linked list in-place.

For example, Given

/ \

/ \ \

The flattened tree should look like:

BE—F= B KRR TR s RINTRAERLIEZ )G SR F L R 5
WHR=IMEG— > FTABRINTAEZAFRD = IA B A EHTIAT o K4
T :

class Solution {
public:
void flatten(TreeNode *root) {
if(!root) {



Y

return;

vector<TreeNode*> ns;
TreeNode dummy(0);

TreeNode* n = &dummy;

ns.push_back(root);

while(!ns.empty()) {
TreeNode* p = ns.back();
ns.pop_back();

/ /BB & T
n->right = p;

n=p;

/1% TR

if(p->right) {
ns.push_back(p->right);
p->right = NULL;

/TR

if(p->left) {
ns.push_back(p->left);
p->left = NULL;



Flatten Binary Tree to Linked List
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Validate Binary Search Tree

Validate Binary Search Tree

Given a binary tree, determine if it is a valid binary search tree (BST).
Assume a BST is defined as follows:

e The left subtree of a node contains only nodes with keys less than the
node's key.

e The right subtree of a node contains only nodes with keys greater than
the node's key.

e Both the left and right subtrees must also be binary search trees.

BAFRFI AL —MNEHYG = L FH > R L H— B o

AV L% EARM R AR R R Le T
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class Solution {
public:
bool isValidBST {
return valid(root, numeric_limits<int>::min(),
numeric_limits<int>::max());

b
bool valid int int {
if('node) {
return ;
}
if(node->val <= minVal || node->val >= maxVal) {
return ;
}
return valid(node->left, minVal, node->val) &&
valid(node->right, node->val, maxVval);
}

+i



Recover Binary Search Tree

Two elements of a binary search tree (BST) are swapped by mistake.
Recover the tree without changing its structure.
Note:

A solution using O(n) space is pretty straight forward. Could you devise a
constant space solution?

BAERSE =L EZMOAANR ST BEIE » Rl st T —H= L 20t
kW wREB PR > L EH ﬁﬁﬁfﬁiﬁi“f’ﬁf?ﬁﬁ FTARATR & Bz R F
Fimhimd » EMBEEREIDRINANFFIE (Ee@MEBELRR) » J#pRX
AT RBRIEBRTIAT o
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class Solution {
public:



volid {
TreeNode* cur = 0,
TreeNode* pre = 0;
TreeNode* pl = 0;
TreeNode* p2 = 0;
TreeNode* preCur = 0;

bool found = ;

if(!root) {
return;

cur = root;
while(cur) {
if('cur->left) {

if(preCur && preCur->val > cur->val) {
if(!found) {
pl = preCur,
found = ;

p2 cur;

preCur = cur,
cur = cur->right;
} else {
pre = cur->left;
while(pre->right && pre->right '= cur) {
pre = pre->right;

if(!pre->right) {
pre->right = cur;
cur = cur->left;



iy

} else {

if(preCur->val > cur->val) {
if(!found) {
pl = preCur;

found = ;
}
p2 = cur,
}
preCur = cur;
pre->right = ;

cur = cur->right;

if(pl && p2) {
int t = pl->val;
pl->val = p2->val;
p2->val = t;



Binary Tree Path

Given a binary tree, return all root-to-leaf paths.

For example, given the following binary tree:

All root-to-leaf paths are:

[||1_>2_>5||’ I|1_>3||]
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BB S 2 Sl o PTOATT @ 69 XA F & A 4% F std::stack K k £ 3L o
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/**
* Definition for a binary tree node.
* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

* TreeNode(int x) : val(x), left(NULL), right(NULL)

{}



iy
*/
class Solution {

public:
< > binaryTreePaths(TreeNode* root)
< > result;
if (root == ) return result;
<int> path;
bfs(root, path, result);
return result;
}
private:
// #BERE o FREKEE R
void bfs int
{
if (node == ) return;
path.push_back(node->val);
if (node->left == && node->right ==
)
result.push_back(generatePath(path));
else {
if (node->left != ) {
bfs(node->left, path, result);
path.pop_back();
}
if (node->right != ) {
bfs(node->right, path, result);
path.pop_back();
}
¥
b

// EHBhERE > RTAERBETIH S
generatePath int {
SS;



int i,
for (i = 0; i < path.size() -

path[i] << n_>n;

I

ss << path[i];
return ss.str();

; 1t+) ss <<



Sum Root to Leaf Numbers

Given a binary tree containing digits from 0-9 only, each root-to-leaf path
could represent a number. An example is the root-to-leaf path 1->2->3
which represents the number 123 . Find the total sum of all root-to-leaf
numbers. For example,

/ \

The root-to-leaf path 1->2 represents the number 12 . The root-to-leaf
path 1->3 represents the number 13 . Return the sum =12 + 13 = 25.

AE#IE: SR —RIM 0 RES0PI9ZX LT » F—FMRT LBtV g%
BERT—AEK o fldo > BIE 1->2->3 RFKAE123 o KB ATA BAZ R T FALY
Amoo LMGIFF o B2 1-52 RFAMEN12 0 HBE 1->3 RREKMEZ o AR
25 °

B G AR BB R 7 kAR AL R(DFS) o R ABAE g
AR F I RIEAR T R RTF 0 B R AR AR K T R 69 £ T 5% o BUA
Ao B Fn L@ PP T o

it 1A B 2 & O(n)

ARAL 4 T
/**

* Definition for a binary tree node.
* struct TreeNode {

* int val;

* TreeNode *left;

* TreeNode *right;

” TreeNode(int x) : val(x), left(NULL), right(NULL)
{;

L



*/
class Solution {

public:
int sumNumbers {
<int> arr;
int sum = 0,
dfs(root, arr, sum);
return sum;
b
int vec2num int {
int num = 0;
for (auto n : vec) {
num = num * + n;
b
return num;
b
void dfs int int
{
if (node == ) return;
arr.push_back(node->val);
if (node->left == && node->right ==
) {
sum += vec2num(arr);
} else {
if (node->left != ) dfs(node->left,

arr, sum);
if (node->right != ) dfs(node->right,
arr, sum);

}
arr.pop_back();

hy
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Dynamic Programming



Best Time to Buy and Sell Stock

Say you have an array for which the ith element is the price of a given stock
on day i.

If you were only permitted to complete at most one transaction (ie, buy one
and sell one share of the stock), design an algorithm to find the maximum
profit.

HARMENF—AME » RELAEEN P ERERIT—KZ S RERRERA
A s AR BB A RSN EA » REANTE > SRARA—RBEEHBZH -

TR R S8 KA R GRS — R R —AEFITR S
RASHAS > FIEE I bk B HI > 45 5 AT RA M AR TIT
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class Solution {
public:
int maxProfit(vector<int> &prices) {
if(prices.size() <= 1) {
return 0;

int minP = prices[0];
int profit = prices[1] - prices[0];
for(int 1 = 2; 1 < prices.size(); i++) {

minP = min(prices[i - 1], minP);
profit = max(profit, prices[i] - minP);

if(profit < 0) {
return 0;

return profit;

iy

Best Time to Buy and Sell Stock Il

Say you have an array for which the ith element is the price of a given stock
on day .

Design an algorithm to find the maximum profit. You may complete as many
transactions as you like (ie, buy one and sell one share of the stock multiple
times). However, you may not engage in multiple transactions at the same
time (ie, you must sell the stock before you buy again).



AT E—RRFEE TS (T FRFEH2EN) » BAFRRBZH R &K
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RAG 4 T

class Solution {
public:
int maxProfit(vector<int> &prices) {
int len = (int)prices.size();
if(len <= 1) {
return 0;

int sum = 0;
for(int 1 = 1; i < len; i++) {
if(prices[i] - prices[i - 1] > 0) {
sum += prices[i] - prices[i - 1];

return sum;

+i

Best Time to Buy and Sell Stock Il

Say you have an array for which the ith element is the price of a given stock
on day i.

Design an algorithm to find the maximum profit. You may complete at most
two transactions.

Note: You may not engage in multiple transactions at the same time (ie, you
must sell the stock before you buy again).



RMAZEAGAPREN—F o AAFARRELY » R ALK —K AALHA
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class Solution {
public:
int int {
int len = (int)prices.size();
if(len <= 1) {
return 0;

<int> profits;
profits.resize(len);

int minP = prices[0];
int sum = numeric_limits<int>::min();
for(int 1 = 1; i < len; i++) {
minP = min(minP, prices[i - 1]);
profits[i] = max(sum, prices[i] - minP);

sum = profits[i];

by

int maxP = prices[len - 1];

int sum2 = numeric_limits<int>::min();
for(int 1 = len - 2; 1 >= 0; 1i--) {

maxP = max(maxP, prices[i + 1]);
sum2 = max(sum2, maxP - prices[i]);



if(sumz > 0) {
//ZERAT AN L e xprofits L@ o
[/ FHZHIMRA
profits[i] = profits[i] + sum2;
sum = max(sum, profits[i]);

return sum > ? sum : 0O,
I¥

EREGI1FICEFTRBTHAEANR  RELZRX T EOLEARA KRS IR E » TR
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Unique Paths
A robot is located at the top-left corner of a m x n grid (marked 'Start' in the
diagram below).

The robot can only move either down or right at any point in time. The robot is
trying to reach the bottom-right corner of the grid (marked 'Finish' in the
diagram below).

How many possible unique paths are there?

ﬁ@%*@é@’ﬂﬁﬁdplﬂ%@ ’ ‘ﬁﬁ%#f(‘g/\%é](l,j)ﬁﬁ\ﬁ\ ’ /[&T:]‘yl(lij%;t‘élj(l _ 1,j)§§4
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class Solution {
public:
int uniquePaths(int m, int n) {
int dp[m][n];
//#%Akdp o m x 1FEAAE AL
for(int 1 = 0; 1 < m; i++) {
dp[i][0] = 1;

//wm¥Atdp e 1 x ntFRLAAL
for(int j = 0; j < n; j++) {
dp[0][3] = 1;

for(int i = 1; i < m; i++) {
for(int j = 1; j < n; j++) {
dp[i][]j] = dp[i - 1][J] + dp[i][] - 11;

return dp[m - 1][n - 1];

iy

Unique Paths Il

Now consider if some obstacles are added to the grids. How many unique
paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

HARE— AR A ETS TR e RE—A AR MLIEAK
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class Solution {
public:
int uniquePathswWithObstacles int
{
if(obstacleGrid.empty() ||
obstacleGrid[0].empty()) {

return 0;
}
int m = obstacleGrid.size();
int n = obstacleGrid[0].size();

int dp[m][n];

// T @#idpty it iz F Z Ak EobstacleGrid sy 1a k # €
dp[0][©] = (obstacleGrid[0][0] == 0O ? : 0);

J/BAEZEEN x 1K1 X ntginiit

for(int i = 1; i < m; i++) {
dp[1][0] = ((dp[1 - 1][0] == 1 &&
obstacleGrid[i][0] == 0) ? : 0);
¥
for(int j = 1; j < n; j++) {
dp[0][J] = ((dp[O][] - == 1 &&
obstacleGrid[0][j] == 0) ? : 0);
}
for(int i = 1; i < m; i++) {
for(int j = 1; j < n; j++) {
if(obstacleGrid[i][]j] == 1) {
dp[1][3] = ©;
} else {

dp[i][]J] = dp[i - 1][j] + dp[i][] -
1;



return dp[m - 1][n - 1];

¥

Minimum Path Sum

Given a m x n grid filled with non-negative numbers, find a path from top left
to bottom right which minimizes the sum of all numbers along its path.

Note: You can only move either down or right at any point in time.

AR @A AET S 0 AT KRB B T o A1 A dp[il[] & YA, 0)E1(i, )
FN A o AR ZdpHAEY:

dp[i][J] = min(dp[i][]j-1], dp[i - 1][3]) + grid[i][]]
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class Solution {

public:
int int {
if(grid.empty() || grid[0].empty()) {
return 0;
}
int row = grid.size();
int col = grid[0].size();
int dp[row][col];
dp[0][0] = grid[0][0];
for(int 1 = 1; i < row; i++) {
dp[1][0] = dp[i1 - 1][0] + grid[i][0];
¥
for(int j = 1; j < col; j++) {
dp[0][J] = dp[O][] - 1] + grid[O][]];
}
for(int i = 1; i < row; i++) {
for(int j = 1; j < col; j++) {
dp[1][j] = min(dp[i - 1][j], dp[i][] -
1) + grid[i][]];
}
}
return dp[row - 1][col - 1];
}

Iy



Maximum Subarray

Find the contiguous subarray within an array (containing at least one number)
which has the largest sum.

For example, given the array [-2,1,-3,4,-1,2,1,-5,4], the contiguous subarray
[4,-1,2,1] has the largest sum = 6.

AT —B 2B FIAR » RATT AR K 5 6945 2] Ldp A 42 » Bkdpli] &£ 4 4a [0,
iR 8 %K 4E AR 4

dp[i + 1] = max(dp[i], dp[i] + a[i + 1])

AX G o

class Solution {
public:
int maxSubArray(int A[], int n) {
int sum = 0,
int m = INT_MIN;

for(int 1 = 0; 1 < n; i++) {
sum += A[1];
m = max(m, sum);
[/ Rsum - FOT o BsumEE A i + 1B RALITH
if(sum < 0) {
sum = 0;

return m;
18

& RIX A B FdpffAe kAR M2 > EAMB T » B &A1 48K 48 X A divide and
conquerfy 7 ik AR A » ALt A =4k o
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class Solution {

public:
int

int

maxSubArray(int int {
return divide(A, ©, n - 1, INT_MIN);
divide(int int int int {

if(left > right) {
return INT_MIN,

int mid = left + (right - left) / 2;

//FFE FRIE[left, mid - 1]k K44

int lmax = divide(A, left, mid - 1, tmax);
//AFEFRIE[mid + 1, right]& kK&

int rmax = divide(A, mid + 1, right, tmax);

tmax = max(tmax, lmax);

tmax max(tmax, rmax);

int sum = 0;

int mlmax = 0;

//#E [left, mid - 1]&KfA

for(int i = mid - 1; i >= left; i--) {



sum += A[1];

mlmax = max(mlmax, sum);
sum = 0O;
int mrmax = 0;

//%FF [mid + 1, right]s& X{A

for(int 1 = mid + 1; i <= right; i++) {
sum += A[1];
mrmax = max(mrmax, sum);

tmax = max(tmax, A[mid] + mlmax + mrmax);
return tmax;

iy

Maxmimum Product Subarray

Find the contiguous subarray within an array (containing at least one number)
which has the largest product.

For example, given the array [2,3,-2,4], the contiguous subarray [2,3] has the
largest product = 6.

AR R FRAGEARR > AT Rk RNELEZ > AREANE 2
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maxDP[1 + 1] = max(maxDP[i] * A[1 + 1], A[1 + 1],
minDP[i] * A[i + 1])

minDP[1i + 1] = min(minDP[i] * A[i + 1], A[i + 1],
maxDP[1i] * A[i + 1]

dp[i + 1] = max(dp[i], maxDP[i + 1])

BRE s RNTFZEEALTHOYER » wRA[[]H0 » A8 ZmaxDPF#minDP#AF 40 »
EAEZIA[ + 1] EFH AL -

AX AL o T

class Solution {
public:
int int int {
if(n == 0){
return 0;
} else if(n == 1) {
return A[0];

int p = A[0];
int maxP = A[0O];
int minP = A[O];
for(int 1 = 1; 1 < n; i++) {
int t = maxP;
maxP = max(max(maxP * A[i], A[i]), minP *
A[i]);
minP = min(min(t * A[i], A[i]), minP * A[i]);
p = max(maxP, p);

return p;

iy
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Climbing Stairs

You are climbing a stair case. It takes n steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can
you climb to the top?

KA A LA ERAREL| FA o BB i RINRE ST HdpHr £
dp[n] = dp[n - 1] + dp[n - 2]
¥ & 4Hdp[1] =1, dp[2] = 2 °

AWALE = N

class Solution {

public:
int climbStairs(int n) {
int f1 = 2;
int f2 = 1;
if(n == 1) {

return f2;
} else if(n == 2) {
return f1;

by

int fn;

for(int 1 = 3; 1 <= n; i++) {
fn = f1 + f2;
f2 = f1;
f1 = fn;

b

return fn;

+



Climbing Stairs
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Triangle

Given a triangle, find the minimum path sum from top to bottom. Each step
you may move to adjacent numbers on the row below.

For example, given the following triangle

[
[2],
[3,4],
[6,5,7],
[4,1,8,3]
]

The minimum path sum from top to bottomis 11 (i.e.,2+3+5+ 1 =11).

EAERENRE—AZ AT FURE KRS H 0 LB R RO
] o

XA mARRE ATMEA TARE K& Lo

BARABNMAT > RELE KMNE > FHT—E > KINARERERERTRAT
R B L@ FZATHETI 0 €T —ATAA BT H A5 o

EAVBZdp[m][N]* B T EmiTHnAS T 26 B2 Fe » KA A= Tdpr#2

e dp[m + 1][n]
if n>0
e dp[m + 1][0]

min(dp[m][n], dp[m][n - 1]) + triangle[m + 1][n]

dp[m][0] + triangle[m + 1][0]

B35 R AR FO(N) Y I » AT A BAT & Bk hTH I o 42— A — {2 AR A 42 8
N AE A 0 % FEPascal's Triangle » &A14=38 » 4 T Bkt F 69 B6H1% B % w4 AT
B4 s PTOARAT & RINB AT o
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class Solution {
public:
int minimumTotal int {
int row = triangle.size();
if(row == 0) {
return 0,

/ /#1440 A s R AA

<int> total(row, INT_MAX);
total[0] = triangle[0][0O];
int minTotal = INT_MAX;

for(int 1 = 1; 1 < row; 1i++) {
for(int j =1; j >= 0; j--) {
if(3 == 0) {
total[j] = total[j] + triangle[i][]j];
} else {

//E—Etotal[i] A INT_MAX > T &% Rk i
total[j] = min(total[j - 1],
total[j]) + triangle[i][j];

}
}
by
for(int 1 = 0; 1 < row; i++) {
minTotal = min(minTotal, total[i]);
by

return minTotal;

+i

RATEMET » A—FERHENBERZAERALT - dpH A
dp[m][n] = min(dp[m + 1][n], dp[m + 1][n + 1]) + triangle[m][n]

EAV KT AAE ]l — A2 g 2R st 5 o



KA 4o

class Solution {

public:
int minimumTotal int {
if(triangle.empty()) {
return 0,
¥
int row = triangle.size();
<int> dp;
dp.resize(row);
/ /R 0 B A 4s 4L
for(int 1 = 0; 1 < dp.size(); i++) {
dp[i] = triangle[row-1][1];
b
for(int 1 = row - 2; 1 >= 0; 1i--) {
for(int j = 0; j <= 1; j++) {
dp[j] = triangle[i][]j] + min(dp[]j], dp[]
+ 11);
}
¥
return dp[0];
}

iy



Unique Binary Search Trees

Given n, how many structurally unique BST's (binary search trees) that store

values 1...n7?

For example, Given n = 3, there are a total of 5 unique BST's.

BREMAERERL —ANFn A S S IHBEF 7 X > ARG 0H1250n -
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RAL 4= T



class Solution {
public:
int numTrees(int n) {
vector<int> dp(n + 1, 0);

//dpin#sit,
dp[0] = 1;
dp[1] = 1;

for(int i = 2; i <= n; i++) {
for(int j = 0; j < i; j++) {
[/ REFHO AT MAETHAL - § - 1
dp[i] += dp[j] * dp[i - J - 1];

return dp[n];

+i

Unique Binary Search Trees Il

Given n, generate all structurally unique BST's (binary search trees) that store
values 1...n.

For example, Given n = 3, your program should return all 5 unique BST's
shown below.
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class Solution {

public:

6T @

iy

<TreeNode *> generateTrees(int n) {
return generate(l, n);

<TreeNode*> generate(int start, int stop){
<TreeNode*> vs;
if(start > stop) {
//EATFHT > BEnull
vs.push_back( );
return vs;

for(int i = start; 1 <= stop; i++) {
auto 1 = generate(start, i - 1);
auto r = generate(i + 1, stop);

/R E T A TR A BEDZ G » A Flroot A189 T &

for(int j = 0; j < l.size(); j++) {
for(int k = 0; k < r.size(); k++) {
TreeNode* n = new TreeNode(1i);
n->left = 1[j];
n->right = r[k];
vs.push_back(n);

return vs;



Unique Binary Search Trees

142



Perfect Squares

Given a positive integer n, find the least number of perfect square numbers

(for example, 1, 4, 9, 16, ...) which sum to n. For example, given n = 12 ,

return 3 because 12 = 4 + 4 + 4 ;given n = 13 ,return 2 because 13
=4+ 9 .

MEEFE: AE—AEEH n » REVEFZLIANAZATFFTH (Ble1°4°9
16...... ) A fEAFEIn e Blde o b n =12 ERE3 AH 12 =4 + 4 + 4 o
b n =13 *KAE2 AH 13 =4 + 9 o
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class Solution {

public:
int numSquares(int {
<int> dp(n + 1, INT_MAX);
dp[0] = 0;
for (int i = 0; i <= n; i++) {
for (int j = 1; i + j * j <= n; j++) {
dp[i + J * j] = min(dp[i + J * j], dp[i]
+ 1);
}
b
return dp[n];
}

iy
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Combination

12X section @ 0 &A1 E &k id— T #%leetcode £ @ % filcombinationiX — £ 71| &9
AR s X KR 2 1% )2 %5 A DFS+Backtracking © £ T KIKEHA > ZE—TU AL ER
o e AL o

% %1t — T % — R Combination.

Combination

Given two integers n and k, return all possible combinations of k numbers out
of 1,2,...,n

R #iE o mMAERf AnFek o F KR b kA4 R B9 combination » H 52 R 1%
w48 4. X 4~combination 2 % A& 5 P Mg a4 o KA A AN IEZKAE
WA E T Z k%D T RF T A& FREE T #validation check™k).
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class Solution {
public:



vector<vector<int> > combine(int n, int k) {
vector<vector<int>> ret;
if(n <= 0) //corner case invalid check
return ret;

vector<int> curr;

DFS(ret,curr, n, k, 1); //we pass ret as
reference at here

return ret,

void DFS(vector<vector<int>>& ret, vector<int> curr,
int n, int k, int level)
{
if(curr.size() == k)
{
ret.push_back(curr);
return;
}
if(curr.size() > k) // consider this check to
save run time
return;

for(int 1 = level; i <= n; ++1)

{
curr.push_back(1i);
DFS(ret,curr,n,k,i+1);
curr.pop_back();

}

iy



Combination Sum

Given a set of candidate numbers (C) and a target number (T), find all unique
combinations in C where the candidate numbers sums to T.

The same repeated number may be chosen from C unlimited number of
times.

Note:

1. All numbers (including target) will be positive integers.
2. Elements in a combination (a1, a2, ... , ak) must be in non-descending order.
(ie,a1 <a2<... <ak).

3. The solution set must not contain duplicate combinations.

OB EE A — N ACH — /B ARET, REFTANFHEE LG AL  $FA62 @
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o =,
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class Solution {
public:
< <int> > combinationSum( <int>
&candidates, int target) {
< <int>> ret;
//corner case invalid check



if(candidates.size() == | | target < 0)
return ret;

vector<int> curr;

sort(candidates.begin(), candidates.end());
//because the requirments need the elements should be in
non-descending order

BackTracking(ret, curr,candidates, target,0);

return ret;

/* we use reference at here because the function
return type is 0, make the code understand easily */

void BackTracking(vector<vector<int>>& ret,
vector<int> curr, vector<int> candidates, int target, int
level)

{
if(target == 0)
{
ret.push_back(curr);
return;
b

else if(target < 0) //save time
return;

for(int 1 = level; 1 < candidates.size(); ++1i)
{
target -= candidates[i];
curr.push_back(candidates[i]);
BackTracking(ret, curr,candidates, target,i);
//unlike combination, we do not use i+1 because we can
use the same number multiple times.
curr.pop_back();
target += candidates[i];



I

Combination Sum Il

Given a collection of candidate numbers (C) and a target number (T), find all
unique combinations in C where the candidate numbers sums to T.

Each number in C may only be used once in the combination.
Note:
1. All numbers (including target) will be positive integers.

2. Elements in a combination (a1, a2, ... , ak) must be in non-descending order.
(ie,a1 <a2<... <ak).

3. The solution set must not contain duplicate combinations.

B AT AN RUACH —NMEFT AT 2 RRE X T @A AT &H AR

Z I RATHFOME AR FTHEMGEE,
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AR ZAAET)

0. KR I B LA AR HER (F A0 xR A AT

3. RABZETROASEL Ha

ARAL 4 T

class Solution {
public:
< <int> > combinationSum2( <int>
&num, int target) {
< <int>> ret;
if(num.size() == | | target < 0) //invalid
corner case check



return ret;
<int> curr;
sort(num.begin(), num.end());
BackTracking(ret, curr,num, target, 0);
return ret,

}
void int
int int int int
{
if(target == 0)
{
ret.push_back(curr);
return;
¥
else if(target < 0)
return,
for(int 1 = level; i < num.size(); ++1)
{
target -= num[i];
curr.push_back(num[i]);
BackTracking(ret, curr,num, target,i+1);
curr.pop_back();
target += num[i];
while(i < num.size() && num[i] == num[i+1])
++1;
}
}

Iy

Letter Combinations of a Phone Number



Given a digit string, return all possible letter combinations that the number
could represent. A mapping of digit to letters (just like on the telephone

buttons) is given as below:

Input:Digit string "23"
Output: [IladH, |Iae||’ llaflll llbdlI’ llbell’ |lbf||, "Cd", "Ce",
IIC.FII] .

AEAE ST —NFHERF > BEINFHERFARERLETARY
combination > —Amap#) wE4E L A FR 2% %

B 5 XA B % E o AR A B L focombination £ 48 Bl &9 » R F] 693k
7 A& AV S Z —A~dictionary, A 7 1& & 4.2 & il combination 848 F] 7 i% » 2t T4
— AT 0 fdictionary F & & € P72 09 TR 89 F T

fRRR B3 KA FAF $ A kM Z X ANdictionary®) o AT TiaREKF > #ld= o
TARA2 > RO FHRK LA XAt 269 % A :dic[2] = "abc". A R b TR FFH &8
F—ANEFEHEANER s KT UAREFRER B IANRF A2 GTA T8, 5
Ko BAEFRGNE > KN F B &dic[0] =", dic[1] = ".3X & MEFk 9 case »
A IEAE R A R AT R 8 T

i 7] B 4 B O(3"n)
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class Solution {
public:
vector<string> letterCombinations(string digits) {
vector<string> ret;
/* for this question, we need to create a look-up

dictionary */



iy

dic.
dic.
dic.
dic.
dic.
dic.
dic.
dic.
dic.
dic.

< > dic;
tmp;

push_back(" ");
push_back(" ");
push_back("abc");
push_back("def");
push_back("ghi™);
push_back("jk1l");
push_back("mno");
push_back("pqgrs");
push_back("tuv");
push_back("wxyz");

combinations(ret, tmp,digits,dic,0);

return ret;

}
volid
int
{
if(level == digits.size())
{
ret.push_back(tmp);
return;
¥
int index = digits[level]-'0"';
for(int 1 = 0; 1 < dic[index].size(); ++1i)
{
tmp.push_back(dic[index][1i]);
combinations(ret, tmp,digits,dic, level+1);
tmp.pop_back();
b
b
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Subsets

Given a set of distinct integers, S, return all possible subsets.

Note: Elements in a subset must be in non-descending order. The solution set
must not contain duplicate subsets. For example, If S = [1,2,3], a solution is:

[31,
[1],
[2],
[1,2,3],
[1,3],
[2,3],
[1,2],
[]

>
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class Solution {
public:
< <int> > res;
< <int> > subsets( <int> &S) {
if(S.empty()) {

return res;

sort(S.begin(), S.end());

//RET ZEE

res.push_back( <int>());

<int> v;

generate(0, v, S);

return res;

void generate(int int int

{
if(start == S.size()) {
return;

for(int 1 = start; 1 < S.size(); it++) {

v.push_back(S[i]);

res.push_back(v);

generate(i + 1, v, S);

v.pop_back();



I

Subsets Il

Given a collection of integers that might contain duplicates, S, return all
possible subsets.

Note: Elements in a subset must be in non-descending order. The solution set
must not contain duplicate subsets. For example, If S = [1,2,2], a solution is:

[2],
[1],
[1,2,2],
[2,2],
[1,2],
[]

>

TR EAE—RAINETHEEAL  EERNFRANTEEXTRAARLY
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class Solution {
public:
vector<vector<int> > res;

vector<vector<int> > subsetsWithDup(vector<int> &S) {

if(S.empty()) {
return res;



sort(S.begin(), S.end());

res.push_back( <int>());

<int> v;

generate(0, v, S);

return res;

void generate(int int int

{
if(start == S.size()) {
return;

for(int i = start; i < S.size(); i++) {
v.push_back(S[i]);
res.push_back(v);
generate(i + 1, v, S);
v.pop_back();
/ /& Z T AR ] B

while(i < S.size() - && S[i] == S[i + 1]) {
i++;

14

iy
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Permutation

PermutationiZ /~ %~ % & /£ backtracking T 49
—ANF o 0 R BARE) B 77 ik A
Combination /L& F| & —#t » — &5 » 2t
T THMRADFSHT x—E—2®AH » L£i&XA
section Z F » & A14 2t Tleetcode L & I &Y
permutation [°] & 3 4732 N9 AT 5 R 4.

Permutations

given a collection of numbers, return all posibile permutations.

For example, [1,2,3] have the following permutations: [1,2,3], [1,3,2], [2,1,3],
[2,3,1], [3,1,2], and [3,2,1].

A B EIE R —ANER R R E IR IT A R BRG] TR L
26 i 89 4] T 3R T VA,

ME M RAEMRAE ) LFERZAR  MERXEHRTAERA R 9 F K.
Permutation ) ###1 7 % #»Combination JL-F-Z A0 Bl 49 » " —F Zx & 69 & »
Permutation® & v — /~bool £ & 65 B R #ATIE XN ALEZFT » WARE » K
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5.
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class Solution {
public:
vector<vector<int> > permute(vector<int> &num) {
vector<vector<int>> permutations;
if(num.size() == 0) //invalid corner case check
return permutations;
vector<int> curr;
vector<bool> isVisited(num.size(), false);
//using this bool type array to check whether or not the
elments has been visited
backTracking(permutations, curr,isVisited, num);
return permutations;

volid backTracking(vector<vector<int>>& ret,
vector<int> curr, vector<bool> isVisited, vector<int>
num)

{

if(curr.size() == num.size())

{

ret.push_back(curr);
return;

for(int 1 = 0; i < num.size(); ++i)
{
if(isVisited[i] == false)
{
isVisited[i] = true;
curr.push_back(num[i]);



backTracking(ret,curr,isVisited, num);
isVisited[i] = ;
curr.pop_back();

iy

Permutations Il

Given a collection of numbers that might contain duplicates, return all possible
unique permutations.

For example, [1,1,2] have the following unique permutations: [1,1,2], [1,2,1],
and [2,1,1].

A AT —ANEBEA BN RAFTREOSETENRT » ZLRMNERY
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class Solution {
public:
vector<vector<int> > permuteUnique(vector<int> &num)

vector<vector<int>> permutations;
if(num.size() == 0)
return permutations;
vector<int> curr;
vector<bool> isVisited(num.size(), false);
/* we need to sort the input array here because
of this array
contains the duplication value, then we need
to skip the duplication
value for the final result */
sort(num.begin(), num.end());
DFS(permutations, curr,num,isVisited);
return permutations;

void DFS(vector<vector<int>>& ret, vector<int> curr,
vector<int> num, vector<bool> isVisited)

{

if(curr.size() == num.size())
{
ret.push_back(curr);
return;

for(int 1 = 0; 1 < num.size(); ++1i)
{
if(isVisited[i] == false)
{
isVisited[i] = true;
curr.push_back(num[i]);
DFS(ret,curr,num,isVisited);



Permutation

isVisited[i] = false;

curr.pop_back();

while(i < num.size()-1 && num[i] ==
num[i+1]) //we use this while loop to skip the
duplication value in the input array.

++1;

1s

164



Greedy



Jump Game
Given an array of non-negative integers, you are initially positioned at the first

index of the array.

Each element in the array represents your maximum jump length at that
position.

Determine if you are able to reach the last index.
For example: A =[2,3,1,1,4], return true.
A =[3,2,1,0,4], return false.
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class Solution {
public:
bool canJump(int int {
if(n == 0) {
return ;

b
int v = A[0];

for(int 1 = 1; 1 < n; i++) {
V--;
if(v < 0) {
return ;

}

if(v < A[i]) {
v = A[1];
}
}

return ;

+i
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Jump Game

Given an array of non-negative integers, you are initially positioned at the first
index of the array.

Each element in the array represents your maximum jump length at that
position.

Your goal is to reach the last index in the minimum number of jumps.
For example: Given array A =[2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from
index 0 to 1, then 3 steps to the last index.)

BALRETLE—R > RERRIFE RV » IR TR AR & 500 &
47 RAe s ik o

S

BAVLEF AT E > BATAEK B0k T ApAR T —RAEK B 693k 3T B q 2 £phI i
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d
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class Solution {
public:
int jump(int A[], int n) {
int step = 0;
int cur = 0,
int next = 0;

int 1 = 0;
while(i < n){
if(cur >=n - 1) {
break;

while(i <= cur) {
// E AR Lk B A
next = max(next, A[1i]
i++;

step++;
cur = next;

return step,

+i

+ 1),



Gas Station

There are N gas stations along a circular route, where the amount of gas at
station i is gasi].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel
from station i to its next station (i+1). You begin the journey with an empty
tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit
once, otherwise return -1.

Note: The solution is guaranteed to be unique.

i o
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class Solution {
public:
int canCompleteCircuit(vector<int> &gas, vector<int>
&cost) {
int sum = 0,
int total = 0;
int k = 0;
for(int 1 = 0; 1 < (int)gas.size(); i++) {
sum += gas[i] - cost[i];
// P TORMATARAEL + 1XAZXET
if(sum < 0) {
k =1+ 1;
sum = 0O;
b

total += gas[i] - cost[i];

if(total < 0) {
return -1,
} else {
return k;

+i



Candy

There are N children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following
requirements:

Each child must have at least one candy. Children with a higher rating get
more candies than their neighbors. What is the minimum candies you must
give?

BT ATET IER BFABRGIET » &A1 AR
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class Solution {

public:
int candy int {
<int> candys;
// B IBEAR B
candys.resize(ratings.size(), 1);
[/ BENMETRIET AL HRINGHZE T IEL G THEREE S
for(int 1 = 1; 1 < (int)ratings.size(); i++) {
if(ratings[i] > ratings[i - 1]) {
candys[i] = candys[i - 1] + 1;
}
¥
[/ BEMNETFRIET 2R HRINGHZE T — T IAEL YR THEREEZ S
for(int 1 = (int)ratings.size() - 2; 1 >= 0; 1i--)
{

if(ratings[i] > ratings[i + 1] && candys[i]
<= candys[i + 1]) {
candys[i] = candys[i + 1] + 1;

b

b

int n = 0;

for(int 1 = 0; 1 < (int)candys.size(); i++) {
n += candys[i];

by

return n;

+i



Word Break

Given a string s and a dictionary of words dict, determine if s can be
segmented into a space-separated sequence of one or more dictionary
words.

For example, given s = "leetcode", dict = ["leet", "code"].

Return true because "leetcode" can be segmented as "leet code".

RN EEALH AP RAR—AFTHE » REPBEATH R RN T S AR
EFRIBEE o
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class Solution {

public:
bool wordBreak(string s, unordered_set<string> &dict)
{
int len = (int)s.size();
vector<bool> dp(len + 1, false);
dp[0] = true;
for(int 1 = 1; i <= len; i++) {
for(int j =1 - 1; j >=0; j--) {
if(dp[j] && dict.find(s.substr(j, 1 - j))
I= dict.end()) {
dp[i] = true;
break;
b
}
}
return dp[len];
}
i

World Break Il

Given a string s and a dictionary of words dict, add spaces in s to construct a
sentence where each word is a valid dictionary word.

Return all such possible sentences.

For example, given s = "catsanddog", dict = ["cat", "cats", "and", "sand",
lldog"]-

A solution is ["cats and dog", "cat sand dog"].

FEBAARARTLE—R o ER2RNIFBTA e bR o XERAGEEIRK » &ﬂ]wﬁvg‘
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class Solution {

public:
< <char> >dp;
> vals;
val;
< > wordBreak( S,
< > &dict) {

int len = (int)s.size();

dp.resize(len);

for(int i = 0; i < len; i++) {
dp[i].resize(len + 1, 0);

for(int 1 = 1; 1 <= len; i++) {
for(int j = 0; j < len -i + 1; j++) {

if(dict.find(s.substr(j, 1)) !=
dict.end()) {
dp[J1[i] = 1;
continue;



}
[/ R GE NATEEATEERE Y » XAER2F
R

for(int k = 1; k <1 & k < len -j; k++)

if(dp[j][k] && dp[]j + k][1 - k]) {
dp[j][i] = 2;
break;

// R 0 ARAdfs T

if(dpfo][1len] == 0) {
return vals;

dfs(s, 0);
return vals;

void dfs(const int {
int len = (int)s.size();
if(start == len) {
vals.push_back(val);

return;
by
for(int 1 = 1; 1 <= len - start;i++) {
if(dp[start][i] == 1) {
int oldLen = (int)val.size();
if(oldLen !'= 0) {

val.append(" ");
3

val.append(s.substr(start, 1)),



+

// &AM Astart + 1AL % %dfs

dfs(s, start + 1);
val.erase(oldLen,

string::npos);



Linked List

bR E B B RE A 0 B RIS e B R R A O(1)M I B A o 122
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Linked List Cycle

Given a linked list, determine if it has a cycle in it.
Follow up: Can you solve it without using extra space?

MR AF G — AR TEAETR O — AR - RAOVEA RIS -
R AR KA do R— B MG R AAAGA TS - T Ak
RHEERT o

AWALE = N

class Solution {

public:
bool hasCycle {
if(head == | | head->next == ) {
return ;
¥
ListNode* fast = head;
ListNode* slow = head;
while(fast->next != && fast->next->next !=
) {
fast = fast->next->next;
slow = slow->next;
if(slow == fast) {
return ;
}
¥
return ;
b

iy



Linked List Cycle Il

Given a linked list, return the node where the cycle begins. If there is no cycle,

return null.
Follow up: Can you solve it without using extra space?

BRESZH - > IATAEREZSTAHAILR s mALEEFRZXANILALEG T & o &
Yo T @A o AL ELAN2 o

nl--- n2---n3--- n4|

AV KT vAE R & /35 4HastAeslow » fast& A% > slowA—F » FIBTEEAIF
YHFEEIE > Bt @ANSEST » A LI lTIFEIN2% ?

B &A1 4miE o fastE R slow % & — 3 > BTAE & 890 1% > fastds 5h 9 3E & A slot
b9 4% > RAVBEN12In23E & Aa > n23In5%E & Ab > n53|n23E & A » fastA 3 3E
%X a+b+c+b wslow’ a+b > HAZE a+b+c+b=2x(a+
b) » Tdwik a = ¢ » FAKIREEEESZE » —ME4INT» @ 5% — A

4 MNn5 0 FFRA—F » AR ZAKTUAENEST o

RAG 4= T



class Solution {

public:
ListNode * {
if(head == | | head->next == ) {
return ;
}
ListNode* fast = head;
ListNode* slow = head;
while(fast->next != && fast->next->next !=
) {
fast = fast->next->next;
slow = slow->next;
if(fast == slow) {
slow = head;
while(slow != fast) {
fast = fast->next;
slow = slow->next;
b
return slow;
}
¥
return ;
}
i

Intersection of Two Linked Lists



Linked List Cycle

Write a program to find the node at which the intersection of two singly linked
lists begins.

For example, the following two linked lists:

A: al - a2
N
cl - c2 - c3

2

B: bl - b2 - b3

begin to intersect at node c1.
Notes:

e [f the two linked lists have no intersection at all, return null.

e The linked lists must retain their original structure after the function
returns.

e You may assume there are no cycles anywhere in the entire linked
structure.

e Your code should preferably run in O(n) time and use only O(1) memory.

AR FHBATR R AR R 0 T 0 R—AALARFE o

wWHA B ERIG » ARG T 2iEHERBYA K » 3L ¢c3 -> bl
1% 7 P /~45 4Hfastdeslow » Mal -4 » FI W72 54 I

Yo R I > EREZATIEFE c3 -> bl B

o WwRAIL NIRBEH A REFE 1 REBIF c3 -> bl

XA e T e

class Solution {
public:
ListNode *getIntersectionNode(ListNode *headA,
ListNode *headB) {
if(!'headA) {
return NULL;
} else if (!headB) {

183



return ;

ListNode* p = headA;
while(p->next) {
p = p->next,;

p->next = headB;

ListNode* tail = p;
p = headA;

headB = headA;

while(headB->next && headB->next->next) {
headA = headA->next;
headB = headB->next->next;
if(headA == headB) {

break;

}
by
if('headA->next || !'headB->next || 'headB->next-

>next) {

tail->next = ;

return ;
by
headA = p;

while(headA != headB) {
headA = headA->next;
headB = headB->next;



Linked List Cycle

/ /W PR AR R
tail->next = NULL;
return headA;

1s
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Remove Duplicates from Sorted List
Given a sorted linked list, delete all duplicates such that each element appear
only once.
For example,
Given 1->1->2, return 1->2.
Given 1->1->2->3->3, return 1->2->3.

BAARERE—NAFOELEOMBREZGLE  ARE - LAWK £ 09—
MR RNAFRABEWNBEHAAEAT —MEHEER > R A2 WMBT—
NIEEHTAT o

AX AL 4o



class Solution {

public:
ListNode *deleteDuplicates(ListNode *head) {
if('head) {
return head;
b
int val = head->val;
ListNode* p = head;
while(p && p->next) {
if(p->next->val !'= val) {
val = p->next->val;
p = p->next,
} else {
/ /M rnext
ListNode* n = p->next->next;
p->next = n;
}
¥
return head;
}
i

Remove Duplicates from Sorted List |l

Given a sorted linked list, delete all nodes that have duplicate numbers,
leaving only distinct numbers from the original list.

For example,
Given 1->2->3->3->4->4->5, return 1->2->5.

Given 1->1->1->2->3, return 2->3.



RABFERELE—NAFHERLOMBRTAGEEALEZNT R c BARET BT
RE—A > ZRFZ MR > FTARN &7 09 1E F ZT &k —prevy & » H %k
Sb IR R ARG RE AT E A E A o

RAL 4 T

class Solution {
public:
ListNode *deleteDuplicates {
if('head) {
return head;

// A —Adummy ¥ & %k % #head®prev

ListNode dummy ;

dummy.next = head;

ListNode* prev = &dummy;

ListNode* p = head;

while(p && p->next) {
// R RAEEE > MprevAp  next Ap->next
if(p->val !'= p->next->val) {

prev = p;
p = p->next;
} else {

[/ RAEER > MNgkGimy o BRI RERNGT A
int val = p->val;
ListNode* n = p->next->next;

while(n) {
if(n->val '= val) {
break;
}
n = n->next;
3

//RRERT A
prev->next = n;



I

return dummy.next;



Merge Two Sorted Lists

Merge two sorted linked lists and return it as a new list. The new list should be

made by splicing together the nodes of the first two lists.

BREREGARANCEIATFo95E & > R EQEE > B3 LR -



class Solution {
public:
ListNode *mergeTwolLists
ListNode dummy ;
ListNode* p = &dummy;

while(1l1l && 12) {
int vall = 11->val;
int val2 = 12->val;
J/AT B R RINEHET—AF &
if(vall < val2) {
p->next = 11,

p = 11;

11 = 11->next;
} else {

p->next = 12;

p = 12;

12 = 12->next;

//EERTETRE R T R
if(11) {
p->next = 11;
} else if(12) {
p->next = 12;

return dummy.next;

Iy

Merge k Sorted Lists



Merge k sorted linked lists and return it as one sorted list. Analyze and

describe its complexity.

LA E RS FRANPT 70945 % 0 RATRA divide and conquer #97 % » %M
AmeIt s RERG AT %S mm S o 6FR B & & A O(NIgN) °

RAL 4 F

class Solution {
public:
ListNode *mergeKLists(vector<ListNode *> &lists) {
if(lists.empty()) {
return NULL,

int n = lists.size();
while(n > 1) {
int k = (n + 1) / 2,
for(int 1 = 0; 1 < n / 2; i++) {
//EFHifel + kE9RE R 0 FABiMx B
lists[i] = merge2List(lists[i], lists[i +

k1);
}
/I TR T B EATKNERT
n = Kk;
}
return lists[0];
}

ListNode* merge2List(ListNode* ni1, ListNode* n2) {
ListNode dummy(0);
ListNode* p = &dummy;
while(nl && n2) {
if(ni1->val < n2->val) {
p->next = nl;
nl = nl->next;
} else {



iy

p->next = n2;
n2 = n2->next;

= p->next;
if(n1) {
p->next = nl;

} else if(n2) {
p->next = n2,

return dummy.next;



Reverse Linked List Il

Reverse a linked list from position m to n. Do it in-place and in one-pass.
For example: Given 1->2->3->4->5->NULL, m =2 and n = 4,

return 1->4->3->2->5->NULL.

Note: Given m, n satisfy the following condition: 1 < m < n < length of list.

AR R KAV IS [m, N R 8] 8] 694 & o 2 THRE R ENGE R UL 0 JU-FAR A A R A9
% Bde p1 -> p2 -> p3 -> p4 > WREMNBIMHEP24p3 0 X LR AKPIHE K
Hp169 /6 @ > FTAKAT & B4o Ep2ed W3R Ap1 ot RAG 4T :

/ /& 5p3

n = p2->next,
//¥p3tnextiE K 2| p2is @
p2->next = p3->next;
//¥p3E R B playic @
pl->next = p3;

// K p2E R 3 p3fFE @
p3->next = p2;

FF LA > K418 LB AAFE Fm - 11node » LI ApmMEGATIR T & o RBIRRE
oo A BB FEIARLTAT o

XA 4 T o



class Solution {

public:
ListNode * int int
{

if('head) {
return head;

b

ListNode ;

dummy.next = head;

ListNode* p = &dummy;

for(int 1 = 1; 1 < m; i++) {
p = p->next;

by

ListNode* pm = p->next;

for(int 1 =m; 1 < n; i++) {
ListNode* n = pm->next;
pm->next = n->next;
n->next = p->next;
p->next = n;

¥

return dummy.next;

}
i¥

Reverse Nodes in k-Group



Reverse Linked List

Given a linked list, reverse the nodes of a linked list k at a time and return its
modified list.

If the number of nodes is not a multiple of k then left-out nodes in the end
should remain as it is.

You may not alter the values in the nodes, only nodes itself may be changed.
Only constant memory is allowed.

For example, Given this linked list: 1->2->3->4->5

For k = 2, you should return: 2->1->4->3->5

For k = 3, you should return: 3->2->1->4->5

A E R EA e R 2 L7804 iﬁﬁ??&%«ﬁaﬁ%ﬂ%iF?&ﬁ%%
B - FREZORLFRNBBRZIE » — R PEARE AT R BHRZ
WOABE T ANATRY AT o

ListNode *reverseKGroup(ListNode *head, int k) {
if(k <= 1 || 'head) {
return head;

ListNode dummy(0);
dummy.next = head;
ListNode* p = &dummy;
ListNode* prev = &dummy;

while(p) {
prev = p;
for(int 1 = 0; 1 < k; i++){
p = p->next;
if(tp) {
/7B X ECETBRANREEET
return dummy.next;
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p = reverse(prev, p->next);

return dummy.next;

ListNode* reverse
ListNode* p = prev->next;

while(p->next != end) {
ListNode* n = p->next;

p->next = n->next;

n->next = prev->next;

prev->next = n;

J/EERNABERE AT L EAT—AHFIRY &
return p;



Swap Nodes in Pairs

Given a linked list, swap every two adjacent nodes and return its head.
For example, Given 1->2->3->4, you should return the list as 2->1->4->3.

Your algorithm should use only constant space. You may not modify the
values in the list, only nodes itself can be changed.

BAER @R > AR WEL—HERAG2GHE » ENAFTEELHNTR
R ATIR T B TIAT o B EARAD ¢

class Solution {
public:
ListNode *swapPairs(ListNode *head) {
if('head || !'head->next) {
return head;

ListNode dummy(0);
ListNode* p = &dummy;
dummy.next = head;

while(p && p->next && p->next->next) {
ListNode* n = p->next;
ListNode* nn = p->next->next;
p->next = nn,
n->next = nn->next;
nn->next = n;
p = p->next->next;

return dummy.next;

iy



Swap Nodes in Pairs
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Sort List

Sort a linked list in O(n log n) time using constant space complexity.

XA REA 2R R #ATHER » &A1 ¥A4% A divide and conquer®) 7 &, » &R R
V2 by atbk R A AR FHATHEFRTIAT o KA T :

class Solution {

public:
ListNode *sortList {
if(head == | | head->next == ) {
return head;
}
ListNode* fast = head;
ListNode* slow = head;

[/ BNR 3G AHAF B F A

while(fast->next && fast->next->next) {
fast = fast->next->next;
slow = slow->next;

/ /¥ B R A
fast = slow->next;
slow->next = ;

// 7= B
ListNode* pl1 = sortList(head);
ListNode* p2 = sortList(fast);

/ /&
return merge(pl, p2);



Y

ListNode *merge
if(!11) {
return 12;
} else if ('12) {
return 11;
} else if (111 && !'12) {
return ;

ListNode dummy ;
ListNode* p = &dummy;

while(1l1l && 12) {
if(1l1->val < 12->val) {
p->next = 11;
11 = 11->next;
} else {
p->next = 12;
12 = 12->next;

}

p = p->next;
}
if(11) {

p->next = 11;
} else if(12){
p->next = 12;

return dummy.next;



Insertion Sort List

Sort a linked list using insertion sort.

XA F REAVE A AEANBE 09 7 A\at 4 R #ATHEF » B — RN T 224
Fo dn+ 10 F R ERmBanA o AR SELERTIRT o

RALG 4 T



class Solution {

public:
ListNode *insertionSortList {
if(head == | | head->next == ) {
return head,;
by

+i

ListNode dummy ;
ListNode* p = &dummy;
ListNode* cur = head;
while(cur) {
p = &dummy;
while(p->next && p->next->val <= cur->val) {
p = p->next;
ListNode* n = p->next;
p->next = cur,
cur = cur->next;

p->next->next = n;

return dummy.next;



Rotate List

Given a list, rotate the list to the right by k places, where k is non-negative.
For example:
Given 1->2->3->4->5->NULL and k = 2,
return 4->5->1->2->3->NULL.
AR RIest ke MK T R4S B4 R AT @ o

st F AN E T LR R > AR R KN BAKTiA T FAKINE
BRARTE » RBHEA SRR R— e £BF n - k % n ¥ & B
HART o B L@RAMT  kE T2 RNBAABRLERZS » 81 KBk
B 5 - 2%5 ANFV 0 BN T—ATARAHGHAKT o

RAG 4= T



class Solution {

public:

ListNode *rotateRight(ListNode *head,
if('head || k == 0) {

+i

return head;

int n = 1;

ListNode* p = head;

/TR R R
while(p->next) {
p = p->next;

n++;

Kk =n - Kk % n;

/ /& 3 IR
p->next = head;

for(int 1 = 0; 1 < k; i++) {

p = p->next,;

/1 B 6 8 k3T A 2R

head = p->next;
p->next = NULL;
return head;

int k) {



Reorder List

Given a singly linked list L: LO—L1—...—Ln-1—-Ln,
reorder it to: LO—Ln—L1—-Ln-1-L2—-Ln-2—...

You must do this in-place without altering the nodes' values.
For example,

Given {1,2,3,4}, reorder it to {1,4,2,3}.

TR E s EERZERREANELERDLEF » AZESHELE RS T8
¥—TF o
3

o RIZIEAKEI o HE KR

o &I 4

o RRA&H

AWALE = N

class Solution {
public:
void reorderList(ListNode *head) {
if(head == NULL || head->next == NULL) {

return;
3
ListNode* fast = head;
ListNode* slow = head;
VL3 EEARZE 3
while(fast->next !'= NULL && fast->next->next !=

NULL){
fast = fast->next->next;



slow = slow->next;

}

fast = slow->next;
slow->next = ;
ListNode ;

while(fast) {
ListNode* n = dummy.next;
dummy.next = fast;
ListNode* nn = fast->next;
fast->next = n;

fast = nn;
b
slow = head;
fast = dummy.next;

while(slow) {
if(fast != ) {
ListNode* n = slow->next;
slow->next = fast;
ListNode* nn = fast->next;
fast->next = n;

fast = nn;

slow = n;
} else {

break;



Reorder List
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Partition List

Given a linked list and a value x, partition it such that all nodes less than x
come before nodes greater than or equal to x.

You should preserve the original relative order of the nodes in each of the two
partitions.

For example,
Given 1->4->3->2->5->2 and x = 3,
return 1->2->2->4->3->5,

AR REAITS R #AT IS BT EF AT RGE D Tx o mAEFHEH K
THTxe

KAVT AL A& > p1Aep2 » WAskie s Rk R » e R ¥ BE9ME - Tx o bk &
Fp1T@E » RINAEp2T@ > KEHp2EHEpI TEHKRT °

RAG 4 T



class Solution {

public:

+i

ListNode *partition(ListNode *head,
ListNode dummy1(0), dummy2(0);
ListNode* p1 = &dummyl;
ListNode* p2 = &dummy2;

ListNode* p = head;
while(p) {
if(p->val < x) {
pl->next = p,
pl = pl->next;
} else {
p2->next = p,
p2 = p2->next;

}

p = p->next;
}
p2->next = NULL;
pl->next = dummy2.next;

return dummyl.next;

int x)



Add Two Numbers

Add Two Numbers

You are given two linked lists representing two non-negative numbers. The
digits are stored in reverse order and each of their nodes contain a single
digit. Add the two numbers and return it as a linked list.

Input: (2->4->3)+(5->6->4)
Output: 7->0->8

P AEE R AR A b F] AR > F R AT AR T 0 LR E 0 A ERE
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class Solution {
public:
ListNode *addTwoNumbers
ListNode dummy ;
ListNode* p = &dummy;

int cn = 0;

while(11 || 12) {

int val = ¢cn + (11 ? 1l1->val :

>val : 0);
cn = val / ;
val = val % ;
p->next = new ListNode(val);
p = p->next;
if(11) {
11 = 11->next;
}
if(l2) {
12 = 12->next;
}
by
if(en = 0) {
p->next = new ListNode(cn);
p = p->next;
by

return dummy.next;

Iy
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Copy List with Random Pointer

A linked list is given such that each node contains an additional random

pointer which could point to any node in the list or null.

Return a deep copy of the list.

XA F REH N — A% A randomis 4+ 19 4% Zrandom = fe 48 @) & » 7T fE 48 w4k &

F e FE— AT A o

Tl w ey EE R > KA1 )RR MIRT AT > Bl B Al —A~hash &2 & #7 |

B4t % & A4 Erandom 9] & o

KA 4o T

class Solution {

public:
RandomListNode *copyRandomList
{
if(head == ) {
return ;
¥
RandomListNode dummy ;
RandomListNode* n = &dummy;
RandomListNode* h = head;
<RandomListNode*, RandomListNode*> m;
while(h) {
RandomListNode* node = new RandomListNode(h-
>label);

n->next = node;
n = node;

node->random = h->random;

m[h] = node;

TR A



}
h = dummy.next;
while(h) {
if(h->random != ) {

h->random = m[h->random];

3
h

= h->next;

return dummy.next;
i

X BAE FEH E5eER o BRA e TaEA :

1 -->2 -->3 -->4

¥ E18randomiE® T3 B ABRMN T RiBdnextiR A& » RRFEN Y & FBHL
ANmBR P EE®E » 42T :

1 -->1'" =-=>2 -->2'" -->3 -->3" --> 4 -->4'

A A BATR L2658 % Trandomds 4t » BT 89 ¥ & 9randomis & 6913 R & &
W R Bl F @11 A AT @693 o



P8 & HrandomAs 4t 0 2 T L @e] T k% 0 KA1E 241" % randomds ¥ 3'
H szt 2R Jerandoms 4 #next ¥ & o

1 -->1' --> 2 -->2'" --> 3 --> 3" --> 4 -->4'

WG Wb R ST AGBEH N AR T o

XA e T e

class Solution {
public:
RandomListNode *

if(head == ) {
return ;

RandomListNode* n = ;
RandomListNode* h = head;
while(h) {
RandomListNode* node = new RandomListNode(h-
>label);
node->random = h->random;

n = h->next;
h->next = node;

node->next = n;
h = n;



iy

// A% random

h = head->next;

while(h) {
if(h->random !=

h->random =
}
if('h->next) {
break;
b
h = h->next->nex
b
/ /BT R &
h = head;

RandomListNode dummy

RandomListNode* p =

while(h) {
n = h->next;
p->next = n;,
p=n;
RandomListNode*
h->next = n->nex
h = n->next;

return dummy.next;

) {

h->random->next;

t;

4

&dummy ;

nn = n->next;
t;



Math

Math

X —F » A1 2242t —Lleetcode P i I 89 25 2 17 A 45 s fR AT I AY IP] AL —
RLAR Pudx B3 122 Kby 28 — R F k.
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Reverse Integer

Reverse Integer

Reverse Integer: Reverse digits of an integer.
Example1: x = 123, return 321. Example: x = -123, return -321.
A B EE R — AT ke 1238 104 4321 0 12348 4 -321.

R B BT XL — e F A RA1E# 8 Blcorner case ) & » st &
do R XA F L0 E  BAVEAERBEIZIANLFHRTAT AHEGEA > &
# E R ee:

class Solution {
public:
int reverse(int x) {
if(x == 0)
return x;
int ret = 0;
while(x!=0)
{
if(ret > 2147483647/10 || ret <
-2147483647/10)
return 0;
ret = ret*10 + x%10;
X = X/10;
}

return ret;

i

218



String

String

IR —% > EA1H 2B Zleetcode EikstringH X B 6941 B
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Add Binary

Given two binary strings, return their sum (also a binary string).
For example, a = "11" b = "1" Return "100".

AR EF N TAETOAN SR RFHARIGFAE » &RATR LA 0 AT 1T 2
BgE R 0 ARIE LHUE TR 5 K.

BB M ROANA XA R IEF T & & AT JUA 7 @

1. A FAF a9 4RA4E.

2. dTheik » BANRGEL AR LA > R AL
3. RIMNZEZXEANFRE LR TRKELEH.

4. int A AecharX A 6948 Z 4% 3%

B IR B A R 5 X RE A A A FAT B At R —#& 0 O(n) nREAKEIAR & 5
FeRE.

AX AL 4o T

class Solution {
public:
string addBinary(string a, string b) {
int lenl = a.size();
int len2 = b.size();
if(lenl == 0)
return b;
if(len2 == 0)
return a;

string ret;

int carry = 0;

int index1 = leni1-1;
int index2 = len2-1;

while(index1l >=0 && index2 >= 0)



int num = (a[index1]-'0")+(b[index2]-

‘0" )+carry;

carry = num/2;

num = num%~;

index1--;

index2--;

ret.insert(ret.begin(),num+'0");

3
if(index1l < 0&& index2 < 0)
{

if(carry == 1)

{
ret.insert(ret.begin(),carry+'0"');
return ret;

}

by
while(index1l >= 0)
{

int num = (a[index1]-'0')+carry;

carry = num/2;

num = num%2;

index1--;

ret.insert(ret.begin(),num+'0");

by
while(index2 >= 0)
{

int num = (b[index2]-'0")+carry;

carry = num/2;

num = num%Z2;

index2--;

ret.insert(ret.begin(),num+'0");

b

if(carry == 1)



I

ret.insert(ret.begin(),carry+'0");
return ret,



Basic Calculator Il

Implement a basic calculator to evaluate a simple expression string. The
expression string contains only non-negative integers, +, -, *, /
operators and empty spaces . The integer division should truncate toward
zero. You may assume that the given expression is always valid. Some
examples:

||3+2*2|| — 7
n 3/2 n
"3+5 / 2 " =5

Note: Do not use the eval built-in library function.
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class Solution {
public:
int calculate(string s) {
int result = 0, inter_res = 0, num = 0;
char op = '+';
char ch;
for (int pos = s.find_first_not_of(' '); pos <



s.size(); pos = s.find_first_not_of(' ', pos)) {

ch = s[pos];
if (ch >= '0' & ch <= '9") {
int num = ch - '0";

while (++pos < s.size() && s[pos] >= '0O'
&& s[pos] <= '9")
num = num * + s[pos] - '0';
switch (op) {
case '+':
inter_res += num;
break;
case '-':
inter_res -= num;
break;
case '*':
inter_res *= num;

break;
case '/':
inter_res /= num;
break;
b
}
else {
if (ch == "+" || ch == "-") {
result += inter_res;
inter_res = 0;
¥
op = s[pos++];
}

}

return result + inter_res;

Y
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