
 

 

 
 
 

 

 

 

JDBC（Java DataBase Connectivity）是使用 Java 存取資

料庫系統的解決方案，它將不同資料庫間各自差異 API 與標

準 SQL（Structured Query Language）陳述分開看待，實現

資料庫無關的 Java操作介面。開發人員使用 JDBC統一的 API

介面，並專注於標準 SQL 陳述，就可以避免直接處理底層資

料庫驅動程式與相關操作介面的差異性。 

實際的資料庫存取是個非常複雜的主題，可以使用專書

加以說明，不過在這個章節中，會告訴您一些 JDBC 基本 API

的使用與觀念，讓您對 Java 如何存取資料庫有所認識。 

JDBC入門
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20.1 使用 JDBC 連接資料庫 

在正式使用 JDBC 進行資料庫操作之前，先來認識 JDBC的基本架

構，了解資料庫驅動程式與資料庫之間的關係。在這個小節也將看到，

如何設計一個簡單的工具類別，讓您在進行資料庫連接（Connection）

時更為方便。 

20.1.1 簡介 JDBC 

如果要連接資料庫並進行操作，基本上必須了解資料庫所提供的

API 操作介面，然而各個廠商所提供的 API 操作介面並不一致，如果

今天要使用 A 廠商的資料庫，就必須設計一個專用的程式，來操作 A

廠商資料庫所提供的 API，將來如果要使用 B 廠商的資料庫，即使上

層應用程式本身的目的相同，也是要撰寫專用於 B 廠商資料庫之存取

程式，十分的不方便。 

使用 JDBC，可由廠商實作操作資料庫介面的驅動程式，而 Java

程式設計人員呼叫 JDBC 的 API 並操作 SQL，實際對資料庫的操作由

JDBC 驅動程式負責。如果要更換資料庫，基本上只要更換驅動程式，

Java 程式中只要載入新的驅動程式來源，即可完成資料庫系統的變

更，Java 程式的部份則無需改變。 

圖 20.1 是 JDBC API、資料庫驅動程式與資料庫之間的關係： 
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圖 20.1 應用程式、JDBC 與驅動程式之間的關係 

簡單的說，JDBC 希望達到的目的，是讓 Java 程式設計人員在撰

寫資料庫操作程式的時候，可以有個統一的操作介面，無需依賴於特

定的資料庫 API，希望達到「寫一個 Java 程式，適用所有的資料庫」

的目的。 

JDBC資料庫驅動程式依實作方式可以分為四個類型： 

 Type 1：JDBC-ODBC Bridge 

使用者的電腦上必須事先安裝好 ODBC 驅動程式，Type 1 驅動程

式利用橋接（Bridge）方式，將 JDBC 的呼叫方式轉換為 ODBC 驅動程

式的呼叫方式，例如 JDBC 存取 Microsoft Access 資料庫時就是使用這

種類型。 

 
圖 20.2 Type 1: JDBC-ODBC Bridge 
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 Type 2：Native-API Bridge 

Type 2 驅動程式利用橋接方式，驅動程式上層包裝 Java 程式以與

Java 應用程式作溝通，將 JDBC 呼叫轉為原生（Native）程式碼的呼叫，

下層為原生語言（像是 C、C++）來與資料庫作溝通，下層的函式庫是

針對特定資料庫設計的，不若 Type 1 可以針對 ODBC 架構的資料庫作

存取。 

 
圖 20.3 Type 2: Native-API Bridge 

 Type 3：JDBC-middleware 

透過中間件（middleware）來存取資料庫，使用者不必安裝特定的

驅動程式，而是呼叫中間件，由中間件來完成所有的資料庫存取動作，

然後將結果傳回給應用程式。 

 
圖 20.4 Type 3: JDBC-moddleware 
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 Type 4：Pure Java Driver 

使用純 Java 程式來撰寫驅動程式與資料庫作溝通，而不透過橋接

或中間件來存取資料庫。 

 
圖 20.5 Type 4: Pure Java Driver 

在接下來的內容中，將使用 MySQL 資料庫系統進行操作。MySQL

的 JDBC 驅動程式屬於 Type 4。您可以在以下的網址取得 MySQL 的

JDBC驅動程式，這個章節中將使用 MySQL Connector/J 5.0： 

http://www.mysql.com/products/connector/j/index.html 
 

 

關於資料庫系統的使用與操作是個很大的主題，本書中並不針對這方面加以

介紹，請尋找相關的資料庫系統相關書籍自行學習，不過為了讓您能順利練

習這個章節的範例，附錄 C 中包括了一個 MySQL 資料庫系統的簡介，足夠

您了解這一個章節中，所將用到的一些資料庫操作指令。  

20.1.2 連接資料庫 

為了要連接資料庫系統，您必須要有 JDBC 驅動程式，由於接下

來將使用 MySQL 資料庫進行操作，所以請將下載回來的 tar.gz 檔案使

用解壓縮軟體解開，並將當中的 mysql-connector-java-*.jar 加入至

Classpath 的 設 定 之 中 ， 假 設 是 放 在 c:\workspace\library\ 

mysql-connector-java-5.0.3-bin.jar，則 Classpath 中必須有 c:\workspace\ 

library\mysql-connector-java-5.0.3-bin.jar這個路徑設定。 

良葛格的話匣子  
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在 Java SE中與資料庫操作相關的 JDBC 類別，都位於 java.sql 套

件中，要連接資料庫，基本上必須有幾個動作： 

 載入 JDBC 驅動程式 

首先必須透過 java.lang.Class 類別的 forName()，動態載入驅動程

式類別，並向 DriverManager 註冊 JDBC驅動程式（驅動程式會自動透

過 DriverManager.registerDriver()方法註冊）。 MySQL 的驅動程式類別

是 com.mysql.jdbc.Driver，一個載入 JDBC 驅動程式的程式片段如下

所示： 
try { 

    Class.forName("com.mysql.jdbc.Driver"); 

} 

catch(ClassNotFoundException e) { 

    System.out.println("找不到驅動程式類別"); 

} 

 提供 JDBC URL 

JDBC URL 定義了連接資料庫時的協定、子協定、資料來源識別： 

協定:子協定:資料來源識別 

「協定」在 JDBC 中總是 jdbc 開始；「子協定」是橋接的驅動程式

或是資料庫管理系統名稱，使用 MySQL 的話是 "mysql"；「資料來源

識別」標示找出資料庫來源的位址與連接埠。舉個例子來說，MySQL

的 JDBC URL 撰寫方式如下： 

jdbc:mysql://主機名稱:連接埠/資料庫名稱?參數=值&參數=值 

主機名稱可以是本機 localhost 或是其它連接主機，連接埠為

3306，假如要連接 demo 資料庫，並指明使用者名稱與密碼，可以如下

指定： 
jdbc:mysql://localhost:3306/demo?user=root&password=123 
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如果要使用中文存取的話，還必須給定參數 userUnicode 及

characterEncoding，表明是否使用 Unicode，並指定字元編碼方式，例

如： 
jdbc:mysql://localhost:3306/demo?user=root&password=123&useUnicode

=true&characterEncoding=Big5 

 取得 Connection 

要連接資料庫，可以向 java.sql.DriverManager 要求並取得

java.sql.Connection 物件。Connection 是資料庫連接的具體代表物件，

一 個 Connection 物 件 就 代 表 一 個 資 料 庫 連 接 ， 您 可 以 使 用

DriverManager 的 getConneciton()方法，指定 JDBC URL 作為引數並取

得 Connection 物件： 
try { 

    String url =  "jdbc:mysql://localhost:3306/demo?" + 

                     "user=root&password=123"; 

    Connection conn = DriverManager.getConnection(url); 

    .... 

} 

catch(SQLException e) { 

    .... 

} 

java.sql.SQLException 是在處理 JDBC 時很常遇到的例外物件，

SQLException 是受檢例外（Checked Exception），您必須使用 try...catch

或 throws 明確處理，它表示 JDBC 操作過程中發生錯誤時的具體物件

代表。 

取得 Connection物件之後，可以使用 isClosed()方法測試與資料庫

的連接是否關閉，在操作完資料庫之後，若確定不再需要連接，則必

須使用 close()來關閉與資料庫的連接，以釋放連接時相關的必要資源。 

getConnection()方法可以在參數上指定使用者名稱與密碼，例如： 
String url = "jdbc:mysql://localhost:3306/demo"; 

String user = "root"; 
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String password = "123"; 

Connection conn = DriverManager.getConnection(url, 

                                         user, password); 

20.1.3 簡單的 Connection 工具類別 

在先前示範取得 Connection 的程式片段中，您可以看到當中直接

用字串在程式中寫下 JDBC URL、使用者名稱與密碼等資訊，實際的程

式並不會將這些敏感資訊寫在程式碼之中，而且這麼做的話，如果要

更改使用者名稱或密碼時，還要修改程式、重新編譯，在程式維護上

並不方便。 

您可以將 JDBC URL、使用者名稱與密碼等設定資訊，撰寫在一

個屬性檔案當中，由程式讀取這個屬性檔中的資訊，如果需要變更資

訊，則只要修改屬性檔，無須修改程式、重新編譯。在 Java SE 當中，

屬性檔的讀取可以交給 java.util.Properties 類別。 

舉個實際的例子，假設您使用了以下的指令，在 MySQL 後建立了

demo 資料庫： 
CREATE DATABASE demo; 

由於取得 Connection 的方式，依所使用的環境及程式需求而有所

不同，因而您可以先設計一個 DBSource 介面，規範取得 Connection

的方法，如範例 20.1 所示。 

 範例 20.1  DBSource.java  

package onlyfun.caterpillar; 

 

import java.sql.Connection; 

import java.sql.SQLException; 

 

public interface DBSource { 

    public Connection getConnection() throws SQLException; 

    public void closeConnection(Connection conn) throws SQLException; 

} 
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接著可以實作 DBSource 介面，您的目的是從屬性檔案中讀取設定

資訊、載入 JDBC 驅動程式，可以藉由 getConnection()取得 Connection

物件，並藉由 closeConnection()關閉 Connection 物件，在這邊以一個簡

單的 SimpleDBSource 類別作為示範，如範例 20.2 所示。 

 範例 20.2  SimpleDBSource.java  

package onlyfun.caterpillar; 

 

import java.io.FileInputStream; 

import java.io.IOException; 

import java.sql.Connection; 

import java.sql.DriverManager; 

import java.sql.SQLException; 

import java.util.Properties; 

 

public class SimpleDBSource implements DBSource { 

    private Properties props; 

    private String url; 

    private String user; 

    private String passwd; 

 

    public SimpleDBSource() throws IOException,  

                                         ClassNotFoundException { 

        this("jdbc.properties"); 

    } 

  

    public SimpleDBSource(String configFile) throws IOException,  

                                                    ClassNotFoundException { 

        props = new Properties(); 

        props.load(new FileInputStream(configFile)); 

   

        url = props.getProperty("onlyfun.caterpillar.url"); 

        user = props.getProperty("onlyfun.caterpillar.user"); 

        passwd = props.getProperty("onlyfun.caterpillar.password"); 

   

        Class.forName( 

                    props.getProperty("onlyfun.caterpillar.driver")); 

    } 
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    public Connection getConnection() throws SQLException { 

        return DriverManager.getConnection(url, user, passwd); 

    } 

 

    public void closeConnection(Connection conn) throws SQLException { 

        conn.close(); 

    } 

} 

預設的建構方法設定中，是讀取 jdbc.properties 檔案中的設定，如

果打算自行指定屬性檔案名稱，則可以使用另一個有參數的建構方

法。Properties 的 getProperty()方法會讀取屬性檔案中的"鍵（Key）"對

應的"值（Value）"，假設您的屬性檔案設定如下： 

 範例 20.3  jdbc.properties  

onlyfun.caterpillar.driver=com.mysql.jdbc.Driver 

onlyfun.caterpillar.url=jdbc:mysql://localhost:3306/demo 

onlyfun.caterpillar.user=root 

onlyfun.caterpillar.password=123456 

DBSource 的 getConnection() 簡 單 的 從 DriverManager 的

getConnection()方法取得 Connection 物件，而 closeConnection()方法則

是將給定的 Connection 關閉。就簡單的連接程式來說，這樣已經足夠，

不過待會還會介紹連接池（Connection pool）的觀念，到時將會修改一

下 DBSource 的 getConnection()與 closeConnection()方法，以達到重複

使用 Connection，節省資源的目的。 

最後，範例 20.4 使用一個簡單的程式，來測試 SimpleDBSource

是否可以正確的取得與資料庫的連接，以及是否正確的關閉連接。 

 範例 20.4  ConnectionDemo.java 

package onlyfun.caterpillar; 

 

import java.io.IOException; 

import java.sql.Connection; 

import java.sql.SQLException; 
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public class ConnectionDemo { 

    public static void main(String[] args) { 

        try { 

            DBSource dbsource = new SimpleDBSource(); 

            Connection conn = dbsource.getConnection(); 

             

            if(!conn.isClosed()) { 

                System.out.println("資料庫連接已開啟…"); 

            } 

             

            dbsource.closeConnection(conn); 

             

            if(conn.isClosed()) { 

                System.out.println("資料庫連接已關閉…"); 

            } 

             

        } catch (IOException e) { 

            e.printStackTrace(); 

        } catch (ClassNotFoundException e) { 

            e.printStackTrace(); 

        } catch (SQLException e) { 

            e.printStackTrace(); 

        } 

    } 

} 

如果您的 demo 資料庫已建立，並正確設定 jdbc.properties 中的相

關資訊，則應該能看到以下的執行結果： 
 

資料庫連接已開啟… 

資料庫連接已關閉… 

20.1.4 簡單的連接池（Connection pool） 

在資料庫應用程式中，資料庫連接的取得是一個耗費時間與資源

的動作，包括了建立 Socket connection、交換資料（使用者密碼驗證、
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相關參數）、資料庫初始會話（Session）、日誌（Logging）、分配行程

（Process）等資源。 

如果資料庫的操作是很頻繁的動作，則要考慮到重複使用連接的

需求，以節省在取得連接時的時間與資源，通常會實作一個連接池

（Connection pool），有需要連接時可以從池中取得，不需要連接時就

將連接放回池中，而不是直接關閉連接。 

這邊將實作一個簡單的連接池，示範連接池中，重複使用連接的

基本觀念，範例 20.5 使用 java.util.ArrayList 來實作連接池，可以將先

前使用過的連接放到 ArrayList 物件中，下一次需要連接時則直接從

ArrayList 中取得。 

 範例 20.5  BasicDBSource.java 

package onlyfun.caterpillar; 

 

import java.io.FileInputStream; 

import java.io.IOException; 

import java.sql.Connection; 

import java.sql.DriverManager; 

import java.sql.SQLException; 

import java.util.ArrayList; 

import java.util.List; 

import java.util.Properties; 

 

public class BasicDBSource implements DBSource { 

    private Properties props; 

    private String url; 

    private String user; 

    private String passwd; 

    private int max; // 連接池中最大 Connection數目 

    private List<Connection> connections; 

 

    public BasicDBSource() throws IOException, ClassNotFoundException { 

        this("jdbc.properties"); 

    } 
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    public BasicDBSource(String configFile) throws IOException,  

                                                     ClassNotFoundException { 

        props = new Properties(); 

        props.load(new FileInputStream(configFile)); 

         

        url = props.getProperty("onlyfun.caterpillar.url"); 

        user = props.getProperty("onlyfun.caterpillar.user"); 

        passwd = props.getProperty("onlyfun.caterpillar.password"); 

        max = Integer.parseInt( 

                   props.getProperty("onlyfun.caterpillar.poolmax")); 

        Class.forName( 

                   props.getProperty("onlyfun.caterpillar.driver")); 

         

        connections = new ArrayList<Connection>(); 

    } 

 

    public synchronized Connection getConnection()  

                                                    throws SQLException { 

        if(connections.size() == 0) { 

            return DriverManager.getConnection(url, user, passwd); 

        } 

        else { 

            int lastIndex = connections.size() - 1; 

            return connections.remove(lastIndex); 

        } 

    } 

     

    public synchronized void closeConnection(Connection conn)  

                                                        throws SQLException { 

        if(connections.size() == max) { 

            conn.close(); 

        } 

        else { 

            connections.add(conn); 

        } 

    } 

} 
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BasicDBSource 也實作 DBSource 介面，考慮這個類別可能在多執

行緒的環境中使用，因此在 getConnection()與 closeConnection()上使用

syhchronized 加以修飾。在取得連接時，如果目前池中沒有 Connection

物件，則新建立一個連接，如果有存在的 Connection 物件，則從池中

移出。 

BasicDBSource 可以設定連接池中最大 Connection保存數量，如果

超過這個數量，則將傳入 closeConnection()方法的 Connection物件直接

關閉，否則就放入連接池中，以在下一次需要資料庫連接時直接使用。

範例 20.6 是個測試 BasicDBSource 的簡單程式。 

 範例 20.6  ConnectionPoolDemo.java  

package onlyfun.caterpillar; 

 

import java.io.IOException; 

import java.sql.Connection; 

import java.sql.SQLException; 

 

public class ConnectionPoolDemo { 

    public static void main(String[] args) { 

        try { 

            DBSource dbsource = new BasicDBSource("jdbc2.properties"); 

            Connection conn1 = dbsource.getConnection(); 

            dbsource.closeConnection(conn1); 

            Connection conn2 = dbsource.getConnection(); 

            System.out.println(conn1 == conn2); 

             

        } catch (IOException e) { 

            e.printStackTrace(); 

        } catch (ClassNotFoundException e) { 

            e.printStackTrace(); 

        } catch (SQLException e) { 

            e.printStackTrace(); 

        } 

         

    } 

} 



 

 20-15 

JDBC 入門 20 

這邊所使用的設定檔案是 jdbc2.properties，當中多了連接池最大數

量之設定，如下所示： 

 範例 20.7  jdbc2.properties 

onlyfun.caterpillar.driver=com.mysql.jdbc.Driver 

onlyfun.caterpillar.url=jdbc:mysql://localhost:3306/demo 

onlyfun.caterpillar.user=root 

onlyfun.caterpillar.password=123456 

onlyfun.caterpillar.poolmax=10 

程式中取得 Connection 之後，將之使用 closeConnection()關閉，但

實際上 closeConnection()並不是真正使用 Connection的 close()方法，而

是放回池中，第二次取得 Connection 時，所取得的是先前放入池中的

同一物件，因此執行的結果會顯示 true。 

在更複雜的情況下，您還需要考慮到初始的 Connection 數量、

Connection 最大 idle 的數量、如果超過多久時間，要回收多少數量的

Connection等問題。實際上也不需要自行設計連接池的程式，現在網路

上 有 不 少 優 秀 的 開 放 原 始 碼 連 接 池 程 式 ， 例 如 Proxool

（ http://proxool.sourceforge.net/index.html ） 或 Apache Jakarta 的

Common DBCP（http://jakarta.apache.org/commons/dbcp/），您可以自行

參考官方網站上的相關文件，了解它們各自是如何設定與使用。 
 

 

書附光碟中，有一份簡單的 Proxool 入門文件，您可以先參考這份文件，了解

更多有關連接池的設定與使用。  

20.2 使用 JDBC 進行資料操作 

在了解如何使用 JDBC 進行資料庫的連接之後，接下來看看如何

使用 JDBC 做資料庫基本操作，例如資料的新增、查詢等動作，而在

良葛格的話匣子  
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這一個小節當中，也將稍微了解一下交易（Transaction）的基本觀念與

操作。 

20.2.1 Statement、ResultSet 

前一個小節中提過，Connection 物件是 Java 中資料庫連接的代表

物件，接下來要執行 SQL 的話，必須取得 java.sql.Statement 物件，它

是 Java 當中一個 SQL 敘述的具體代表物件，您可以使用 Connection

的 createStatement()來建立 Statement 物件： 
Statement stmt = conn.createStatement(); 

取得 Statement物件之後，可以使用 executeUpdate()、executeQuery()

等方法來執行  SQL， executeUpdate()主要是用來執行 CREATE 

TABLE、INSERT、DROP TABLE、ALTER TABLE 等會改變資料庫內

容的 SQL，例如可以在 demo 資料庫中建立一個 t_message 表格： 
Use demo; 

CREATE TABLE t_message (  

    id INT NOT NULL AUTO_INCREMENT PRIMARY KEY,  

    name CHAR(20) NOT NULL,  

    email CHAR(40),  

    msg TEXT NOT NULL  

); 

如果要在這個表格中插入一筆資料，可以如下使用 Statement 的

executeUpdate()方法： 
stmt.executeUpdate("INSERT INTO t_message VALUES(1, 'justin', " + 

           "'justin@mail.com', 'mesage...')"); 

Statement 的 executeQuery()方法則是用於 SELECT 等查詢資料庫

的 SQL， executeUpdate()會傳回 int 結果，表示資料變動的筆數，

executeQuery()會傳回 java.sql.ResultSet 物件，代表查詢的結果，查詢

的結果會是一筆一筆的資料。可以使用 ResultSet 的 next()來移動至下

一筆資料，它會傳回 true 或 false 表示是否有下一筆資料，接著可以
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使用 getXXX()來取得資料，例如 getString()、getInt()、getFloat()、

getDouble()等方法，分別取得相對應的欄位型態資料，getXXX()方法

都提供有依欄位名稱取得資料，或是依欄位順序取得資料的方法，一

個例子如下，您指定欄位名稱來取得資料： 
ResultSet result = 

              stmt.executeQuery("SELECT * FROM t_message"); 

while(result.next()) { 

    System.out.print(result.getInt("id") + "\t"); 

    System.out.print(result.getString("name") + "\t"); 

    System.out.print(result.getString("email") + "\t"); 

    System.out.print(result.getString("msg") + "\t"); 

} 

使用查詢結果的欄位順序來顯示結果的方式如下： 
ResultSet result = 

              stmt.executeQuery("SELECT * FROM t_message"); 

while(result.next()) { 

    System.out.print(result.getInt(1) + "\t"); 

    System.out.print(result.getString(2) + "\t"); 

    System.out.print(result.getString(3) + "\t"); 

    System.out.print(result.getString(4) + "\t"); 

} 

Statement 的 execute()可以用來執行 SQL，並測試所執行的 SQL 是

執行查詢或是更新，傳回 true 的話表示 SQL 執行將傳回 ResultSet 表

示查詢結果，此時可以使用 getResultSet()取得 ResultSet 物件，如果

execute()傳回 false，表示 SQL 執行會傳回更新筆數或沒有結果，此時

可以使用 getUpdateCount()取得更新筆數。如果事先無法得知是進行查

詢或是更新，就可以使用 execute()。 

範例 20.8 是個示範新增與查詢資料的範例，當中使用了前一節設

計的 SimpleDBSource。注意在查詢結束後，要使用 Statement 的 close()

方法來釋放 Statement 的資源，而最後不使用連接時，也使用了

closeConnection()來關閉連接。 
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 範例 20.8  StatementResultDemo.java 

package onlyfun.caterpillar; 

 

import java.io.IOException; 

import java.sql.Connection; 

import java.sql.ResultSet; 

import java.sql.SQLException; 

import java.sql.Statement; 

 

public class StatementResultDemo { 

    public static void main(String[] args) { 

        DBSource dbsource = null; 

        Connection conn = null; 

        Statement stmt = null; 

        try { 

            dbsource = new SimpleDBSource(); 

            conn = dbsource.getConnection(); 

             

            stmt = conn.createStatement();  

 

            stmt.executeUpdate( 

               "INSERT INTO t_message VALUES(1, 'justin', " + 

               "'justin@mail.com', 'mesage...')"); 

  

            ResultSet result = stmt.executeQuery( 

                                  "SELECT * FROM t_message");  

            while(result.next()) {  

                System.out.print(result.getInt(1) + "\t");  

                System.out.print(result.getString(2) + "\t");  

                System.out.print(result.getString(3) + "\t");  

                System.out.println(result.getString(4));  

            } 

        } catch (IOException e) { 

            e.printStackTrace(); 

        } catch (ClassNotFoundException e) { 

            e.printStackTrace(); 

        } catch (SQLException e) { 

            e.printStackTrace(); 

        } 
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        finally { 

            if(stmt != null) { 

                try { 

                    stmt.close(); 

                }    

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

            if(conn != null) { 

                try { 

                    dbsource.closeConnection(conn); 

                } 

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

        }  

    } 

} 

如果您依之前的 SQL 在 demo 資料庫中建立了 t_message 表格，則

執行之後會在 t_message 表格中新增一筆資料，接著查詢 t_message 表

格中的資料並加以顯示如下： 
 

1 justin justin@mail.com mesage...  
 

最後要注意到，Connection 物件預設為「自動認可」（auto commit），

也就是 Statement 執行 SQL 敘述完後，馬上對資料庫進行操作變更，如

果 想 要 對 Statement 執 行 的 SQL 進 行 除 錯 ， 可 以 使 用

setAutoCommit(false)來將自動認可取消，在執行完 SQL 之後，再呼叫

Connection 的 commit() 方 法 認 可 變 更 ， 使 用 Connection 的

getAutoCommit()可以測試是否設定為自動認可。不過無論是否有無執

行 commit()方法，只要 SQL 沒有錯，在關閉 Statement 或 Connection

前，都會執行認可動作，對資料庫進行變更。 
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之後還會談到，使用 setAutoCommit(false)，是進行交易（Transaction）前的

一個必要動作。  

20.2.2 PreparedStatement 

Statement 主要用於執行靜態的 SQL 陳述，也就是在執行

executeQuery()、executeUpdate()等方法時，指定內容固定不變的 SQL

語句字串，每一句 SQL只適用於當時的執行，如果您有些操作只是 SQL

語句當中某些參數會有所不同，其餘的 SQL 子句皆相同，則您可以使

用 java.sql.PreparedStatement。 

您可以使用 Connection 的 preparedStatement()方法，建立好一個預

先編譯（precompile）的 SQL 語句，當中參數會變動的部份，先指定"?"

作為佔位字元，例如： 
PreparedStatement stmt = conn.prepareStatement( 

                    "INSERT INTO t_message VALUES(?, ?, ?, ?)"); 

等到需要真正指定參數執行時，再使用相對應的 setInt()、setString()

等方法，指定"?"處真正應該有的參數，例如： 
stmt.setInt(1, 2); 

            stmt.setString(2, "momor"); 

            stmt.setString(3, "momor@mail.com"); 

            stmt.setString(4, "message2..."); 

所以使用 PreparedStatement，可以讓您先準備好一段 SQL，並重

複 使 用 這 段 SQL 語 句 。 範 例 20.9 改 寫 自 範 例 20.8， 使 用

PreparedStatement 來插入兩筆資料，而您只要準備一次 SQL 語句就可

以了： 

良葛格的話匣子  
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 範例 20.9  PreparedStatementDemo.java 

package onlyfun.caterpillar; 

 

import java.io.IOException; 

import java.sql.Connection; 

import java.sql.ResultSet; 

import java.sql.SQLException; 

import java.sql.PreparedStatement; 

 

public class PreparedStatementDemo { 

    public static void main(String[] args) { 

        DBSource dbsource = null; 

        Connection conn = null; 

        PreparedStatement stmt = null; 

        try { 

            dbsource = new SimpleDBSource(); 

            conn = dbsource.getConnection(); 

             

            stmt = conn.prepareStatement( 

                    "INSERT INTO t_message VALUES(?, ?, ?, ?)"); 

             

            stmt.setInt(1, 2); 

            stmt.setString(2, "momor"); 

            stmt.setString(3, "momor@mail.com"); 

            stmt.setString(4, "message2..."); 

             

            stmt.executeUpdate(); 

            stmt.clearParameters(); 

             

            stmt.setInt(1, 3); 

            stmt.setString(2, "bush"); 

            stmt.setString(3, "bush@mail.com"); 

            stmt.setString(4, "message3..."); 

             

            stmt.executeUpdate(); 

            stmt.clearParameters(); 

 

            ResultSet result = stmt.executeQuery( 

                                  "SELECT * FROM t_message");  
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            while(result.next()) {  

                System.out.print(result.getInt(1) + "\t");  

                System.out.print(result.getString(2) + "\t");  

                System.out.print(result.getString(3) + "\t");  

                System.out.println(result.getString(4));  

            } 

        } catch (IOException e) { 

            e.printStackTrace(); 

        } catch (ClassNotFoundException e) { 

            e.printStackTrace(); 

        } catch (SQLException e) { 

            e.printStackTrace(); 

        } 

        finally { 

            if(stmt != null) { 

                try { 

                    stmt.close(); 

                }    

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

            if(conn != null) { 

                try { 

                    dbsource.closeConnection(conn); 

                } 

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

        }  

    } 

} 

setXXX()方法的第一個參數指定"?"的位置，而第二個參數為要新

增至資料表欄位的值，要讓 SQL 執行生效，要執行 executeQuery()或

executeUpdate()方法，使用  setXXX()來設定的參數會一直有效，可以
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於下一次使用，如果想要清除設定好的參數，可以執行 clearParameters()

方法。以下是這個範例的執行結果參考： 
 

1 justin justin@mail.com mesage... 

2 momor momor@mail.com message2... 

3 bush bush@mail.com message3... 
 

20.2.3 LOB 讀寫 

如果要將檔案寫入資料庫，您可以在表格欄位上使用 BLOB 或

CLOB 資料型態。BLOB 全名 Binary Large Object，用於儲存大量的二

進位資料，CLOB 全名 Character Large Object，用於儲存大量的文字資

料。 

在 JDBC中也提供了 java.sql.Blob與 java.sql.Clob兩個類別分別代

表 BLOB 與 CLOB 資 料 ， 您 可 以 使 用 PreparedStatement 的

setBinaryStream()、 setObject()、 setAsciiStream()、 setUnicodeStream()

等方法，例如可以如下取得一個檔案，並將之存入資料庫中： 
// 取得檔案 

File file = new File("./logo_phpbb.jpg"); 

int length = (int) file.length(); 

InputStream fin = new FileInputStream(file); 

 // 填入資料庫 

PreparedStatement pstmt = conn.prepareStatement( 

                       "INSERT INTO files VALUES(?, ?, ?)"); 

pstmt.setInt(1, 1); 

pstmt.setString(2, "filename"); 

pstmt.setBinaryStream (3, fin, length); 

pstmt.executeUpdate(); 

pstmt.clearParameters(); 

pstmt.close(); 

fin.close(); 
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如果要從資料庫中取得 BLOB 或 CLOB 資料，您可以如下進行，

其中 result 參考 ResultSet 的實例： 
Blob blob = result.getBlob(2);  // 取得 BLOB 

Clob clob = result.getClob(2)  // 取得 CLOB 

Blob 擁有 getBinaryStream()、getBytes()等方法，可以取得二進位

串流或 byte 等資料，同樣的， Clob 擁有 getCharacterStream()、

getSubString()等方法，可以取得字元串流或子字串等資料，您可以查

看 API 文件來獲得更詳細的訊息。 

接下來舉個完整的範例，假設使用以下的 SQL 建立了 t_file表格，

當中的 BLOB 欄位將儲入指定的檔案： 
CREATE TABLE t_file (  

    id INT(11) NOT NULL auto_increment PRIMARY KEY, 

    filename VARCHAR(100) NOT NULL, 

    file BLOB 

); 

範例 20.10 示範將檔案存入資料庫，而後查詢出資料並另存新檔的

基本流程： 

 範例 20.10  LobDemo.java 

package onlyfun.caterpillar; 

 

import java.io.*;  

import java.sql.*; 

 

public class LobDemo {     

    public static void main(String[] args) { 

        DBSource dbsource = null; 

        Connection conn = null; 

        PreparedStatement pstmt = null; 

         

        try { 

            dbsource = new SimpleDBSource(); 

            conn = dbsource.getConnection();  
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            // 取得檔案 

            File file = new File(args[0]);  

            int length = (int) file.length();  

            InputStream fin = new FileInputStream(file);  

 

            // 填入資料庫 

            pstmt = conn.prepareStatement(  

                "INSERT INTO t_file VALUES(?, ?, ?)"); 

            pstmt.setInt(1, 1); 

            pstmt.setString(2, args[0]);  

            pstmt.setBinaryStream (3, fin, length);  

            pstmt.executeUpdate();  

            pstmt.clearParameters();  

 

            fin.close();  

        } 

        catch(SQLException e) {  

            e.printStackTrace();  

        }   

        catch(IOException e) {  

            e.printStackTrace();  

        } catch (ClassNotFoundException e) { 

            e.printStackTrace(); 

        }  

        finally { 

            if(pstmt != null) { 

                try { 

                    pstmt.close(); 

                }    

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

        }  

 

        Statement stmt = null; 

         

        try { 

            // 從資料庫取出檔案 

            stmt = conn.createStatement();  
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            ResultSet result = stmt.executeQuery( 

                "SELECT * FROM t_file");  

            result.next();  

            String filename = result.getString(2);  

            Blob blob = result.getBlob(3);  

 

            // 寫入檔案，檔名附加.bak 

            FileOutputStream fout =  

                new FileOutputStream(filename + ".bak");  

            fout.write(blob.getBytes(1, (int)blob.length()));  

            fout.flush();  

            fout.close(); 

        }  

        catch(SQLException e) {  

            e.printStackTrace();  

        }  

        catch(IOException e) {  

            e.printStackTrace();  

        }  

        finally { 

            if(stmt != null) { 

                try { 

                    stmt.close(); 

                }    

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

            if(conn != null) { 

                try { 

                    dbsource.closeConnection(conn); 

                } 

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

        }  

    } 

}  
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這個程式會將您於命令列引數所指定的檔案，儲存至資料庫的 t_file

表格中，並將檔案路徑名稱也一併存入，之後從 t_file中查詢出資料時，

根據先前存入的檔案路徑名稱，將檔案另存為.bak結尾的名稱。 
 

 

Lob 的讀寫方法在 Oracle 中有所不同，您可以參考：  

http://caterpillar.onlyfun.net/Gossip/HibernateGossip/BlobClob_Oracle.html 
在 Java SE 6中，對於 Blob、Clob做了改進，詳細可以參考第 21章的內容。 

20.2.5 簡介交易（Transaction） 

交易是一組原子（Atomic）操作（一組 SQL 執行）的工作單元，

這個工作單元中的所有原子操作在進行期間，與其它交易隔離，免於

數據來源的交相更新而發生混亂，交易中的所有原子操作，要嘛全部

執行成功，要嘛全部失敗（即使只有一個失敗，所有的原子操作也要

全部撤消）。 

舉個簡單的例子，一個客戶從 A 銀行轉帳至 B 銀行，要做的動作

為從 A 銀行的帳戶扣款、在 B 銀行的帳戶加上轉帳的金額，兩個動作

必須成功，如果有一個動作失敗，則此次轉帳失敗。 

在 JDBC 中，可以操作 Connection 的 setAutoCommit()方法，給它

false 引數，在下達一連串的 SQL 語句後，自行呼叫 Connection 的

commit()來送出變更，如果中間發生錯誤，則呼叫 rollback()來撤消所

有的執行，一個示範的流程如下所示： 
try {  

    … 

    conn.setAutoCommit(false); // 設定 auto commit為 false 

 

    stmt = conn.createStatement();  

    stmt.execute("...."); // SQL 

    stmt.execute("...."); 

良葛格的話匣子  
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    stmt.execute("...."); 

     

    conn.commit(); // 正確無誤，確定送出 

 }  

 catch(SQLException e) { // 喔喔！在 commit()前發生錯誤 

    try {  

         conn.rollback(); // 撤消操作 

    } catch (SQLException e1) { 

         e1.printStackTrace(); 

    } 

    e.printStackTrace();  

 } 

如果您在交易管理時，僅想要撤回（rollback）某個 SQL 執行點，

則可以設定儲存點（save point），例如：  
conn.setAutoCommit(false); 

Statement stmt = conn.createStatement(); 

stmt.executeUpdate("...."); 

stmt.executeUpdate("...."); 

Savepoint savepoint = conn.setSavepoint(); // 設定 save point 

stmt.executeUpdate("...."); 

// 如果因故 rollback 

conn.rollback(savepoint); 

. . . 

conn.commit(); 

// 記得釋放 save point 

stmt.releaseSavepoint(savepoint); 
 

 

您的資料表格必須支援交易，才可以執行以上所提到的功能，例如在 MySQL

中可以建立 InnoDB 類型的表格：  

CREATE TABLE t_xxx ( 

    ...  

) Type = InnoDB; 

 

良葛格的話匣子  
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原子性只是交易的要求之ㄧ，實際的交易還有非常多要考量的因素，撰寫專

案時，常會依賴於持久層框架所提供的交易管理機制，以獲得更多有關交易

的完善功能。  

20.2.6 批次處理 

Statement 的 execute 等方法一次只能執行一個 SQL 敘述，如果有

多個 SQL 敘述要執行的話，可以使用 executeBatch()方法，在一次方法

呼叫中執行多個 SQL 敘述，以增加執行的效能，您可以使用 addBatch()

方法將要執行的 SQL 敘述加入，然後執行 executeBatch()即可： 
conn.setAutoCommit(false); 

Statement stmt = conn.createStatement(); 

stmt.addBatch("..."); // SQL 

stmt.addBatch("..."); 

stmt.addBatch("..."); 

... 

stmt.executeBatch(); 

conn.commit(); 

在執行 executeBatch()時而 SQL 有錯誤的情況下，會丟出

BatchUpdateException 例 外 ， 您 可 以 由 這 個 例 外 物 件 的 

getUpdateCounts()方法取得發生錯誤的 SQL 句數，如果中間有個 SQL

執行錯誤，則應該撤回（rollback）整個批次處理過程的 SQL 操作。 

使用 PreparedStatement 也可以進行批次處理，直接來看個例子： 
PreparedStatement stmt = conn.prepareStatement( 

    "INSERT INTO t_message VALUES(?, ?, ?, ?)"); 

Message[] messages = ...; 

 

for(int i = 0; i < messages.length; i++) { 

     stmt.setInt(1, messages[i].getID()); 

     stmt.setString(2, messages[i].getName()); 

     stmt.setString(3, messages[i].getEmail()); 

     stmt.setString(4, messages[i].getMsg()); 
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     stmt.addBatch(); 

} 

  

stmt.executeBatch();  

20.2.7 ResultSet 游標控制 

在建立 Statement 或 PreparedStatement 時，所使用的是 Connection

無 參 數 的 createStatement() ， 或 是 僅 指 定 預 編 譯 的 SQL 之

preparedStatement()，這樣取得的 Statement 或 PreparedStatement，在執

行 SQL 後所得到的 ResultSet，將只能使用 next()方法逐筆取得查詢結

果。 

您可以在建立 Statement 物件時指定 resultSetType，可指定的參數

有 ResultSet.TYPE_FORWARD_ONLY、ResultSet.TYPE_SCROLL_INSENSITIVE

與  ResultSet.TYPE_SCROLL_SENSITIVE，在不指定的情況下，預設

是 ResultSet.TYPE_FORWARD_ONLY，也就是只能使用 next()來逐筆取得

資料，指定第二個或第三個時，則可以使用 ResultSet 的 afterLast()、

previous()、absolute()、relative()等方法來移動以取得資料。 

TYPE_SCROLL_INSENSITIVE 與 TYPE_SCROLL_SENSITIVE 的

差別，在於能否取得 ResultSet 改變值後的資料，另外您還必須指定

resultSetConcurrency ， 有  ResultSet.CONCUR_READ_ONLY 與

ResultSet.CONCUR_UPDATABLE 兩個參數可以設定，前者表示只能讀

取 ResultSet 的資料，後者表示可以直接使用 ResultSet 來操作資料庫，

這會在下一個主題後說明。 

createStatement()不給定參數時，預設是 TYPE_FORWARD_ONLY、 

CONCUR_READ_ONLY。 

這邊先示範如何控制 ResultSet 的讀取游標，在建立 Statement 時，

使用  TYPE_SCROLL_INSENSITIVE 及 CONCUR_READ_ONLY 即

可，範例 20.11 示範從查詢到的資料最後一筆開始往前讀取： 
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 範例 20.11  ResultDemo.java 

package onlyfun.caterpillar; 

 

import java.io.IOException; 

import java.sql.Connection; 

import java.sql.ResultSet; 

import java.sql.SQLException; 

import java.sql.Statement; 

 

public class ResultDemo { 

    public static void main(String[] args) { 

        DBSource dbsource = null; 

        Connection conn = null; 

        Statement stmt = null; 

        try { 

            dbsource = new SimpleDBSource(); 

            conn = dbsource.getConnection(); 

             

            stmt = conn.createStatement( 

                            ResultSet.TYPE_SCROLL_INSENSITIVE,  

                            ResultSet.CONCUR_READ_ONLY);  

  

            ResultSet result = stmt.executeQuery( 

                                  "SELECT * FROM t_message"); 

            result.afterLast();  

             

            while(result.previous()) {  

                System.out.print(result.getInt("id") + "\t");  

                System.out.print(result.getString("name") + "\t");  

                System.out.print(result.getString("email") + "\t");  

                System.out.println(result.getString("msg"));  

            } 

        } catch (IOException e) { 

            e.printStackTrace(); 

        } catch (ClassNotFoundException e) { 

            e.printStackTrace(); 

        } catch (SQLException e) { 

            e.printStackTrace(); 

        } 



 

20-32 

        finally { 

            if(stmt != null) { 

                try { 

                    stmt.close(); 

                }    

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

            if(conn != null) { 

                try { 

                    dbsource.closeConnection(conn); 

                } 

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

        }  

    } 

}  

afterLast()會將 ResultSet 的讀取游標，移至最後一筆資料之後，您

使用 previous()方法往前移動讀取游標，執行的結果如下所示： 
 

3 bush bush@mail.com message3... 

2 momor momor@mail.com message2... 

1 justin justin@mail.com mesage.... 
 

您也可以使用 absolute()方法指定查詢到的資料之位置，例如

absolute(4)表示第四筆資料，absoulte(10)則是第十筆資料，如果指定負

數，則從最後往前數，例如 absolute(-1)則是最後一筆資料，若有 100

筆資料，absoulte(-4)則是第 97 筆資料。 

relative()方法則從目前游標處指定相對位置，例如若目前在第 25

筆資料，則 relative(-2)則表示第 23 筆資料，而 relative (4)則表示第 29

筆資料。另外還有 beforeFirst()，可以將游標移至資料的第一筆之前，
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first()可以將游標移至第一筆資料，而 last()可以將游標移至最後一筆資

料。 

20.2.8 ResultSet 新增、更新、刪除資料 

之前要進行新增、更新或刪除資料，都必須要撰寫 SQL，然後使

用 executeUpdate()來執 SQL，將 SQL 寫在 executeUpdate ()之中，其實

是麻煩又容易出錯的動作，如果只是想要針對查詢到的資料進行一些

簡單的新增、更新或刪除資料，可以藉由 ResultSet 的一些方法來執行，

而不一定要撰寫 SQL 並執行。 

想要使用 ResultSet直接進行新增、更新或刪除資料，在建立 Statement

時必須在 createStatement()上指定  TYPE_SCROLL_SENSITIVE（或

TYPE_SCROLL_INSENSITIVE，如果不想取得更新後的資料的話）與

CONCUR_UPDATABLE，例如： 
Statement stmt = conn.createStatement( 

                            ResultSet.TYPE_SCROLL_SENSITIVE,  

                            ResultSet.CONCUR_UPDATABLE); 

假如想要針對查詢到的資料進行更新的動作，則先移動游標至想

要更新的資料位置，然後使用 updateXXX()等對應的方法即可，最後記

得使用 updateRow()讓更新生效，例如： 
ResultSet result = stmt.executeQuery( 

            "SELECT * FROM t_message WHERE name='justin'"); 

result.last(); 

result.updateString("name", "caterpillar"); 

result.updateString("email", "caterpillar@mail.com"); 

result.updateRow(); 

使用 updateXXX()等方法後，並不會馬上對資料庫生效，而必須執

行完 updateRow()方法才會對資料庫進行操作，如果在 updateRow()前

想要取消之前的 updateXXX()方法，則可以使用 cancelRowUpdates()方

法取消。 
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如果想要新增資料，則先使用 moveToInsertRow()移至新增資料

處，執行相對的 updateXXX()方法，然後再執行 insertRow ()即可新增

資料，例如： 
ResultSet result = stmt.executeQuery( 

            "SELECT * FROM t_message WHERE name='caterpillar'"); 

result.moveToInsertRow(); 

result.updateInt("id", 4); 

result.updateString("name", "jazz"); 

result.updateString("email", "jazz@mail.com"); 

result.updateString("msg", "message4..."); 

result.insertRow(); 

如果想要刪除查詢到的某筆資料，則可以將游標移至該筆資料，

然後執行 deleteRow()方法即可： 
ResultSet result = stmt.executeQuery( 

            "SELECT * FROM t_message WHERE name='caterpillar'"); 

result.last(); 

result.deleteRow(); 

20.2.9 ResultSetMetaData 

Meta Data 即「資料的資料」（Data about data），ResultSet 用來表

示查詢到的資料，而 ResultSet 資料的資料，即描述所查詢到的資料背

後的資料描述，即用來表示表格名稱、欄位名稱、欄位型態等，這些

訊息可以透過 ResultSetMetaData 來取得。 

範例 20.12 直接示範如何取得查詢到的資料欄位數、表格名稱、欄

位名稱與欄位資料型態： 

 範例 20.12  ResultSetMetaDataDemo.java 

package onlyfun.caterpillar; 

  

import java.io.IOException; 

import java.sql.*;  
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public class ResultSetMetaDataDemo {  

    public static void main(String[] args) { 

        DBSource dbsource = null; 

        Connection conn = null; 

        Statement stmt = null; 

 

        try {  

            dbsource = new SimpleDBSource(); 

            conn =  dbsource.getConnection(); 

  

            stmt = conn.createStatement();  

            ResultSet result = stmt.executeQuery( 

                                  "SELECT * FROM t_message");  

            ResultSetMetaData metadata =  

                                  result.getMetaData();  

  

            for(int i = 1; i <= metadata.getColumnCount(); i++) {  

                System.out.print( 

                        metadata.getTableName(i) + ".");  

                System.out.print( 

                        metadata.getColumnName(i) + "\t|\t");  

                System.out.println( 

                        metadata.getColumnTypeName(i));  

            }  

        }  

        catch(SQLException e) {  

            e.printStackTrace();  

        } catch (IOException e) { 

            e.printStackTrace(); 

        } catch (ClassNotFoundException e) { 

            e.printStackTrace(); 

        }  

        finally { 

            if(stmt != null) { 

                try { 

                    stmt.close(); 

                }    

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 
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            } 

            if(conn != null) { 

                try { 

                    dbsource.closeConnection(conn); 

                } 

                catch(SQLException e) { 

                    e.printStackTrace(); 

                } 

            } 

        }  

    }  

}  

執行的結果如下所示： 
 

t_message.id | INTEGER 

t_message.name | CHAR 

t_message.email | CHAR 

t_message.msg | VARCHAR 

20.3 接下來的主題 

每一個章節的內容由淺至深，初學者該掌握的深度要到哪呢？在

這個章節中，對於初學者我建議至少掌握以下幾點內容： 

 JDBC的基本架構 

 知道如何建立與資料庫的連線 

 會使用 Statement、ResultSet 查詢資料 

 PreparedStatement 與 Statement 的差別與使用 

Java SE 6多了不少新的功能，對於本書中有提到的主題，而 Java SE 

6 中有相對應更新的內容，在下一個章節中會加以介紹，在 JDBC 這方

面，Java SE 6 中新的 JDBC 4.0 也有許多不錯的新增功能，這都將在下

個章節為您說明。 
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20.4 網路資源 

對於初學者，基本上我建議照著每個小節的內容詳細研讀即可，

而每個小節都還有一些額外的參考資料或是進階課題可以探討，如果

您對於這些資料或議題有興趣，都可以在網路上找到相關的文件，以

下針對每個小節所涉及的相關資料與議題列出可參考的網路資源。 

 20.1 使用 JDBC 連接資料庫 
 Proxool 

http://proxool.sourceforge.net/index.html 

 Apache Jakarta 的 Common DBCP 
http://jakarta.apache.org/commons/dbcp/ 

 20.2 使用 JDBC 進行資料操作 

 將檔案存入資料庫 - Oracle 9i 
http://caterpillar.onlyfun.net/Gossip/HibernateGossip/BlobClob_
Oracle.html 



 

20-38 

 



<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /All
  /Binding /Left
  /CalGrayProfile (Dot Gain 20%)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Tags
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /LeaveColorUnchanged
  /DoThumbnails false
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams false
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo true
  /PreserveFlatness true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts true
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 300
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 300
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /ColorImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 300
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /GrayImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 1200
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile ()
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000500044004600206587686353ef901a8fc7684c976262535370673a548c002000700072006f006f00660065007200208fdb884c9ad88d2891cf62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef653ef5728684c9762537088686a5f548c002000700072006f006f00660065007200204e0a73725f979ad854c18cea7684521753706548679c300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002000740069006c0020006b00760061006c00690074006500740073007500640073006b007200690076006e0069006e006700200065006c006c006500720020006b006f007200720065006b007400750072006c00e60073006e0069006e0067002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200076006f006e002000640065006e0065006e002000530069006500200068006f00630068007700650072007400690067006500200044007200750063006b006500200061007500660020004400650073006b0074006f0070002d0044007200750063006b00650072006e00200075006e0064002000500072006f006f0066002d00470065007200e400740065006e002000650072007a0065007500670065006e0020006d00f60063006800740065006e002e002000450072007300740065006c006c007400650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000410064006f00620065002000520065006100640065007200200035002e00300020006f0064006500720020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f0062006500200050004400460020007000610072006100200063006f006e00730065006700750069007200200069006d0070007200650073006900f3006e002000640065002000630061006c006900640061006400200065006e00200069006d0070007200650073006f0072006100730020006400650020006500730063007200690074006f00720069006f00200079002000680065007200720061006d00690065006e00740061007300200064006500200063006f00720072006500630063006900f3006e002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f00620065002000500044004600200070006f007500720020006400650073002000e90070007200650075007600650073002000650074002000640065007300200069006d007000720065007300730069006f006e00730020006400650020006800610075007400650020007100750061006c0069007400e90020007300750072002000640065007300200069006d007000720069006d0061006e0074006500730020006400650020006200750072006500610075002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA <FEFF005500740069006c0069007a007a006100720065002000710075006500730074006500200069006d0070006f007300740061007a0069006f006e00690020007000650072002000630072006500610072006500200064006f00630075006d0065006e00740069002000410064006f006200650020005000440046002000700065007200200075006e00610020007300740061006d007000610020006400690020007100750061006c0069007400e00020007300750020007300740061006d00700061006e0074006900200065002000700072006f006f0066006500720020006400650073006b0074006f0070002e0020004900200064006f00630075006d0065006e007400690020005000440046002000630072006500610074006900200070006f00730073006f006e006f0020006500730073006500720065002000610070006500720074006900200063006f006e0020004100630072006f00620061007400200065002000410064006f00620065002000520065006100640065007200200035002e003000200065002000760065007200730069006f006e006900200073007500630063006500730073006900760065002e>
    /JPN <FEFF9ad854c18cea51fa529b7528002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e30593002537052376642306e753b8cea3092670059279650306b4fdd306430533068304c3067304d307e3059300230c730b930af30c830c330d730d730ea30f330bf3067306e53705237307e305f306f30d730eb30fc30d57528306b9069305730663044307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020b370c2a4d06cd0d10020d504b9b0d1300020bc0f0020ad50c815ae30c5d0c11c0020ace0d488c9c8b85c0020c778c1c4d560002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken voor kwaliteitsafdrukken op desktopprinters en proofers. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200066006f00720020007500740073006b00720069006600740020006100760020006800f800790020006b00760061006c00690074006500740020007000e500200062006f007200640073006b0072006900760065007200200065006c006c00650072002000700072006f006f006600650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002000730065006e006500720065002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f0062006500200050004400460020007000610072006100200069006d0070007200650073007300f5006500730020006400650020007100750061006c0069006400610064006500200065006d00200069006d00700072006500730073006f0072006100730020006400650073006b0074006f00700020006500200064006900730070006f00730069007400690076006f0073002000640065002000700072006f00760061002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a00610020006c0061006100640075006b006100730074006100200074007900f6007000f60079007400e400740075006c006f0073007400750073007400610020006a00610020007600650064006f007300740075007300740061002000760061007200740065006e002e00200020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740020006600f600720020006b00760061006c00690074006500740073007500740073006b0072006900660074006500720020007000e5002000760061006e006c00690067006100200073006b0072006900760061007200650020006f006300680020006600f600720020006b006f007200720065006b007400750072002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create Adobe PDF documents for quality printing on desktop printers and proofers.  Created PDF documents can be opened with Acrobat and Adobe Reader 5.0 and later.)
  >>
  /Namespace [
    (Adobe)
    (Common)
    (1.0)
  ]
  /OtherNamespaces [
    <<
      /AsReaderSpreads false
      /CropImagesToFrames true
      /ErrorControl /WarnAndContinue
      /FlattenerIgnoreSpreadOverrides false
      /IncludeGuidesGrids false
      /IncludeNonPrinting false
      /IncludeSlug false
      /Namespace [
        (Adobe)
        (InDesign)
        (4.0)
      ]
      /OmitPlacedBitmaps false
      /OmitPlacedEPS false
      /OmitPlacedPDF false
      /SimulateOverprint /Legacy
    >>
    <<
      /AddBleedMarks false
      /AddColorBars false
      /AddCropMarks false
      /AddPageInfo false
      /AddRegMarks false
      /ConvertColors /NoConversion
      /DestinationProfileName ()
      /DestinationProfileSelector /NA
      /Downsample16BitImages true
      /FlattenerPreset <<
        /PresetSelector /MediumResolution
      >>
      /FormElements false
      /GenerateStructure true
      /IncludeBookmarks false
      /IncludeHyperlinks false
      /IncludeInteractive false
      /IncludeLayers false
      /IncludeProfiles true
      /MultimediaHandling /UseObjectSettings
      /Namespace [
        (Adobe)
        (CreativeSuite)
        (2.0)
      ]
      /PDFXOutputIntentProfileSelector /NA
      /PreserveEditing true
      /UntaggedCMYKHandling /LeaveUntagged
      /UntaggedRGBHandling /LeaveUntagged
      /UseDocumentBleed false
    >>
  ]
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [612.000 792.000]
>> setpagedevice


