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13 联合索引有哪些讲究?

很多时候，单个字段的普通索引已经不能满足我们的需求了，可能需要多个字段的联合索引才能达到最优效果。那

么联合索引究竟有哪些作用，又应该怎么去使用呢？本节就一起来探讨这些问题。

1 认识联合索引

联合索引：是指对表上的多个列进行索引。适合 where 条件中的多列组合，在某些场景可以避免回表。

没有引发任何行动的思想都不是思想，而是梦想。

—— 马丁
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我们拿讲解 order by 时使用的联合索引 B+ 树图进行理解，如下图：

联合索引的键值数量大于 1（比如上图中有 a 和 b 两个键值），与单个键值的 B+ 树一样，也是按照键值排序的。

比如图中 a、b 两个字段的值为 (1,1),(1,2),(1,3),(2,1),(2,2),(2,3)，是按(a,b) 进行排序的。因此，对于 a、b 两个

字段都做为条件时，查询是可以走索引的；对于单独 a 字段查询也是可以走索引的。但是对于 b 字段单独查

询就走不了索引了，因为在上图，b 字段对应的值为 1,2,3,1,2,3，显然不是有序的，所以走不了 b 字段的索引。

联合索引的建议：

where 条件中，经常同时出现的列放在联合索引中。

把选择性最大的列放在联合索引的最左边。

老规矩，创建测试表并写入数据：

全表的数据如下：

use muke; /* 使用muke这个database */
drop table if exists t11; /* 如果表t11存在则删除表t11 */
CREATE TABLE `t11` ( /* 创建表t11 */
`id` int(11) NOT NULL AUTO_INCREMENT,
`a` int(20) DEFAULT NULL,
`b` int(20) DEFAULT NULL,
`c` int(20) DEFAULT NULL,
`d` datetime NOT NULL DEFAULT CURRENT_TIMESTAMP,
PRIMARY KEY (`id`),
KEY `idx_a_b_c` (`a`,`b`,`c`)
) ENGINE=InnoDB CHARSET=utf8mb4 ;

insert into t11(a,b,c) values (1,1,1),(1,2,2),(1,2,1),(2,2,2),(2,1,2),(2,3,3),(2,4,4),(3,3,3),(4,4,4),(5,5,5),(6,6,6),(7,7,7),(8,8,8),(1,2,3),(1,2,4); /* 写入一些数据 
*/

select * from t11;



2 联合索引使用分析

在上面我们知道了联合索引的原理，下面我们一起整理下联合索引的使用场景，理清这些，相信我们会更准确、高

效的使用联合索引。

2 .1 可以完整用到联合索引的情况

下面我们列出几种可以完整用到联合索引的情况，并查看其执行计划，然后进行简短的分析：

这里补充一下 key_len 相关知识点：

explain 中的 key_len 列用于表示这次查询中，所选择的索引长度有多少字节，常用于判断联合索引有多少列

被选择了。下表总结了常用字段类型的 key_len：

列类型 KEY_LEN 备注

int key_len = 4+1 int 为 4 bytes，允许为 NULL，加 1 byte

int not null key_len = 4 不允许为 NULL

bigint key_len=8+1 bigint 为 8 bytes，允许为 NULL 加 1 byte

bigint not null key_len=8 bigint 为 8 bytes

char(30) utf8 key_len=30*3+1 char(n)为：n * 3 ，允许为 NULL 加 1 byte

char(30) not null
utf8 key_len=30*3 不允许为 NULL

varchar(30) not
null utf8 key_len=30*3+2 utf8 每个字符为 3 bytes，变长数据类型,加 2 bytes

varchar(30) utf8 key_len=30*3+2+1 utf8 每个字符为 3 bytes，允许为 NULL,加 1 byte,变长
数据类型，加 2 bytes

datetime key_len=8+1 (MySQL 5.6.4之前的版本)；
key_len=5+1(MySQL 5.6.4及之后的版本) 允许为 NULL，加 1 byte

表一 常用字段类型的 key_len

select * from t11 where a=1 and b=1 and c=1; /* sql1 */



因为 a、b、c 三个字段都是可以为 NULL 的 int 型。根据表1，可以知道三个字段的 key_len 都是 5，所以如果完整

使用索引 idx_a_b_c，则 key_len 对应的值为 15。再回到上面 sql1 的执行计划中：key_len 显示是 15，而 key 列

对应的是 idx_a_b_c，所以 sql1 完整用到了联合索引 idx_a_b_c。

跟 sql1 的执行计划一样，因此联合索引各字段都做为条件时，各字段的位置不会影响联合索引的使用。

当联合索引前面的字段使用了范围查询，后面的字段做为条件时仍然可以使用完整的联合索引。

联合索引前面的字段做为条件时，对后面的字段做排序可以使用完整的联合索引。

与 sql4 相似，对联合索引第一个字段做条件筛选时，对后面两个字段做排序可以使用完整的联合索引。

对联合索引的字段同时做排序时（但是排序的三个字段顺序要跟联合索引中三个字段的顺序一致），可以完整用到

联合索引。

2.2 只能使用部分联合索引的情况

有些场景只能用到部分联合索引，这里就列出几种情况。

select * from t11 where c=1 and b=1 and a=1;  /* sql2 */

select * from t11 where a=2 and b in (1,2) and c=2;  /* sql3 */

select * from t11 where a=1 and b=2 order by c;  /* sql4 */

select * from t11 where a=1 order by b,c;  /* sql5 */

select a,b,c from t11 order by a,b,c;  /* sql6 */



当条件只包含联合索引的前面部分字段时，可以用到部分联合索引。

对于联合索引 idx_a_b_c（a,b,c） ，如果条件中只包含 a 和 c，则只能用到联合索引中 a 的索引。c 这里是用不了

索引的。联合索引 idx_a_b_c(a,b,c) 相当于 (a) 、(a,b) 、(a,b,c) 三种索引，称为联合索引的最左原则。

这里可以复习第 4 节 2.4，当联合索引前面的字段使用了范围查询，对后面的字段排序使用不了索引排序，也

就是只能用到联合索引前面两个字段 a 和 b 的索引。

2.3 可以用到覆盖索引的情况

什么是覆盖索引？

从辅助索引中就可以查询到结果，不需要回表查询聚集索引中的记录。

使用覆盖索引的优势：因为不需要扫描聚集索引，因此可以减少 SQL 执行过程的 IO 次数。

通过 a 字段上的条件，去联合索引 idx_a_b_c 的索引树上可以直接查找到 b 字段和 c 字段的值，不需要回表，因

此 sql21 使用到了覆盖索引。

select * from t11 where a=1 and b=1; /* sql11 */

select * from t11 where a=1 and c=1; /* sql12 */

select * from t11 where a=2  and b in (3,4) order by c; /* sql13 */

select b,c from t11 where a=3; /* sql21 */

select c from t11 where a=1 and b=1 ; /* sql22 */



跟 sql21 类似，在联合索引 idx_a_b_c 的索引树上，通过 a 和 b 的值可以直接找到 c 的值，因此 sql22 使用的也

是覆盖索引。

通过 a、b、c 三个字段的值，去联合索引树的叶子节点找到主键 id，不需要回表，因此 sql23 也使用了覆盖索引。

2.4 不能使用联合索引的情况

上面讲到的都是能用到联合索引的情况，下面再讲不能使用联合索引的情况。也请各位留意，避免使用不当导致无

法利用联合索引。

如果只使用联合索引后面的字段做为条件查询，则使用不了联合索引（联合索引最左匹配）。

与 sql31 相似，对联合索引后面的字段做排序操作，也使用不了联合索引。

与 sql31 类似。c 字段单独做条件使用不了索引。

select id from t11 where a=1 and b=1 and c=1; /* sql23 */

select * from t11 where b=1; /* sql31 */

select * from t11 order by b; /* sql32 */ 

select * from t11 where c=1; /* sql33 */ 

select * from t11 where b=1 and c=1; /* sql34 */ 




12 普通索引和唯一索引有哪些区
别？ 14 为什么MySQL会选错索引？

联合索引中，如果第一个字段在条件中没有出现，那么联合索引的后面所有字段作为条件都无法使用这个联合索

引。

3 总结

这节内容讲解了联合索引的实现原理，并举例说明了几种使用联合索引的情况：

可以完整用到联合索引的情况

只能使用部分联合索引的情况

可以用到覆盖索引的情况

不能使用联合索引的情况

可以结合自己的需求考虑是否通过创建联合索引代替单个字段的索引，在使用时也需要清楚联合索引的使用技巧，

避免出现走不了索引的情况。

4 问题

在我们本节创建的测试表 t11 中，如果预计有大量下面的 SQL 会执行：

那应该怎么设计索引让查询效率最高？

5 参考资料

《MySQL 技术内幕》第 2 版 5.6.2 联合索引

}

select c,d from t11 where c=1;
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