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18 为什么会出现死锁？

前面几节分别讲解了 MySQL 的表锁和行锁，本节就来聊聊 MySQL 的死锁。

1 认识死锁

死锁是指两个或者多个事务在同一资源上相互占用，并请求锁定对方占用的资源，从而导致恶性循环的现象。

InnoDB 中解决死锁问题有两种方式：

1. 检测到死锁的循环依赖，立即返回一个错误（这个报错内容请看下面的实验），将参数 innodb_deadlock_detect

设置为 on 表示开启这个逻辑；

2. 等查询的时间达到锁等待超时的设定后放弃锁请求。这个超时时间由 innodb_lock_wait_timeout 来控制。默认是

50 秒。

一般线上业务都建议使用的第 1 种策略，因为第 2 种策略锁等待时间是 50 秒，对于高并发的线上业务是不能

接受的。

但是第 1 种策略，也会有死锁检测时的额外 CPU 开销的，比如电商中的秒杀场景。这种情况就可以根据业务

开发商量优化程序，如果可以确保业务一定不会出现死锁，可以临时把死锁检测关掉，以提高并发效率。

2 为什么会产生死锁

我们通过几个实验来构造几种产生死锁的情况，首先创建测试表并写入数据：

人的影响短暂而微弱，书的影响则广泛而深远。

——普希金
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2.1 同一张表中

不同线程并发访问同一张表的多行数据，未按顺序访问导致死锁。

session1 session2

begin; begin;

select * from t18 where a=1 for update;
…
1 row in set (0.00 sec)

select * from t18 where a=2 for update;
…
1 row in set (0.00 sec)

select * from t18 where a=2 for update;/* SQL1 */
（等待）

（session2 提示死锁回滚后，SQL1 成功返回结
构）

select * from t18 where a=1 for update;
ERROR 1213 (40001): Deadlock found when trying to get lock; try restarting
transaction

commit; commit;

session1 在等待 session2 释放 a=2 的行锁，而 session2 在等待 session1 释放 a=1 的行锁。两个 session 互相等

待对方释放资源，就进入了死锁状态。

因此，在上面的例子中，如果 session1 中的事务提交之后，再执行 session2 中的事务，就可以避免这次死锁的发

生了。

所以对于程序多个并发访问同一张表时，如果事先确保每个线程按固定顺序来处理记录，可以降低死锁的概

率。

2.2 不同表之间

不同线程并发访问多个表时，未按顺序访问导致死锁：

session1 session2

begin; begin;

select * from t18 where a=1 for update;
…
1 row in set (0.00 sec)

select * from t18_1 where a=1 for update;
…
1 row in set (0.00 sec)

select * from t18_1 where a=1 for update;/* SQL2 */
等待

（session2 提示死锁回滚后，SQL1 成功返回结
构）

select * from t18 where a=1 for update;
ERROR 1213 (40001): Deadlock found when trying to get lock; try restarting
transaction

commit; commit;

与 2.1 类似，但是这个例子涉及到两张表，如果上例中，之前就约定好 session1 中的事务执行完毕后，再执行

session2 的事务，则可以避免死锁的产生。

use muke;
drop table if exists t18;
CREATE TABLE `t18` (
  `id` int(11) NOT NULL AUTO_INCREMENT,
  `a` int(11) NOT NULL,
  `b` int(11) NOT NULL,
  `c` int(11) NOT NULL,
  PRIMARY KEY (`id`),
  KEY `idx_c` (`a`)
) ENGINE=InnoDB DEFAULT CHARSET=utf8mb4;

insert into t18(a,b,c) values (1,1,1),(2,2,2);
drop table if exists t18_1;
create table t18_1  like t18;
insert into t18_1 select * from t18;



因此，不同程序并发访问多个表时，应尽量约定以相同的顺序来访问表，可大大降低并发操作不同表时死锁发生的

概率。

2.3 事务隔离级别

RR 隔离级别下，由于间隙锁导致死锁：

session1 session2

set session transaction_isolation=‘REPEATABLE-
READ’;
/* 设置会话隔离级别为 RR */

set session transaction_isolation=‘REPEATABLE-READ’;
/* 设置会话隔离级别为 RR */

begin; begin;

select * from t18 where a=1 for update;
…
1 row in set (0.00 sec)

select * from t18 where a=2 for update;
…
1 row in set (0.00 sec)

insert into t18(a,b,c) values (2,3,3);/* SQL3 */
等待

（session3 提示死锁回滚后，SQL1 成功返回结
构）

insert into t18(a,b,c) values (1,4,4);/* SQL4 */
ERROR 1213 (40001): Deadlock found when trying to get lock; try restarting
transaction

commit; commit;

回顾上一节第 2 部分 <RR 隔离级别下的非唯一索引查询>，可以知道 SQL3 需要等待 a=2 获得的间隙锁，而

SQL4 需要等待 a=1 获得的间隙锁，两个 session 互相等待对方释放资源，就进入了死锁状态。

类似这种情况，可以考虑将隔离级别改成 RC（这里各位读者可以尝试在 RC 隔离级别下，做上面的实验），降低

死锁的概率（当然根据上一节所讲到的，RC 隔离级别可能会导致幻读，因此需要确定是否可以改成 RC。）

3 如何降低死锁概率

那么应该怎样降低出现死锁的概率呢？这里总结了如下一些经验：

1. 更新 SQL 的 where 条件尽量用索引；

2. 基于 primary 或 unique key 更新数据；

3. 减少范围更新，尤其非主键、非唯一索引上的范围更新；

4. 加锁顺序一致，尽可能一次性锁定所有需要行；

5. 将 RR 隔离级别调整为 RC 隔离级别。

4 分析死锁的方法

尽管在上面介绍了降低死锁概率的方法，但是在实际工作中，死锁很难完全避免。因此，捕获并处理死锁也是一个

好的编程习惯。

InnoDB 中，可以使用 SHOW INNODB STATUS 命令来查看最后一个死锁的信息。我们可以尝试用下这个命令获取

一些死锁信息，如下：

show engine innodb status\G



如上面的图片，就是 2.3 例子中的死锁情况，在最后显示回滚了事务 2，也就是对应实验中的 session2。

另外设置 innodb_print_all_deadlocks = on 可以在 err log 中记录全部死锁信息。

因此我们可以通过上面两种方式捕获死锁信息，从而进行优化。

5 总结

本节聊了死锁相关的内容。通过具体实验列举了几种出现死锁的情况：

不同线程并发访问同一张表的多行数据，未按顺序访问导致死锁；

不同线程并发访问多个表时，未按顺序访问导致死锁；

RR 隔离级别下，由于间隙锁导致死锁。

后面提供了几种降低死锁概率的方法。

由于死锁不能完全杜绝，因此，在最后提供了捕获死锁信息的方法，在工作中我们可以把死锁信息记录下来，如果

出现频率过高，就应该考虑去优化程序了。

6 问题

将 2.3 中的 SQL4 改为：

是否还是会有死锁？

首先在心里想出答案，然后通过实验（记得重新初始化数据）验证你的答案是否正确，欢迎在留言区讨论。

7 参考资料

insert into t18(a,b,c) values (2,4,4);



 17 间隙锁的意义 19 数据库忽然断电会丢数据吗？

《深入浅出 MySQL》第 2 版：20.3.9 关于死锁

《高性能 MySQL》第 3 版：1.3.2 死锁

《MySQL 技术内幕》第 2 版：6.7 死锁

}


	1 认识死锁
	2 为什么会产生死锁
	2.1 同一张表中
	2.2 不同表之间
	2.3 事务隔离级别

	3 如何降低死锁概率
	4 分析死锁的方法
	5 总结
	6 问题
	7 参考资料

