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33 加餐：答疑篇（二）

在第 16 节后面，我们增加了答疑篇（一），最近在新的几篇包括之前的文章中，发现也有同学在留言区讨论了一

些新问题，这里就选出几个，在本篇文章讨论一下。

1 第 17 节的问题

在第 17 节的课后问题，有几位同学参与了讨论，看到有些同学可能还不是很理解，这里来聊聊。

建表及初始化语句如下：

如果不想在世界上虚度一生，那就要学习一辈子。

——高尔基

use muke;

drop table if exists t17_1;

CREATE TABLE `t17_1` (
  `id` int(11) NOT NULL AUTO_INCREMENT,
  `a` int(11) NOT NULL,
  `b` int(11) NOT NULL,
  `c` int(11) NOT NULL,
  PRIMARY KEY (`id`),
  UNIQUE KEY `uniq_a` (`a`) USING BTREE,
  KEY `idx_c` (`c`)
) ENGINE=InnoDB  CHARSET=utf8mb4;

insert into t17_1(id,a,b,c) values (1,1,1,1),(3,4,2,5),(5,3,4,3),(7,7,7,7);

select * from t17_1;
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然后进行下面实验：

session1 session2 session3

set session
transaction_isolation=‘REPEATABLE-
READ’;/* 设置会话隔离级别为 RR*/

set session
transaction_isolation=‘REPEATABLE-
READ’;/* 设置会话隔离级别为 RR*/

set session
transaction_isolation=‘REPEATABLE-
READ’;/* 设置会话隔离级别为 RR*/

begin;

use muke;
select * from t17_1 where c=5 for update;
… 
1 row in set (0.00 sec)

insert into t17_1 values (2,2,2,2);/* sql1 */ insert into t17_1 values (6,6,6,6);/* sql2 */

commit;

在 session1 提交之前，sql1 和 sql2 是否能写入成功？原因是什么？

相信很多做过实验的同学都发现了，sql1 能写入成功，而 sql2 却会等待。什么原因呢？

我们来看下图：

结合第 17 节中:“RR 隔离级别下的非唯一索引查询” 的分析，我们知道：



[3,5] （分表代表 c 和 id 的值）前面的记录都不可能有间隙锁；

[3,5] 与 [5,3] 之间会有间隙锁；

[5,3] 与 [7,7] 之间会有间隙锁。

所以 ：

不需要等待。

会因为间隙锁而等待。

2 order by 使用了索引，在 key_len 中能体现出来吗？

这个问题是在第 13 节留言区有同学提出来的。

首先将建表语句复制过来：

语句为：

执行计划的结果如下：

可以看到实际 key_len 为 10，但是确实使用到联合索引 a、b、c 三个字段。原因是：key_len 只表示 where 中用

户条件过滤时被选中的索引列，不包含 order by、group by 这部分被选中的索引。

3 GTID 是什么？

GTID（global transaction id）是对于一个已提交事务的编号，并且是一个全局唯一的编号。同一个事务在同一节点

中出现多次的情况也不会再重现。GTID 实际上是由 UUID+TID 组成的。

insert into t17_1 values (2,2,2,2);/* sql1 */ 

insert into t17_1 values (6,6,6,6);/* sql2 */

use muke; /* 使用muke这个database */
drop table if exists t11; /* 如果表t11存在则删除表t11 */
CREATE TABLE `t11` ( /* 创建表t11 */
`id` int(11) NOT NULL AUTO_INCREMENT,
`a` int(20) DEFAULT NULL,
`b` int(20) DEFAULT NULL,
`c` int(20) DEFAULT NULL,
`d` datetime NOT NULL DEFAULT CURRENT_TIMESTAMP,
PRIMARY KEY (`id`),
KEY `idx_a_b_c` (`a`,`b`,`c`)
) ENGINE=InnoDB CHARSET=utf8mb4 ;

insert into t11(a,b,c) values (1,1,1),(1,2,2),(1,2,1),(2,2,2),(2,1,2),(2,3,3),(2,4,4),(3,3,3),(4,4,4),(5,5,5),(6,6,6),(7,7,7),(8,8,8),(1,2,3),(1,2,4); /* 写入一些数据 
*/

select * from t11 where a=1 and b = 2 order by c;
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 32 MySQL操作规范

SERVER_UUID 实际是一个 32 字节 +1 字节（/0）的字符串，SERVER_UUID 跟下面部分有关：

MySQL 启动时间；

线程 LWP 有关；

一个随机的内存地址有关。

TID 代表了该实例上已经提交的事务数量，并且随着事务提交单调递增。

GTID 详细信息可以参考官方文档： https://dev.mysql.com/doc/refman/5.7/en/replication-gtids.html 。

4 MyCAT 是否能实现分布式事务？

MyCAT 可以实现分布式事务（XA），但是可以理解为弱 XA 的事务，比如在提交阶段，若某个节点宕机，没有手

段让此事务在故障节点恢复后继续执行。

并且 MyCAT 手册上也说明：不建议一个事务中存在跨多个节点的 SQL 操作，这样锁定的资源更多，并发性会降

低很多。

5 总结

本节主要总结了关于专栏的一些新问题。当然，如果各位对于专栏任何一篇文章，或者其它 MySQL 相关知识点存

在疑问，欢迎各位在本节底部的留言区讨论。

}
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