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08 如何选择事件模块？

回顾

我们在上一篇文章中详细的介绍了 Linux中的事件模型，并且分析了每种模型的工作原理。

那么我们在工作当中要如何选择事件机制呢？本文会为你解开这个迷惑。

事件机制

虚心使人进步，骄傲使人落后。——毛泽东
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为了最大限度的提高服务器的性能，我们显然不能使用阻塞 I/O，因为这种效率实在是太太太低了……(大家用脚指

头都可以想通~)

那么是否可以使用非阻塞 I/O呢？这个可不会阻塞系统啊，

但是你想一下如果有几十万甚至上百万的连接同时和服务器进行连接的时候会是什么情形呢？

我们在程序里面要对每一个连接进行读写判断，这样的效率真的是无法让人接受啊

I/O多路复用

长话短说，Nginx选择使用 I/O多路复用机制来提升性能。

如果我问大家为什么Nginx的效率这么高？可能大家都会说出来如下的两个个：

Nginx使用了 epoll (只针对 Linux而言)

Nginx使用了事件机制

但是大家知道为什么吗？哈哈，容我一一道来……

epoll是 Linux系统上性能最高的基于事件机制的 I/O多路复用模式。 epoll的使用流程如下：

Linux在操作系统的内核中实现了 epoll机制，这是一种类似订阅-发布设计模式。我们把自己关心的事件通

过 epoll函数注册到内核中，当指定的事件发生的时候内核会调用我们注册的回调函数进行处理。

while (true) {
    int n1 = read(fd1);
    if (0 == n1 && EWOULDBLOCK == err){
        // fd1不可读
    }

    int n2 = read(fd2);
    if (0 == n2 && EWOULDBLOCK == err){
        // fd2不可读
    }
}
……

// 创建epoll句柄
int epoll_fd = epoll_create();
// 监听fd1的读事件
int rt1 = epoll_ctl(epoll_fd, fd1, READ);
// 监听fd2的写事件
int rt2 = epoll_ctl(epoll_fd, fd2, WRITE);
……
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那么 nginx是如何使用 epoll的呢？

nginx把事件分为了网络事件和磁盘事件，而网络事件包含了客户端建立连接，可读，可写，关闭连接事件。磁盘

事件包含了平时遇到的可读事件和可写事件。

然后Nginx把这些事件都注册到 epoll中，当相应的事件发生的时候， nginx就会自动调用我们注册的回调函数进行

事件的处理。

为什么 epoll高效

1、  epoll在 Linux内核中开辟了一个 cache缓冲区，使用红黑树结构，并且使用共享内核和应用层进行数据传递，

非常的高效。

2、  eopll只对活跃的连接感兴趣，即使同时有几百万的客户端和Nginx相连，同时活跃的连接数量也不会很高

（因为大多数的连接是处于不活跃状态的，这是客户端的一种特点），所以 epoll可以把所有事件处于 ready状态的

连接全部返回给用户，避免了用户自己轮训所有连接的过程。

总结

本文简单的分析了 epoll高效的原因，以及为什么Nginx选择 epoll作为事件处理机制。

这部分内容大家要了解一下，对于理解Nginx工作机制非常有用。
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