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在开发系统的时候，你可能经常需要计算一个表的行数，比如一个交易系统的所有变更记录

总数。这时候你可能会想，一条 select count(*) from t 语句不就解决了吗？

但是，你会发现随着系统中记录数越来越多，这条语句执行得也会越来越慢。然后你可能就

想了，MySQL 怎么这么笨啊，记个总数，每次要查的时候直接读出来，不就好了吗。

那么今天，我们就来聊聊 count(*) 语句到底是怎样实现的，以及 MySQL 为什么会这么实

现。然后，我会再和你说说，如果应用中有这种频繁变更并需要统计表行数的需求，业务设

计上可以怎么做。

count(*) 的实现方式
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你首先要明确的是，在不同的 MySQL 引擎中，count(*) 有不同的实现方式。

这里需要注意的是，我们在这篇文章里讨论的是没有过滤条件的 count(*)，如果加了

where 条件的话，MyISAM 表也是不能返回得这么快的。

在前面的文章中，我们一起分析了为什么要使用 InnoDB，因为不论是在事务支持、并发能

力还是在数据安全方面，InnoDB 都优于 MyISAM。我猜你的表也一定是用了 InnoDB 引

擎。这就是当你的记录数越来越多的时候，计算一个表的总行数会越来越慢的原因。

那为什么 InnoDB 不跟 MyISAM 一样，也把数字存起来呢？

这是因为即使是在同一个时刻的多个查询，由于多版本并发控制（MVCC）的原因，

InnoDB 表“应该返回多少行”也是不确定的。这里，我用一个算 count(*) 的例子来为你

解释一下。

假设表 t 中现在有 10000 条记录，我们设计了三个用户并行的会话。

我们假设从上到下是按照时间顺序执行的，同一行语句是在同一时刻执行的。

MyISAM 引擎把一个表的总行数存在了磁盘上，因此执行 count(*) 的时候会直接返回这

个数，效率很高；

而 InnoDB 引擎就麻烦了，它执行 count(*) 的时候，需要把数据一行一行地从引擎里面

读出来，然后累积计数。

会话 A 先启动事务并查询一次表的总行数；

会话 B 启动事务，插入一行后记录后，查询表的总行数；

会话 C 先启动一个单独的语句，插入一行记录后，查询表的总行数。



图 1 会话 A、B、C 的执行流程

你会看到，在最后一个时刻，三个会话 A、B、C 会同时查询表 t 的总行数，但拿到的结果

却不同。

这和 InnoDB 的事务设计有关系，可重复读是它默认的隔离级别，在代码上就是通过多版

本并发控制，也就是 MVCC 来实现的。每一行记录都要判断自己是否对这个会话可见，因

此对于 count(*) 请求来说，InnoDB 只好把数据一行一行地读出依次判断，可见的行才能

够用于计算“基于这个查询”的表的总行数。

当然，现在这个看上去笨笨的 MySQL，在执行 count(*) 操作的时候还是做了优化的。

你知道的，InnoDB 是索引组织表，主键索引树的叶子节点是数据，而普通索引树的叶子节

点是主键值。所以，普通索引树比主键索引树小很多。对于 count(*) 这样的操作，遍历哪

个索引树得到的结果逻辑上都是一样的。因此，MySQL 优化器会找到最小的那棵树来遍

历。在保证逻辑正确的前提下，尽量减少扫描的数据量，是数据库系统设计的通用法则之

一。

如果你用过 show table status 命令的话，就会发现这个命令的输出结果里面也有一个

TABLE_ROWS 用于显示这个表当前有多少行，这个命令执行挺快的，那这个

TABLE_ROWS 能代替 count(*) 吗？

备注：如果你对 MVCC 记忆模糊了，可以再回顾下第 3 篇文章《事务隔离：

为什么你改了我还看不见？》和第 8 篇文章《事务到底是隔离的还是不隔离

的？》中的相关内容。

https://time.geekbang.org/column/article/68963
https://time.geekbang.org/column/article/70562


你可能还记得在第 10 篇文章《 MySQL 为什么有时候会选错索引？》中我提到过，索引统

计的值是通过采样来估算的。实际上，TABLE_ROWS 就是从这个采样估算得来的，因此它

也很不准。有多不准呢，官方文档说误差可能达到 40% 到 50%。所以，show table

status 命令显示的行数也不能直接使用。

到这里我们小结一下：

那么，回到文章开头的问题，如果你现在有一个页面经常要显示交易系统的操作记录总数，

到底应该怎么办呢？答案是，我们只能自己计数。

接下来，我们讨论一下，看看自己计数有哪些方法，以及每种方法的优缺点有哪些。

这里，我先和你说一下这些方法的基本思路：你需要自己找一个地方，把操作记录表的行数

存起来。

用缓存系统保存计数

对于更新很频繁的库来说，你可能会第一时间想到，用缓存系统来支持。

你可以用一个 Redis 服务来保存这个表的总行数。这个表每被插入一行 Redis 计数就加

1，每被删除一行 Redis 计数就减 1。这种方式下，读和更新操作都很快，但你再想一下这

种方式存在什么问题吗？

没错，缓存系统可能会丢失更新。

Redis 的数据不能永久地留在内存里，所以你会找一个地方把这个值定期地持久化存储起

来。但即使这样，仍然可能丢失更新。试想如果刚刚在数据表中插入了一行，Redis 中保存

的值也加了 1，然后 Redis 异常重启了，重启后你要从存储 redis 数据的地方把这个值读回

来，而刚刚加 1 的这个计数操作却丢失了。

MyISAM 表虽然 count(*) 很快，但是不支持事务；

show table status 命令虽然返回很快，但是不准确；

InnoDB 表直接 count(*) 会遍历全表，虽然结果准确，但会导致性能问题。

https://time.geekbang.org/column/article/71173


当然了，这还是有解的。比如，Redis 异常重启以后，到数据库里面单独执行一次

count(*) 获取真实的行数，再把这个值写回到 Redis 里就可以了。异常重启毕竟不是经常

出现的情况，这一次全表扫描的成本，还是可以接受的。

但实际上，将计数保存在缓存系统中的方式，还不只是丢失更新的问题。即使 Redis 正常

工作，这个值还是逻辑上不精确的。

你可以设想一下有这么一个页面，要显示操作记录的总数，同时还要显示最近操作的 100

条记录。那么，这个页面的逻辑就需要先到 Redis 里面取出计数，再到数据表里面取数据

记录。

我们是这么定义不精确的：

1. 一种是，查到的 100 行结果里面有最新插入记录，而 Redis 的计数里还没加 1；

2. 另一种是，查到的 100 行结果里没有最新插入的记录，而 Redis 的计数里已经加了 1。

这两种情况，都是逻辑不一致的。

我们一起来看看这个时序图。

图 2 会话 A、B 执行时序图

图 2 中，会话 A 是一个插入交易记录的逻辑，往数据表里插入一行 R，然后 Redis 计数加

1；会话 B 就是查询页面显示时需要的数据。



在图 2 的这个时序里，在 T3 时刻会话 B 来查询的时候，会显示出新插入的 R 这个记录，

但是 Redis 的计数还没加 1。这时候，就会出现我们说的数据不一致。

你一定会说，这是因为我们执行新增记录逻辑时候，是先写数据表，再改 Redis 计数。而

读的时候是先读 Redis，再读数据表，这个顺序是相反的。那么，如果保持顺序一样的话，

是不是就没问题了？我们现在把会话 A 的更新顺序换一下，再看看执行结果。

图 3 调整顺序后，会话 A、B 的执行时序图

你会发现，这时候反过来了，会话 B 在 T3 时刻查询的时候，Redis 计数加了 1 了，但还

查不到新插入的 R 这一行，也是数据不一致的情况。

在并发系统里面，我们是无法精确控制不同线程的执行时刻的，因为存在图中的这种操作序

列，所以，我们说即使 Redis 正常工作，这个计数值还是逻辑上不精确的。

在数据库保存计数

根据上面的分析，用缓存系统保存计数有丢失数据和计数不精确的问题。那么，如果我们把

这个计数直接放到数据库里单独的一张计数表 C 中，又会怎么样呢？

首先，这解决了崩溃丢失的问题，InnoDB 是支持崩溃恢复不丢数据的。

备注：关于 InnoDB 的崩溃恢复，你可以再回顾一下第 2 篇文章《日志系

统：一条 SQL 更新语句是如何执行的？》中的相关内容。

https://time.geekbang.org/column/article/68633


然后，我们再看看能不能解决计数不精确的问题。

你会说，这不一样吗？无非就是把图 3 中对 Redis 的操作，改成了对计数表 C 的操作。只

要出现图 3 的这种执行序列，这个问题还是无解的吧？

这个问题还真不是无解的。

我们这篇文章要解决的问题，都是由于 InnoDB 要支持事务，从而导致 InnoDB 表不能把

count(*) 直接存起来，然后查询的时候直接返回形成的。

所谓以子之矛攻子之盾，现在我们就利用“事务”这个特性，把问题解决掉。

图 4 会话 A、B 的执行时序图

我们来看下现在的执行结果。虽然会话 B 的读操作仍然是在 T3 执行的，但是因为这时候更

新事务还没有提交，所以计数值加 1 这个操作对会话 B 还不可见。

因此，会话 B 看到的结果里， 查计数值和“最近 100 条记录”看到的结果，逻辑上就是一

致的。

不同的 count 用法



在前面文章的评论区，有同学留言问到：在 select count(?) from t 这样的查询语句里面，

count(*)、count(主键 id)、count(字段) 和 count(1) 等不同用法的性能，有哪些差别。今

天谈到了 count(*) 的性能问题，我就借此机会和你详细说明一下这几种用法的性能差别。

需要注意的是，下面的讨论还是基于 InnoDB 引擎的。

这里，首先你要弄清楚 count() 的语义。count() 是一个聚合函数，对于返回的结果集，一

行行地判断，如果 count 函数的参数不是 NULL，累计值就加 1，否则不加。最后返回累

计值。

所以，count(*)、count(主键 id) 和 count(1) 都表示返回满足条件的结果集的总行数；而

count(字段），则表示返回满足条件的数据行里面，参数“字段”不为 NULL 的总个数。

至于分析性能差别的时候，你可以记住这么几个原则：

1. server 层要什么就给什么；

2. InnoDB 只给必要的值；

3. 现在的优化器只优化了 count(*) 的语义为“取行数”，其他“显而易见”的优化并没有

做。

这是什么意思呢？接下来，我们就一个个地来看看。

对于 count(主键 id) 来说，InnoDB 引擎会遍历整张表，把每一行的 id 值都取出来，返回

给 server 层。server 层拿到 id 后，判断是不可能为空的，就按行累加。

对于 count(1) 来说，InnoDB 引擎遍历整张表，但不取值。server 层对于返回的每一行，

放一个数字“1”进去，判断是不可能为空的，按行累加。

单看这两个用法的差别的话，你能对比出来，count(1) 执行得要比 count(主键 id) 快。因

为从引擎返回 id 会涉及到解析数据行，以及拷贝字段值的操作。

对于 count(字段) 来说：

1. 如果这个“字段”是定义为 not null 的话，一行行地从记录里面读出这个字段，判断不

能为 null，按行累加；



2. 如果这个“字段”定义允许为 null，那么执行的时候，判断到有可能是 null，还要把值

取出来再判断一下，不是 null 才累加。

也就是前面的第一条原则，server 层要什么字段，InnoDB 就返回什么字段。

但是 count(*) 是例外，并不会把全部字段取出来，而是专门做了优化，不取值。count(*)

肯定不是 null，按行累加。

看到这里，你一定会说，优化器就不能自己判断一下吗，主键 id 肯定非空啊，为什么不能

按照 count(*) 来处理，多么简单的优化啊。

当然，MySQL 专门针对这个语句进行优化，也不是不可以。但是这种需要专门优化的情况

太多了，而且 MySQL 已经优化过 count(*) 了，你直接使用这种用法就可以了。

所以结论是：按照效率排序的话，count(字段)<count(主键 id)<count(1)≈count(*)，所

以我建议你，尽量使用 count(*)。

小结

今天，我和你聊了聊 MySQL 中获得表行数的两种方法。我们提到了在不同引擎中

count(*) 的实现方式是不一样的，也分析了用缓存系统来存储计数值存在的问题。

其实，把计数放在 Redis 里面，不能够保证计数和 MySQL 表里的数据精确一致的原因，

是这两个不同的存储构成的系统，不支持分布式事务，无法拿到精确一致的视图。而把计数

值也放在 MySQL 中，就解决了一致性视图的问题。

InnoDB 引擎支持事务，我们利用好事务的原子性和隔离性，就可以简化在业务开发时的逻

辑。这也是 InnoDB 引擎备受青睐的原因之一。

最后，又到了今天的思考题时间了。

在刚刚讨论的方案中，我们用了事务来确保计数准确。由于事务可以保证中间结果不被别的

事务读到，因此修改计数值和插入新记录的顺序是不影响逻辑结果的。但是，从并发系统性

能的角度考虑，你觉得在这个事务序列里，应该先插入操作记录，还是应该先更新计数表

呢？



你可以把你的思考和观点写在留言区里，我会在下一篇文章的末尾给出我的参考答案。感谢

你的收听，也欢迎你把这篇文章分享给更多的朋友一起阅读。

上期问题时间

上期我给你留的问题是，什么时候使用 alter table t engine=InnoDB 会让一个表占用的空

间反而变大。

在这篇文章的评论区里面，大家都提到了一个点，就是这个表，本身就已经没有空洞的了，

比如说刚刚做过一次重建表操作。

在 DDL 期间，如果刚好有外部的 DML 在执行，这期间可能会引入一些新的空洞。

@飞翔 提到了一个更深刻的机制，是我们在文章中没说的。在重建表的时候，InnoDB 不

会把整张表占满，每个页留了 1/16 给后续的更新用。也就是说，其实重建表之后不

是“最”紧凑的。

假如是这么一个过程：

1. 将表 t 重建一次；

2. 插入一部分数据，但是插入的这些数据，用掉了一部分的预留空间；

3. 这种情况下，再重建一次表 t，就可能会出现问题中的现象。

评论区留言点赞板：

@W_T 等同学提到了数据表本身紧凑的情况； 

@undifined 提了一个好问题， @帆帆帆帆帆帆帆帆 同学回答了这个问题； 

@陈飞 @郜 @wang chen wen 都提了很不错的问题，大家可以去看看。
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上一篇 13 | 为什么表数据删掉一半，表文件大小不变？

下一篇 15 | 答疑文章（一）：日志和索引相关问题

阿建 置顶

2018-12-14
 92

从并发系统性能的角度考虑，应该先插入操作记录，再更新计数表。 
 
知识点在《行锁功过：怎么减少行锁对性能的影响？》 
因为更新计数表涉及到行锁的竞争，先插入再更新能最大程度地减少了事务之间的锁等
待，提升了并发度。

展开

作者回复: 好几个同学说对，你第一个标明出处�

精选留言 (102)  写留言



倪大人 置顶

2018-12-15
 4

看到有同学说会话A是幻读，其实图一的会话B才是幻读吧？

作者回复: 这些都不叫幻读，幻读的意思是“用一个事务里面，后一个请求看到的比之前相同请求

看到的，多了记录出来”。 

改了不算 

 

大家关注一下这个问题。 

好问题 

发条橙子 ... 置顶

2018-12-15
 3

老师 ，我这边有几个问题 ： 
 
1. 看到老师回复评论说 count(id) 也是走普通索引 ，那是不是也算是优化了 ， 我以为
count(字段) 是走的聚集索引 。老师的意思是 count(字段) 是走二级索引，但是不一定是
数据最少的索引树的意思是么  …
展开

作者回复: 1. 如果有索引用到这个字段的话，比较大可能会用到这个索引，比主键索引小 

 

2. 索引字段就算是NULL，上面的id也不是的 

 

3. 进了Buffer pool 的原因吧 

 

4. 嗯，rc用得挺多的，但是原因可能只是因为“以前是这么用的”。 使用rc可能有问题，也可能

没问题。但是我觉得DBA不知道为什么这么选，这个是问题。 

 

rc本身的问题其实前面我们说过一些，比如不是一致性读。后面也会有文章说到。

果然如此 置顶

2018-12-14
 2

一、请问计数用这个MySQL+redis方案如何： 
1.开启事务（程序中的事务） 
2.MySQL插入数据 



3.原子更新redis计数 
4.如果redis更新成功提交事务，如果redis更新失败回滚事务。 …
展开

作者回复: 1. 好问题，不会还是没解决我们说的一致性问题。如果在3、4之间插入了 Session B的

逻辑呢 

 

2. 我估计就是启动事务（执行begin),结束时提交（执行commit)吧，没有了解过所有框架，不确

定哈

北天魔狼
2018-12-14

 14

老师说过：事务开启后，更新操作放到最后。较少锁等待时间的影响

三木子
2018-12-15

 7

一直以为带*查询效率是最差的，平时查询特意加了 count(ID) 查询。罪过啊。

作者回复: 😄 来得及来得及

某、人
2018-12-14

 7

老师我先问个本章之外的问题: 
1.rr模式下,一张表上没有主键和唯一键,有二级索引c.如果是一张大表,删除一条数据delete t
where c=1. 
在主库上利用二级索引,在根据虚拟的主键列回表删除还挺快.但是在备库上回放特别慢,而且
状态是system lock,是因为binlog event里没有包含虚拟主键列.导致在备库回放的时候,…
展开

作者回复: 1. 对，这个是个bug, 从库上会全表扫描。MariaDB 的版本有解决这个问题。生产上我

们最好不允许没有主键的表 

 

2. 按照你问的,gap锁没问题了。delete 被锁是因为行锁吧。从库重放就是因为走全表扫描按行锁

下来触发的 



 

3. 出现这个问题肯定是binlog设置了row格式。 

这样binlog里面有所有值。如果你有主键的话，就是主键查，没有的话…就是全表了

某、人
2018-12-16

 6

谈谈自己的理解,有不对之处还请老师指出: 
数据一致性问题目前来说主要分为三类 
1.主从不一致 
解决办法:半同步复制after_commit,after_sync,MGR(after_prepare)。但是都不能完成满
足完全实时一致,由于等待的ack点不同,相对来说一致性的强度是递增. …
展开

崔根禄
2018-12-14

 4

老师： 
1.count(*) 不取值， 
         InnoDB还做遍历表的操作吗，也不用给server层返回值吗？ 
2.count(1) 不取值， 
        但是要遍历表。原文中： …
展开

斜面镜子 ...
2018-12-14

 4

先插入操作纪录，再更新计数表，因为计数表相当于热点行，加锁时间需要考虑足够短！

菜鸡一只
2019-02-01

 3

count（id）和count（这段）都是要把每一行的该字段值取出来，然后判断是否为空，那
为什么count（id）的效率要高？

展开

作者回复: count(id)可能会选择最小的索引来遍历 

而count(字段)的话，如果字段上没有索引，就只能选主键索引



萧萧木叶
2018-12-26

 2

歪个楼请教个业务中遇到的问题： 
表结构如下： 
 CREATE TABLE `tablename` ( 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `uid` bigint(20) NOT NULL DEFAULT '0', …
展开

WL
2018-12-16

 2

把该讲内容总结为几个问题, 大家复习的时候可以先尝试回答这些问题检查自己的掌握程度: 
    1.  
count(*)的实现方式在MySAM引擎和InnoDB引擎的实现方式各是怎么样的? 为什么会有
这种不同? 
    2.  …
展开

Bin
2018-12-14

 2

答：先插入操作记录，再更新计数表。 
       在InnoDB事务中，行锁是在需要的时候才加上, 等到事务结束(commit)的时候才释
放。 
       案例中的更新操作很多时候都是更新同一个数据对象, 如果是先更新计数表，那么持有
的锁时间会更长.

展开

帆帆帆帆帆...
2018-12-14

 2

如果字段上有索引，且字段非空，count(字段)的效率就不是最差的了吧。

作者回复: 还是的。 

 

注意：count(id)也是可以使用普通索引的



po
2019-01-24

 1

老师你说Myisam引擎的总行数是写在磁盘上的，但是如果更新了数据，这个总行数的值是
会时事改变，还是他有什么其他的策略。

展开

作者回复: 实时改变

Zzz
2019-01-22

 1

老师，对于自增主键，批量插入是否会存在阻塞的情况？

作者回复: 为什么会呢？不会的

小动物很困
2019-01-22

 1

我记得有一个并发插入的方法,就是说计数表对同一个表开很多行,然后计数增加对这些数据
随机做加法,当做count操作的时候取sum,这样对行锁竞争会削弱.

展开

作者回复: 是的，咱们专栏07篇也有类似的介绍😆

Ruian
2018-12-28

 1

老师，我有一个问题请教下您。我的mysql数据库 有一张表project_des (850万数据)
count(1) 只要0.05s 和从表project（6500条数据）关联后需要15s 查看执行计划发现都走
索引了。不知道为啥这么慢？ 
查询语句 select count(1) from project_des a,project b where a.project_id=b.id 我换
exists 和in 也这么慢



展开

作者回复: 你这个是笛卡尔积肯定慢的…你的业务需求是啥，这个语句的业务意义是什么

不忘初心
2018-12-26

 1

对于 count(主键 id) ，server层拿到ID，判断ID是不可能为空的按行累加。这个地方，是
不是又点问题，既然是主键ID，是一定不会为空的，这个server层还需要判断不为空吗

作者回复: 嗯，代码就是这么写的 我也觉得可以优化一下… 不过现在就这样😓


