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专栏上一期，我谈了实施微服务需要避免踩的陷阱，简单提炼为：

针对这些问题，今天我们看看微服务最佳实践应该如何去做。我会分两期介绍这部分内容，

今天是微服务架构最佳实践的方法篇，下一期是基础设施篇。

服务粒度



微服务拆分过细，过分强调“small”。

微服务基础设施不健全，忽略了“automated”。

微服务并不轻量级，规模大了后，“lightweight”不再适应。



 下载APP 



针对微服务拆分过细导致的问题，我建议基于团队规模进行拆分，类似贝索斯在定义团队规

模时提出的“两个披萨”理论（每个团队的人数不能多到两张披萨都不够吃的地步），分享

一个我认为微服务拆分粒度的“三个火枪手”原则，即一个微服务三个人负责开发。当我们

在实施微服务架构时，根据团队规模来划分微服务数量，如果业务规继续发展，团队规模扩

大，我们再将已有的微服务进行拆分。例如，团队最初有 6 个人，那么可以划分为 2 个微

服务，随着业务的发展，业务功能越来越多，逻辑越来越复杂，团队扩展到 12 个人，那么

我们可以将已有的 2 个微服务进行拆分，变成 4 个微服务。

为什么是 3 个人，不是 4 个，也不是 2 个呢？

首先，从系统规模来讲，3 个人负责开发一个系统，系统的复杂度刚好达到每个人都能全面

理解整个系统，又能够进行分工的粒度；如果是 2 个人开发一个系统，系统的复杂度不

够，开发人员可能觉得无法体现自己的技术实力；如果是 4 个甚至更多人开发一个系统，

系统复杂度又会无法让开发人员对系统的细节都了解很深。

其次，从团队管理来说，3 个人可以形成一个稳定的备份，即使 1 个人休假或者调配到其

他系统，剩余 2 个人还可以支撑；如果是 2 个人，抽调 1 个后剩余的 1 个人压力很大；如

果是 1 个人，这就是单点了，团队没有备份，某些情况下是很危险的，假如这个人休假

了，系统出问题了怎么办？

最后，从技术提升的角度来讲，3 个人的技术小组既能够形成有效的讨论，又能够快速达成

一致意见；如果是 2 个人，可能会出现互相坚持自己的意见，或者 2 个人经验都不足导致

设计缺陷；如果是 1 个人，由于没有人跟他进行技术讨论，很可能陷入思维盲区导致重大

问题；如果是 4 个人或者更多，可能有的参与的人员并没有认真参与，只是完成任务而

已。

“三个火枪手”的原则主要应用于微服务设计和开发阶段，如果微服务经过一段时间发展后

已经比较稳定，处于维护期了，无须太多的开发，那么平均 1 个人维护 1 个微服务甚至几

个微服务都可以。当然考虑到人员备份问题，每个微服务最好都安排 2 个人维护，每个人

都可以维护多个微服务。

拆分方法

基于“三个火枪手”的理论，我们可以计算出拆分后合适的服务数量，但具体怎么拆也是有

技巧的，并不是快刀砍乱麻随便拆分成指定数量的微服务就可以了，也不是只能按照业务来



进行拆分，而是可以根据目的的不同灵活地选取不同的拆分方式。接下来我一一介绍常见的

拆分方式。

1. 基于业务逻辑拆分

这是最常见的一种拆分方式，将系统中的业务模块按照职责范围识别出来，每个单独的业务

模块拆分为一个独立的服务。

基于业务逻辑拆分虽然看起来很直观，但在实践过程中最常见的一个问题就是团队成员对

于“职责范围”的理解差异很大，经常会出现争论，难以达成一致意见。例如：假设我们做

一个电商系统，第一种方式是将服务划分为“商品”“交易”“用户”3 个服务，第二种方

式是划分为“商品”“订单”“支付”“发货”“买家”“卖家”6 个服务，哪种方式更合

理，是不是划分越细越正确？

导致这种困惑的主要根因在于从业务的角度来拆分的话，规模粗和规模细都没有问题，因为

拆分基础都是业务逻辑，要判断拆分粒度，不能从业务逻辑角度，而要根据前面介绍的“三

个火枪手”的原则，计算一下大概的服务数量范围，然后再确定合适的“职责范围”，否则

就可能出现划分过粗或者过细的情况，而且大部分情况下会出现过细的情况。

例如：如果团队规模是 10 个人支撑业务，按照“三个火枪手”规则计算，大约需要划分为

4 个服务，那么“登录、注册、用户信息管理”都可以划到“用户服务”职责范围内；如果

团队规模是 100 人支撑业务，服务数量可以达到 40 个，那么“用户登录“就是一个服务

了；如果团队规模达到 1000 人支撑业务，那“用户连接管理”可能就是一个独立的服务

了。

2. 基于可扩展拆分

将系统中的业务模块按照稳定性排序，将已经成熟和改动不大的服务拆分为稳定服务，将经

常变化和迭代的服务拆分为变动服务。稳定的服务粒度可以粗一些，即使逻辑上没有强关联

的服务，也可以放在同一个子系统中，例如将“日志服务”和“升级服务”放在同一个子系

统中；不稳定的服务粒度可以细一些，但也不要太细，始终记住要控制服务的总数量。

这样拆分主要是为了提升项目快速迭代的效率，避免在开发的时候，不小心影响了已有的成

熟功能导致线上问题。



3. 基于可靠性拆分

将系统中的业务模块按照优先级排序，将可靠性要求高的核心服务和可靠性要求低的非核心

服务拆分开来，然后重点保证核心服务的高可用。具体拆分的时候，核心服务可以是一个也

可以是多个，只要最终的服务数量满足“三个火枪手”的原则就可以。

这样拆分带来下面几个好处：

例如，日志上报一般都属于非核心服务，但是在某些场景下可能有大量的日志上报，如果系

统没有拆分，那么日志上报可能导致核心服务故障；拆分后即使日志上报有问题，也不会影

响核心服务。

核心服务的功能逻辑更加简单，存储的数据可能更少，用到的组件也会更少，设计高可用方

案大部分情况下要比不拆分简单很多。

将核心服务拆分出来后，核心服务占用的机器、带宽等资源比不拆分要少很多。因此，只针

对核心服务做高可用方案，机器、带宽等成本比不拆分要节省较多。

4. 基于性能拆分

基于性能拆分和基于可靠性拆分类似，将性能要求高或者性能压力大的模块拆分出来，避免

性能压力大的服务影响其他服务。常见的拆分方式和具体的性能瓶颈有关，可以拆分 Web

服务、数据库、缓存等。例如电商的抢购，性能压力最大的是入口的排队功能，可以将排队

功能独立为一个服务。

以上几种拆分方式不是多选一，而是可以根据实际情况自由排列组合，例如可以基于可靠性

拆分出服务 A，基于性能拆分出服务 B，基于可扩展拆分出 C/D/F 三个服务，加上原有的

服务 X，最后总共拆分出 6 个服务（A/B/C/D/F/X）。

避免非核心服务故障影响核心服务

核心服务高可用方案可以更简单

能够降低高可用成本



基础设施

大部分人主要关注的是微服务的“small”和“lightweight”特性，但实际上真正决定微服

务成败的，恰恰是那个被大部分人都忽略的“automated”。为何这样说呢？因为服务粒

度即使划分不合理，实际落地后如果团队遇到麻烦，自然会想到拆服务或者合服务；如

果“automated”相关的基础设施不健全，那微服务就是焦油坑，让研发、测试、运维陷

入我上一期讲的各种微服务陷阱中。

微服务基础设施如下图所示：

看到上面这张图，相信很多人都会倒吸一口凉气，说好的微服务的“轻量级”呢？都这么多

基础设施还好意思说自己是“轻量级”，感觉比 ESB 还要复杂啊？

确实如此，微服务并不是很多人认为的那样又简单又轻量级。要做好微服务，这些基础设施

都是必不可少的，否则微服务就会变成一个焦油坑，让业务和团队在里面不断挣扎且无法自

拔。因此也可以说，微服务并没有减少复杂度，而只是将复杂度从 ESB 转移到了基础设

施。你可以看到，“服务发现”“服务路由”等其实都是 ESB 的功能，只是在微服务中剥

离出来成了独立的基础系统。

虽然建设完善的微服务基础设施是一项庞大的工程，但也不用太过灰心，认为自己团队小或

者公司规模不大就不能实施微服务了。第一个原因是已经有开源的微服务基础设施全家桶

了，例如大名鼎鼎的 Spring Cloud 项目，涵盖了服务发现、服务路由、网关、配置中心等



功能；第二个原因是如果微服务的数量并不是很多的话，并不是每个基础设施都是必须的。

通常情况下，我建议按照下面优先级来搭建基础设施：

1. 服务发现、服务路由、服务容错：这是最基本的微服务基础设施。

2. 接口框架、API 网关：主要是为了提升开发效率，接口框架是提升内部服务的开发效

率，API 网关是为了提升与外部服务对接的效率。

3. 自动化部署、自动化测试、配置中心：主要是为了提升测试和运维效率。

4. 服务监控、服务跟踪、服务安全：主要是为了进一步提升运维效率。

以上 3 和 4 两类基础设施，其重要性会随着微服务节点数量增加而越来越重要，但在微服

务节点数量较少的时候，可以通过人工的方式支撑，虽然效率不高，但也基本能够顶住。

小结

今天我为你讲了微服务架构实践中的三个关键点：如何把握拆分粒度、按照什么维度进行拆

分、需要什么基础设施支撑，希望对你有所帮助。

这就是今天的全部内容，留一道思考题给你吧，参考文章中提到的方法，思考一下你所在的

业务微服务架构是否还有可以改进和提升的空间？

欢迎你把答案写到留言区，和我一起讨论。相信经过深度思考的回答，也会让你对知识的理

解更加深刻。（编辑乱入：精彩的留言有机会获得丰厚福利哦！）
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云学
2018-07-17

 37

这篇很实用，谢谢分享

展开

作者回复: 仅此一家，别无分店，都是我自己思考出来的😄

herist
2018-07-18

 8

感谢老师对微服务解读，有3个问题：目前公司有个在线交易系统，大概几百个表的单体服

精选留言 (39)  写留言



务项目，其他业务前端都远程调用这个项目，现在想做微服务的改造。 
 
1、实施微服务按业务职责划分后，是否对应模块的数据库也必须要独立？ 
 …
展开

作者回复: 1. 需要，微服务需要独立部署独立运行，数据库不拆分做不到这点 

2. 参考专栏前面分库分表内容 

3. 开发环境也可以搭建微服务，我们是三套环境：开发，测试，线上

lzh
2018-07-18

 5

三个火枪手分前后端吗？

展开

作者回复: 一般指后端人员，前端人员是多服务公用的，如果用node之类的系统，本身可以算一

个独立的微服务

王刚
2018-07-18

 4

听了老师的课对我自己有很大帮助，最近我们公司也在研究微服务～总感觉是一头雾水～
希望老师多讲解一下关于微服务经常会涉及到的精髓！

展开

作者回复: 本篇就是精髓😄😄

Ivan
2018-07-17

 4

使用dubbo体系，开发微服务。那么一个微服务是指一个部署单元(jar or war)还是指一个
暴露的接口？我的答案是部署单元。请老师帮忙解惑，谢谢！

展开

作者回复: 一个可以独立部署和运行的子系统



TT
2018-08-17

 3

我觉着我们现在的微服务架构刚好，我们是四个人负责集成公司的规则引擎，引擎那边有
规则的编译器和执行器，对应的服务就划分为 规则编辑 和规则执行这两个部分，基本是两
人负责一个服务

小思绪
2018-10-05

 2

请问“接口框架”是指什么？有无成熟产品可以借鉴，它的作用是什么？API网关是指通用
网关，比如支付宝开放平台网关，还是业务网关呢？我理解的业务网关的职责应该包括协
议转换（比如外网的HTTP转内部Dubbo）和业务逻辑。

展开

作者回复: 下一课就讲了

森林
2018-09-20

 2

这里有个先有鸡还是现有蛋的问题。究竟是先根据人数量决定服务数量，还是根据服务数
量决定人的数量。就像文章里提到的，很多时候需要根据各种需求场景拆分服务，当生产
确切不拆分就会导致问题时，应该反向以服务数量评估要扩招的人

展开

作者回复: 招人的第一标准是业务有没有发展😄

return
2018-07-21

 2

三个火枪手， 很犀利。

展开

作者回复: 很形象，向大仲马和贝索斯借用了一些创意



小思绪
2018-09-30

 1

请问api网关的职责是什么？只负责协议转码参数校验，不包含业务逻辑吗？另外，有没有
线下沟通的微信群呢？

展开

作者回复: 不包含业务逻辑，只负责编解码，路由，安全这些功能。 

暂时没有线下微信交流群

laolinshi
2018-09-17

 1

看评论中的那些问题真是受益良多。

展开

作者回复: 自古评论出人才😄

孙振超
2018-09-15

 1

咨询老师一个问题：在服务切分的时候会存两个系统间数据发生交集的情况，比如一个是
设备系统，另一个是用户系统，用户的各项操作必然发生在设备上，这样就会存在设备和
用户的各种关系和操作记录，像这样的数据设备系统和用户系统都希望以自己为准，而后
对外提供相应的服务。如果是数据存储两份，设备系统存储设备和用户的关系，用户系统
存储用户和设备的关系，那么在数据一致性和调用链路上就会变得复杂；如果只存储一…
展开

作者回复: 其实你这句话已经包含了答案“用户操作必然发生在设备上”，这就是说设备是基础数

据，用户和设备对应关系应该是用户系统管理的。 

 

还有一种判断标准是设备数据还可以给其它业务用，如果设备系统存储用户和设备对应关系，这

个数据不是通用的，违背了设备系统的职责



yason li
2018-07-18

 1

感觉应该还可以按照领域模型中数据一致性的维度来拆分。比如对实时一致性要求比较高
的业务，尽量避免散落在太多服务中，增加分布式事务管理的复杂度。还有，感觉现在各
种服务治理的架构其实还是造名词多一些，本质上都应该算是SOA思想的延伸或者变形。
比如现在很火的Service Mesh本质上就是借鉴了通信领域的控制面数据面分离思想做出的
去中心化的ESB。

展开

作者回复: 1. 这也是一种思路 

2. 微服务基础设施做完，复杂度和ESB类似

LB
2018-07-18

 1

我所在工作单位系统基本都是外部采购，大概有100多个，开发、测试人员大部分是各个公
司的外包人员，开发和运维部门又相对比较独立。请问实施微服务是否是一个明智的选
择？代价会有多大？领导觉得SOA的ESB太重，又没有使用。希望华仔帮忙给些架构方面
的建议，谢谢。

展开

作者回复: 采用微服务不明智，你们这种是典型的SOA应用场景，因为基本都是采购的

大碗
2018-07-17

 1

服务拆封的粒度不能过小，对应来说看服务的接口数，如果只有一个controller的划分，从
业务的角度来说应该是太细了~可以放多几个类似规模的一起在这个服务

展开

空档滑行
2018-07-17

 1

这里面服务容错是比较容易被忽视的，见过太多的开发问，服务好好的怎么会出错呢？我
做开发2,3年了也没见过数据库数据损坏。 
关于api网关请教下，什么时候应该考虑加网关层，以微服务数量来评估吗？ 



还有现在讨论的比较多的service mesh，单独把通信层解耦出来，感觉对于一般的中型互
联网公司也没有必要吧

展开

作者回复: 1. 网关的场景和设计关键点下一章节会讲 

2. service mesh目前并不算成熟，中小公司没有必要用

赵武艺
2018-07-17

 1

看来小企业还是不太适合微服务架构，尤其是开发人员少的？

作者回复: 是的，等业务发展，人员规模大了再重构，90%以上的新业务还没发展就挂掉了😂😂

wind2017
2018-07-17

 1

老师，目前Spring Cloud哪个版本更稳定些？

展开

作者回复: 通常用GA版本就可以

张飞洪
2019-05-13



服务粒度控制有内在的划分方法，如果加入团队人数去指导划分会不会出现自相矛盾。比
如按照业务、可扩展来划分的话有5个服务。但是人只有9个人，是不是要把原来的5个服务
压缩成3个？

作者回复: 按照业务可以分的很细，不一定是5个

花花大脸猫
2019-04-18





我们现在的微服务是基于业务进行拆分的，基本是一个人对接3-4个微服务项目，当时拆的
时候根本没有考虑人员的实际情况，目前的微服务已经开始有烂的迹象了（三个火枪手的
原则现在来看确实是太形象生动）！看了下老师这篇文章，感觉现在要么是招人（人月神
话中添加人手指不定是好是坏），要么是需要对服务进行整理合并，另外基础设施目前只
接入了1和2两个。请问老师现在这种情况您这边有什么好的建议么？

展开

作者回复: 合并微服务是最有效的


