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在编程的路上，我们总会碰到历史系统，接手遗留代码，然后就会忍不住抱怨，那我们是在

抱怨什么呢？是债务，技术债务。以前说过，代码既是资产也是债务，而历史系统的遗留代

码往往是大量技术债务的爆发地。

然而，技术债务到底是如何产生的？它是我们有意还是无意的选择？这里就先从技术债务的

认知开始谈起吧。

认知

技术债务，最早源自沃德·坎宁安（Ward Cunningham） 1992 年在一次报告上创造的源

自金融债务的比喻，它指的是在程序设计与开发过程中，有意或无意做出的错误或不理想的

技术决策，由此带来的后果，逐步累积，就像债务一样。
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当作为程序员的我们采用了一个非最优或不理想的技术方案时，就已经引入了技术债务。而

这个决定，可能是有意的，也可能是无意的。有意产生的债务，一般是根据实际项目情况，

如资源与期限，做出的妥协。

而无意产生的债务，要么是因为程序员经验的缺乏引入的，要么是程序员所处的环境并没有

鼓励其去关注技术债务，只是不断地生产完成需求的代码。但只要程序员在不断地生产代

码，那他们就是在同时创造资产与债务。债务如果持续上升，软件在技术上的风险就不断增

加，最后慢慢走向技术破产。

以前看过另一位程序员写的一篇文章，名字就叫《老码农看到的技术债务》，印象还是比较

深刻的。文中把技术债务分成了好几类，我记得的大概有如下：

战略债务，是为了战略利益故意为之，并长期存在。我理解就是在公司或业务高速发展的阶

段，主动放弃了一些技术上的完备与完美性，而保持快速的迭代与试错性。在这个阶段，公

司的战略利益是业务的抢占，所以此阶段的公司都有一些类似的口号，比如：先完成，再完

美；优雅的接口，糟糕的实现。

这类债务的特点是，负债时间长，但利息不算高且稳定，只要保持长期 “付息”，不还本

金也能维持下去。

战术债务，一般是为了应对短期紧急情况采取的折衷办法。这种债务的特点就是高息，其实

说高利贷也不为过。

这类债务，一直以来经常碰到。比如，曾经做电信项目时，系统处理工单，主流程上有缺

陷，对某一类工单处理会卡住。这时又不太方便停机更新程序，于是就基于系统的动态脚本

能力去写了个脚本临时处理这类工单，可以应对当时业务经营的连续性，但缺陷是资源开销

大，当超过一定量时 CPU 就会跑满了。这样的技术方案就属于战术债务的应用。为避

免“夜长梦多”，当天半夜的业务低谷，我就重新修复上线了新程序，归还了这笔短期临时

债务。
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疏忽债务，这类债务一般都是无意识的。从某种意义上来说，这就是程序员的成长性债务，

随着知识、技能与经验的积累，这类债务会逐步减少。另一方面，如果我们主动创造一个关

注技术债务的环境，这类债务就会被有意识地还掉。

从上面的分类可以看出，战略和战术债务都是我们有意识的选择，而疏忽债务正如其名，是

无意识的。但不论技术债务是有意的还是无意的，我们都需要有意识地管理它们。

管理

对于技术债务，开发团队中的不同角色关注的债务分类与形态也不太一样。

比如架构师关注的更多是战略债务，保持系统能够健康长期演进的债务平衡。作为架构师，

就像 CFO，需要长期持续地关注系统的资产负债表。战略债务可能更多体现为架构、设计

与交互方面的形态。而具体某个功能实现层面的代码债务，则更多落在相关开发工程师的关

注范围内。测试工程师，会关注质量方面的债务，而一到交接时，各种文档债务就冒出来

了。

那对于一个软件系统，我们如何知道技术债务已经积累到了需要去警示并着手计划进行还债

的阶段了呢？一般来说，我们直觉都是知道的。

举个例子来说明下，好几年前团队接手继续开发并维护一个系统，系统的业务一开始发展很

快，不停地添加功能，每周都要上好几次线。一年后，还是每周都要上好几次线，但每次上

线的时间越来越长，回归测试的工作量越来越大。再后来，系统迎来了更多的新业务，我们

不得不复制了整个系统的代码，修改，再重新部署，以免影响现有线上系统的正常运行…

到了这样的状况，每个人都知道，债务在报警了，债主找上门了。一次重大的还债行动计划

开始了，由于还债的名声不太好听，所以我们喜欢叫：架构升级。架构升级除了还债，还是

为未来铺路。当然，前提是要有未来。如果未来还能迎来更大的业务爆发增长，架构升级就

是为了在那时能消化更多的长短期债务。

管理债务的目标就是识别出债务，并明了不同类型的债务应该在何时归还，不要让债务持续

累积并导致技术破产。一般来说，只要感觉到团队生产力下降，很可能就是因为有技术债的

影响。这时，我们就需要识别出隐藏的债务，评估其 “利率” 并判断是否需要还上这笔

债，以及何时还。



有时，我们会为债务感到焦虑，期望通过一次大规模重构或架构升级还掉所有的债务，从此

无债一身轻。其实，这是理想状态，长期负债才是现实状态。

清偿

在产品突进，四处攻城略地时，还需要配合周期性地还债，保持债务平衡，才能保证系统整

体健康稳步地发展。

首先，我们认识并理解了技术债务，识别出了系统中的各种债务，并搞清楚了每种债务的类

型和利率，这时就需要确定合理的清偿还债方式了。

对于战略债务，长期来说都是持续付利。就像现实中一些大企业从银行借钱经营发展，每年

按期付息，但基本不还本金；等公司快速发展到了一定阶段，基本进入成熟期后，市场大局

已定，再主动降低负债风险和经营成本。

创业公司从小到大的发展过程中，业务在高速增长，系统服务的实现即使没那么优化，但只

要能通过加机器扩展，就暂时没必要去归还实现层面的负债。无非是早期多浪费点机器资

源，等业务到了一定规模、进入平稳期后，再一次性清偿掉这笔实现负债，降低运营成本。

这就是技术上的战略债务，业务高速发展期保持付息，稳定期后一次性归还。

战术债务，因为利息很高，所以一般都是快借快还。而疏忽债务，需要坚持成长性归还策

略，一旦发现过去的自己写下了愚蠢的代码，就需要主动积极地确认并及时优化，清偿这笔

代码实现债务。

其次，还债时，我们主要考虑债务的大小和还债的时机，在不同的时间还债，也许研发成本

相差不大，但机会成本相差很大，这一点前面分析战略债务时已有提及。而按不同债务的大

小，又可以分为大债务和小债务。一般，我把需要以周或月为单位计算的债务算作大债务，

而只需一个程序员两三天时间内归还的债务算作小债务，所以这不是一个精确的定义。

小债务的归还，基本都属于日常的重构活动，局限在局部区域，如：模块、子服务的实现层

面。而大债务的归还，比如：架构升级，就需要仔细地考虑和分析机会成本与潜在收益，所

以大债务归还要分三步走：

1. 规划：代表愿景，分析哪些债务需要在什么时间还，机会成本的损失与预期收益是多

少。



2. 计划：代表路径，细致的债务分期偿还迭代计划。

3. 跟踪：代表过程，真正上路了，确认债务的偿还质量与到位情况。

如今微服务架构的流行，基本把小债务锁定在了一个或几个微服务体内。即使债务累积导致

一两个微服务技术破产，这时的还债方式无非就是完全重写一个，在微服务拆分合理的情况

下，一个服务的重写成本是完全可预期和可控的。

除了技术债务的管理与清偿，我们还需关注技术债务与作为程序员的我们之间的信用关系，

因为毕竟债务也是我们生产出来的。

信用

生产并拥有技术债务的程序员，并不代表其信用就差。

现实生活中，债务依附于借债的主体方，比如金融债务依附于个体或组织，但如果个体死亡

或组织破产了，债务就失去了依附体，自然也就消失了。而技术债务的依附体，并不是程序

员，而是程序构造的产品或系统，所以当产品或系统的生命周期结束时，相应的技术债务也

会消失。

因而，此种情况下，程序员是有充足的理由不还技术债的，这是技术决策的一种，并不会降

低程序员的信用。

任何一个程序系统或其一部分都会与某一个程序员建立关联，如果这个程序员此时就负责这

部分系统，那么他在此基础上继续创造代码时，既增加了资产也可能引入了新的债务。这时

他的一个重要职责就是，维持好资产与债务的平衡关系。如果在此期间，系统的债务失衡导

致技术破产，需要被迫大规模重构或重写时，那么这个程序员的信用必将受到关联伤害。

所以，程序员的信用，更多体现在面对技术债务的态度和能力——有意识地引入债务，并

有计划地归还债务；无意识地引入债务，发现之后，有意识地归还。

再有代码洁癖的人也没法写出无债务的代码，而无债务的系统也不存在。面对负债高的系

统，我们不必过于焦虑，高负债的系统往往活力还比较强。作为程序员的我们，应把技术债

务当作一门工具，而不是一种负担，那么可能就又获得了新的技能，得到了成长。

总之，面对债务，做一个有信用的程序员；将其当作工具，做一个有魄力的技术决策者。



最后，你也可以聊聊你对技术债务的态度和看法，欢迎留言一起讨论。
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为了加载数据更快，前人在provider进程当中实现了一个内存数据库，随着业务的增长，
内存数据库越来越复杂，还出现了数据丢失和不一致的情况，这个债务已经还不起了
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知道引入了哪些债务，多少债务，何时偿还是关键，更多情况下往往是债务危机爆发时才
发觉。
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现在项目组正在重构我们的核心项目，系统使用每天，不过业务运营比较费劲，特别是特
殊时期时，重复操作重复验证工作比较多，我们重构后，希望能够减轻一些运营成本。
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作者回复: 大规模重构一定要提前评估计划，期间的实施成本压力也很大的
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常常因为工期和变更的原因引入债务。 
如果决策的人能明白这些债务的存在和代价，那真的要谢天谢地了^_^ 
 
遇到的客户，那些不太懂软件的，反而觉得软件改起来简单，举起例子来一套一套
的。。。
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