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今天我们将进入专栏最后一个模块，我会和你聊聊下一代微服务架构 Service Mesh。说到

Service Mesh，在如今的微服务领域可谓是无人不知、无人不晓，被很多人定义为下一代

的微服务架构。那么究竟什么是 Service Mesh？Service Mesh 是如何实现的？今天我就

来给你解答这些疑问。

什么是 Service Mesh？

Service Mesh 的概念最早是由 Buoyant 公司的 CEO William Morgan 在一篇文章里提

出，他给出的服务网格的定义是：



A service mesh is a dedicated infrastructure layer for handling service-

to-service communication. It’s responsible for the reliable delivery of
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专栏里我就不解释教条的定义了，感兴趣的话你可以点击链接阅读原文，这里我来谈谈我对

Service Mesh 的理解。我认为是 Service Mesh 是一种新型的用于处理服务与服务之间通

信的技术，尤其适用以云原生应用形式部署的服务，能够保证服务与服务之间调用的可靠

性。在实际部署时，Service Mesh 通常以轻量级的网络代理的方式跟应用的代码部署在一

起，从而以应用无感知的方式实现服务治理。

从我的理解来看，Service Mesh 以轻量级的网络代理的方式与应用的代码部署在一起，用

于保证服务与服务之间调用的可靠性，这与传统的微服务架构有着本质的区别，在我看来这

么做主要是出于两个原因。

1. 跨语言服务调用的需要。在大多数公司内通常都存在多个业务团队，每个团队业务所采

用的开发语言一般都不相同，以微博的业务为例，移动服务端的业务主要采用的是 PHP 语

言开发，API 平台的业务主要采用的是 Java 语言开发，移动服务端调用 API 平台使用的是

HTTP 请求，如果要进行服务化，改成 RPC 调用，就需要一种既支持 PHP 语言又支持支持

Java 语言的的服务化框架。在专栏第 14 期我给你讲解了几种开源的服务化框架，它们要

么与特定的语言绑定，比如 Dubbo 和 Spring Cloud 只支持 Java 语言，要么是跟语言无

关，比如 gRPC 和 Thrift，得定义个 IDL 文件，然后根据这个 IDL 文件生成客户端和服务

端各自语言的 SDK，并且服务框架的功能比如超时重试、负载均衡、服务发现等，都需要

在各个语言的 SDK 中实现一遍，开发成本很高。

2. 云原生应用服务治理的需要。在专栏前面，我给你讲解了微服务越来越多开始容器化，

并使用 Kubernetes 类似的容器平台对服务进行管理，逐步朝云原生应用的方向进化。而

传统的服务治理要求在业务代码里集成服务框架的 SDK，这显然与云原生应用的理念相

悖，因此迫切需要一种对业务代码无侵入的适合云原生应用的服务治理方式。

在这种背景下，Buoyant 公司开发的第一代 Service Mesh 产品Linkerd应运而生。从下图

中你可以看到，服务 A 要调用服务 B，经过 Linkerd 来代理转发，服务 A 和服务 B 的业务

代码不需要关心服务框架功能的实现。为此 Linkerd 需要具备负载均衡、熔断、超时重

requests through the complex topology of services that comprise a

modern, cloud native application. In practice, the service mesh is

typically implemented as an array of lightweight network proxies that

are deployed alongside application code, without the application

needing to be aware.

https://linkerd.io/
https://linkerd.io/


试、监控统计以及服务路由等功能。这样的话，对于跨语言服务调用来说，即使服务消费者

和服务提供者采用的语言不同，也不需要集成各自语言的 SDK。

 

（图片来源：https://linkerd.io/images/what_it_does@2x.png）

而对于云原生应用来说，可以在每个服务部署的实例上，都同等的部署一个 Linkerd 实

例。比如下面这张图，服务 A 要想调用服务 B，首先调用本地的 Linkerd 实例，经过本地

的 Linked 实例转发给服务 B 所在节点上的 Linkerd 实例，最后再由服务 B 本地的

Linkerd 实例把请求转发给服务 B。这样的话，所有的服务调用都得经过 Linkerd 进行代理

转发，所有的 Linkerd 组合起来就像一个网格一样，这也是为什么我们把这项技术称为

Service Mesh，也就是“服务网格”的原因。
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（图片来源：https://buoyant.io/wp-content/uploads/2017/04/linkerd-service-

mesh-diagram-1024x587.png）

Service Mesh 的实现原理

根据我的理解，Service Mesh 实现的关键就在于两点：一个是上面提到的轻量级的网络代

理也叫 SideCar，它的作用就是转发服务之间的调用；一个是基于 SideCar 的服务治理也

被叫作 Control Plane，它的作用是向 SideCar 发送各种指令，以完成各种服务治理功

能。下面我就来详细讲解这两点是如何实现的。

1.SideCar

我们首先来看一下，在传统的微服务架构下服务调用的原理。你可以看下面这张图，服务消

费者这边除了自身的业务逻辑实现外，还需要集成部分服务框架的逻辑，比如服务发现、负

载均衡、熔断降级、封装调用等，而服务提供者这边除了实现服务的业务逻辑外，也要集成

部分服务框架的逻辑，比如线程池、限流降级、服务注册等。

https://buoyant.io/wp-content/uploads/2017/04/linkerd-service-mesh-diagram-1024x587.png


而在 Service Mesh 架构中，服务框架的功能都集中实现在 SideCar 里，并在每一个服务

消费者和服务提供者的本地都部署一个 SideCar，服务消费者和服务提供者只管自己的业务

实现，服务消费者向本地的 SideCar 发起请求，本地的 SideCar 根据请求的路径向注册中

心查询，得到服务提供者的可用节点列表后，再根据负载均衡策略选择一个服务提供者节

点，并向这个节点上的 SideCar 转发请求，服务提供者节点上的 SideCar 完成流量统计、

限流等功能后，再把请求转发给本地部署的服务提供者进程，从而完成一次服务请求。整个

流程你可以参考下面这张图。



我们可以把服务消费者节点上的 SideCar 叫作正向代理，服务提供者节点上的 SideCar 叫

作反向代理，那么 Service Mesh 架构的关键点就在于服务消费者发出的请求如何通过正向

代理转发以及服务提供者收到的请求如何通过反向代理转发。从我的经验来看，主要有两种

实现方案。

基于 iptables 的网络拦截。这种方案请见下图，节点 A 上服务消费者发出的 TCP 请求

都会被拦截，然后发送给正向代理监听的端口 15001，正向代理处理完成后再把请求转

发到节点 B 的端口 9080。节点 B 端口 9080 上的所有请求都会被拦截发送给反向代理

监听的端口 15001，反向代理处理完后再转发给本机上服务提供者监听的端口 9080。
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可见，这两种方案最大的不同之处在于，一个是通过 iptables 网络拦截实现代理转发的，

一个是靠直接把请求发送给代理来转发的。基于 iptables 网络拦截的方式，理论上会有一

定的性能损耗，但它的优点是从网络层实现调用拦截，能做到完全的业务无感知，所以适合

云原生应用。而直接把请求发送给代理的方式，要求代理层加入业务逻辑，才能把请求转发

给对应的服务提供者监听的端口。

2.Control Plane

既然 SideCar 能实现服务之间的调用拦截功能，那么服务之间的所有流量都可以通过

SideCar 来转发，这样的话所有的 SideCar 就组成了一个服务网格，再通过一个统一的地

方与各个 SideCar 交互，就能控制网格中流量的运转了，这个统一的地方就在 Sevice

Mesh 中就被称为 Control Plane。如下图所示，Control Plane 的主要作用包括以下几个

方面：

采用协议转换的方式。这种方案请见下图，节点 A 上的服务消费者请求直接发给正向代

理监听的端口 15001，正向代理处理完成后，再把请求转发到节点 B 上反向代理监听的

端口 15001，反向代理处理完成后再发送给本机上的服务提供者监听的端口 9080。

服务发现。服务提供者会通过 SideCar 注册到 Control Plane 的注册中心，这样的话服

务消费者把请求发送给 SideCar 后，SideCar 就会查询 Control Plane 的注册中心来获

取服务提供者节点列表。

负载均衡。SideCar 从 Control Plane 获取到服务提供者节点列表信息后，就需要按照

一定的负载均衡算法从可用的节点列表中选取一个节点发起调用，可以通过 Control

Plane 动态修改 SideCar 中的负载均衡配置。



总结

今天我给你讲解了什么是 Service Mesh，以及 Service Mesh 的实现原理。简单来说，

Service Mesh 思想的孕育而生，一方面出于各大公司微服务技术的普及，增加了对跨语言

服务调用的需求；另一方面得益于微服务容器化后，采用 Kubernetes 等云平台部署的云

原生应用越来越多，服务治理的需求也越来越强烈。Service Mesh 通过 SideCar 代理转发

请求，把服务框架的相关实现全部集中到 SideCar 中，并通过 Control Plane 控制

请求路由。SideCar 从 Control Plane 获取的服务提供者节点列表，也可以通过 Control

Plane 来动态改变，比如需要进行 A/B 测试、灰度发布或者流量切换时，就可以动态地

改变请求路由。

故障处理。服务之间的调用如果出现故障，就需要加以控制，通常的手段有超时重试、熔

断等，这些都可以在 SideCar 转发请求时，通过 Control Plane 动态配置。

安全认证。可以通过 Control Plane 控制一个服务可以被谁访问，以及访问哪些信息。

监控上报。所有 SideCar 转发的请求信息，都会发送到 Control Plane，再由 Control

Plane 发送给监控系统，比如 Prometheus 等。

日志记录。所有 SideCar 转发的日志信息，也会发送到 Control Plane，再由 Control

Plane 发送给日志系统，比如 Stackdriver 等。

配额控制。可以在 Control Plane 里给服务的每个调用方配置最大调用次数，在

SideCar 转发请求给某个服务时，会审计调用是否超出服务对应的次数限制。



SideCar 来实现服务治理的各种功能，这种业务与框架功能解耦的思想恰好能够解决上面两

个问题。

Service Mesh 在诞生不到两年的时间里取得令人瞩目的发展，在国内外都涌现出一批具有

代表性的新产品，最著名的莫过于 Google、IBM 领导的 Istio，也是 Service Mesh 技术

的代表之作，我会在下一期给你详细讲解。而国内在这一方面也不遑多让，秉承了 Service

Mesh 的思想也走出了各自的实践之路，并且已经开始在线上的核心业务中大规模使用，比

如微博的 Weibo Mesh、华为公有云 Service Mesh 以及蚂蚁金服的 SOFA Mesh 等。

思考题

Service Mesh 中 SideCar 的部署模式是在每个服务节点的本地，都同等部署一个 SideCar

实例，为什么不使用集中式的部署模式，让多个服务节点访问一个 SideCar 实例？

欢迎你在留言区写下自己的思考，与我一起讨论。
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oddrock
2018-11-06

 3

集中式的方式就类似esb模式了，缺点就是： 
1、本地调用变成了远程调用，开销变大。 
2、无法采用iptables这样的拦截技术实现对服务的透明无感知的调用和转发。 
3、集中后可能存在网络和性能瓶颈。 
 …
展开

作者回复: 确实，对一些规模较小的服务调用可以尝试，这时候有点类似nginx和slb的角色

Cain
2019-03-11

 1

一个sidecar有单点故障问题。那一个cp还是有单点故障问题啊？这个作者是怎么考虑的？

Switch
2018-11-06

 1

sidecar代理模式本身定义就是作为轻量级代理，其一般是不支持高可用特性的。 
部署方式也是和应用程序一起部署在父容器中，提供一些支撑性 服务。

作者回复: 嗯

lujg
2019-02-26



在现有的Istio模型中，sidecar是与服务共享网络配置，每个服务有一个单独的sidecar。那
是否可能将side car部署为一个单一的pod，但是与服务处于同一node上，这样是否可以
多个service 共享一个sidecar（并且由于处于同一node上网络延迟不会有明显增加）？请
问一下为什么没有选择这种方案？

展开

精选留言 (17)  写留言



花生
2019-01-16



有点类似区块链的本地簿记功能。每个单体解决各自的问题。

文敦复
2018-11-12



Control Plane的作用怎么和企业服务总线这么相似？企业服务总线多了一个流量流转，而
Service Mesh中请求是先通过CP选择后，由Sidecar自己调用，这点不同？

作者回复: ESB吗？两者的作用差别很大啊

文敦复
2018-11-12



Control Plane是一个集中式的处理单元，所有side car 共享他？每次调用都需要cp来做决
断？

作者回复: 监控、配额控制、安全都需要经过cp

每天晒白牙
2018-11-07



就像大家所说的，一个sidecar有单点问题。同时sidecar与服务一同部署可以减去网络开
销，如果都调用同一个sidecar增加了网络开销。

展开

作者回复: 确实

爱吃回锅肉...
2018-11-06



第一点，是单点故障，第二点是为了实现负载均衡（个人猜想）第三点多个实例可以用来



定位每一个服务？第四点不同实例可以针对性为该服务定制请求，第五点让不同系统不同
的标准统一，方便调用。

作者回复: 主要是因为单点故障和单点可能成为瓶颈

gen_jin
2018-11-06



回答老师的问题:1.有单点问题 2.多一跳有性能开销 3.配置麻烦

作者回复: 正确

三木子
2018-11-06



老师你看了github的事故说明后，有什么感想呢？

展开

作者回复: 数据库自动切主是个非常高危的操作，在生产环境中使用要非常谨慎

陈华应
2018-11-06



一个sidercar存在单点故障隐患 
有时候需要对服务提供者或服务提供者进行个性化配置，一个sidercar不如多个sidercar方
便 
集中部署sidercar更有可能出现性能瓶颈，如单个服务流量或者访问量巨大时会不会拖慢整
体 …
展开

作者回复: 是要考虑的几个因素

松花皮蛋me



2018-11-06


service mesh是长连接的吗

展开

作者回复: sidecar之间通信可以保持长链接

echo＿陈
2018-11-06



集中起来不就成了网关了嘛…… 
不对，网关只关心入请求不能对发出的请求加工

作者回复: 也有混合功能的网关，比如现在的openresty

拉欧
2018-11-06



Service mesh要求sidecar是轻量级的代理，这表示sidecar不具备高可用特性，如果一个
sidecar代理多个实例，就会出现单点问题，尤其在流量高峰期，一旦sidecar挂了，一群服
务都不能用了。 

作者回复: 这是很重要的一个原因

LEON
2018-11-06



老师想问下Service mesh做负载均衡具体是如何实现的？如何保证每个pod链接是均衡
的。是不是需要通过部署ingress给每个pod里的sidecar做负载均衡？

展开

作者回复: 通过sidecar发出请求时使用负载均衡算法

欧嘉权Feli... 



2018-11-06

唯品会的service mesh实践也很优秀

展开

作者回复: 前几天看了江南白衣写的文章，也很不错




